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# Installation

* Install VS Code (<https://code.visualstudio.com/>)
* Install Python (<https://www.python.org/downloads>)
  + abcd
* Install Python Extension for VS Code
  + Open VS Code and install the extension from:

<https://marketplace.visualstudio.com/items?itemName=ms-python.python>
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* + Once you have a version of Python installed, activate it using the **Python: Select Interpreter** command.
  + If VS Code doesn't automatically locate the interpreter you're looking for, refer to [Environments - Manually specify an interpreter](https://code.visualstudio.com/docs/python/environments#_manually-specify-an-interpreter).
  + You can configure the Python extension through settings. Learn more in the [Python Settings reference](https://code.visualstudio.com/docs/python/settings-reference).
* Verify Python installation
  + python –version
  + py –version
* From the terminal window, create a folder and navigate to that folder
* Open that folder in VS Code
* Create a file named hello.py and add the following code to it and save the file:

msg = "Hello World"

print(msg)

* The Python extension then provides shortcuts to run Python code in the currently selected interpreter (**Python: Select Interpreter** in the Command Palette):
  + In the text editor: right-click anywhere in the editor and select **Run Python File in Terminal**. If invoked on a selection, only that selection is run.
  + In Explorer: right-click a Python file and select **Run Python File in Terminal**.

## Configure and run the debugger

First, set a breakpoint on line 2 of hello.py by placing the cursor on the print call and pressing F9. Alternately, just click in the editor's left gutter, next to the line numbers. When you set a breakpoint, a red circle appears in the gutter.

Next, to initialize the debugger, press F5. Since this is your first time debugging this file, a configuration menu will open from the Command Palette allowing you to select the type of debug configuration you would like for the opened file.

Just select **Python File**, which is the configuration that runs the current file shown in the editor using the currently selected Python interpreter.

**Note**: VS Code uses JSON files for all of its various configurations; launch.json is the standard name for a file containing debugging configurations.

Select the Debug menu from the left panel, from the dropdown at the top, select Add Configuration. This will create a launch,json in the .vscode folder. Once this file is created, you will not be required to select the Python from the dropdown to run the code.

You can also work with variables in the **Debug Console** (*If you don't see it, select****Debug Console****in the lower right area of VS Code, or select it from the****...****menu*). Then try entering the following lines, one by one, at the **>** prompt at the bottom of the console:

msg

msg.capitalize()

msg.split()

## Install and use packages[#](https://code.visualstudio.com/docs/python/python-tutorial#_install-and-use-packages)

Let's now run an example that's a little more interesting. In Python, packages are how you obtain any number of useful code libraries, typically from [PyPI](https://pypi.org/). For this example, you use the matplotlib and numpy packages to create a graphical plot as is commonly done with data science. (Note that matplotlib cannot show graphs when running in the [Windows Subsystem for Linux](https://docs.microsoft.com/windows/wsl/about) as it lacks the necessary UI support.)

Return to the **Explorer** view (the top-most icon on the left side, which shows files), create a new file called standardplot.py, and paste in the following source code:

import matplotlib.pyplot as plt

import numpy as np

x = np.linspace(0, 20, 100) # Create a list of evenly-spaced numbers over the range

plt.plot(x, np.sin(x)) # Plot the sine of each x point

plt.show() # Display the plot

Next, try running the file in the debugger using the "Python: Current file" configuration as described in the last section.

Unless you're using an Anaconda distribution or have previously installed the matplotlib package, you should see the message, **"ModuleNotFoundError: No module named 'matplotlib'"**. Such a message indicates that the required package isn't available in your system.

To install the matplotlib package (which also installs numpy as a dependency), stop the debugger and use the Command Palette to run **Terminal: Create New Integrated Terminal** (Ctrl+Shift+`). This command opens a command prompt for your selected interpreter.

A best practice among Python developers is to avoid installing packages into a global interpreter environment. You instead use a project-specific virtual environment that contains a copy of a global interpreter. Once you activate that environment, any packages you then install are isolated from other environments. Such isolation reduces many complications that can arise from conflicting package versions. To create a virtual environment and install the required packages, enter the following commands as appropriate for your operating system:

1. Create and activate the virtual environment

**Note**: When you create a new virtual environment, you should be prompted by VS Code to set it as the default for your workspace folder. If selected, the environment will automatically be activated when you open a new terminal.

![Virtual environment dialog](data:image/png;base64,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)

**For Windows**

py -3 -m venv .venv

.venv\scripts\activate

If the activate command generates the message "Activate.ps1 is not digitally signed. You cannot run this script on the current system.", then you need to temporarily change the PowerShell execution policy to allow scripts to run (see [About Execution Policies](https://go.microsoft.com/fwlink/?LinkID=135170) in the PowerShell documentation):

Set-ExecutionPolicy -ExecutionPolicy RemoteSigned -Scope Process

**For macOS/Linux**

python3 -m venv .venv

source .venv/bin/activate

1. Select your new environment by using the **Python: Select Interpreter** command from the **Command Palette**.
2. Install the packages

# Don't use with Anaconda distributions because they include matplotlib already.

# macOS

python3 -m pip install matplotlib

# Windows (may require elevation)

python -m pip install matplotlib

# Linux (Debian)

apt-get install python3-tk

python3 -m pip install matplotlib

1. Rerun the program now (with or without the debugger) and after a few moments a plot window appears with the output:
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1. Once you are finished, type deactivate in the terminal window to deactivate the virtual environment.

## Python REPL

REPL = Red-Evaluate-Print Loop

The process is:

1. **Read:** take user input.
2. **Eval:** evaluate the input.
3. **Print:** shows the output to the user.
4. **Loop:** repeat.

REPL is an interactive read-evaluate-print loop (REPL) window for each of your Python environments, which improves upon the REPL you get with python.exe on the command line.

Just open a command prompt and run “python” to open the REPL interactive environment:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwIAAAGBCAIAAABaZZGwAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAE0LSURBVHhe7d0HWBRpvi9+93/u7tl7tpskQZJkFRABEZGgiBgxoWIARJKIigkjCpJEJKgEUVQQJOecc04NZ2Z2d/bgODu7k3Zy2JndnU3/e5/7vlXVTTdJdJ3Zmanv5/k9WlVUVVdVV1V/u6q6ap5OQKnO4RKdw8U6/sVh5b+atk7njjqFN7LN6yKajmeN2FysZVv97w963+23Old9pfQ10upyvY38axdSf/KxaKF/EVuu8R1sz1NL0s/UMj5RfjRrlDR43R0g/x7JGDEOqrha+frG6NbFx8uja8fZ8kkfJD1YX6gl/fg9GGaHfYE6mjUxwZdLf70+qlXyEusiWsIqXt8R30l7eyQyOVFxrvA1ts/j2XQKzxa8Sv5ddbF+9ZVGtvtzlV5A8YnH/y1pJSMnL+qVNrDsTNXBtAH/hyNGR8suFnPLikzGqktk8dL+t9/o1AsocU3osjpXw/71ecvzTr/NxTq/+8MOoQ3LTldJZtkjpY/Mtc2lOtvLDZKOW2PbLxb/kgy1QWrh2F9pYCd+fWQrWQKRNf/DjtlOasAt19tCy1/fe7uH/dPzlmFg6eGHI773h8zPVJFVgrw12+PoexGUPUZGfqmELhl2GqT/Zd+jlRdqHcOaLjCTTYoMQv6VvJsvUGanKgMyRsj6Rt4g0no67xV2Hsk6sPxstXtKP3m/DI6Uet8bJG8KmRL2r+eLXrMIrt6V2HWl7NdkgskCJMtHerRzL/KW2YbUBz6iqyuZDLKG7IjvYl+FFHkV/4fDW663O0e22F9uCHpM5/cFil2GbJHXmvRusn89lfvfZCMlDWRRLH/RNZAUmSOyZCStwfmvkjVc0jptud3qcQxvIg1kk2enKqLqN7oBxWRNJh0DHo5I+mS3UPMz1WS1IQ3HskYdrzZJ5mXTtTZJb2RhkiXpntLnkz606FgZu6qQrYAsSdJA9gmkf7IJkLeVTDA7FCmyMpierCCjdbjSsC+pl3TRP1JyJu8V0tu6iGbSSt4Cg8BS0kA2VbIkyas7R7SsDW8is0l2uTviOsloQ8t/TV6RjIT0tjGqlfzV5XoH2TBJK1teaYNkK9if3Gd2qoq0kleUrMBkgpcE0XeBzLsOnc5fkf0JaSUTSbYXth/UD7v8ZP/1K2T+Ff/Vt5Br4Hpg/0r+ZbpLWrlm8bC+BTJ/IiMhXdiRkC70r+L+uY7sazHdaRfx4KSLpGeugS3xC0lGQv5K/pUeiXT/XCsZieRF2fHncw30X+kS90D+JQOyIyc9syMhxY6BfQn2r7RnqaHIv/5FZBvUOVw6b17IOAqFQqFQKBTfShg+jhiEQqFQKBSKj4UYhEKhUCgUiqeFGIRCoVAoFIqnhRiEQqFQKBSKpyUTg/4z5Fd20e2z1LyQ/5H0jEKhUCgUCvWDLpkYpBT6Sn1LV7/oNelKf1xRUt1eUtMeEXfvJ4hBKBQKhUKhnr9udH3a9MafpCtn7I+T+nnh2pb19qLEN6W7xHd+JN06U02OQaFXI86dvyhdwWfPnz1H60pYhFQMeiPx9a+ulX/g1/jJqVu0y423//HzK7RBu+iL6NzfkQabgk9e/eXHpEE+5nevNP3W4P77y6OeMMNOrlXtf9W5Nv2fppZN/sdRGW9M6jh9pX1gNcMrTqozjZ/6lX9cOkan1rP7c7/yDwY++JNW1JtlnX+Q7u3ZdXn8i199MLnjS6yb77qlkbf5adZrX07+EwqFQqFQ3+Pq+O2fJ3V5+4t/TOrywqUU9UbxK58tZpLQz0LHO558YZ78lnQPM9XkGGRsYvpf//Vfixcv/o//+I958+YJhcJf/OIXpIFYYb1SEoN2dXx14sFTbsDQN47Vvf/zuD+EpjGtkW839NL0cKnvy9rX/0QatAq/9Ls2bp77sXL4uNXjD3blvx/d8fHSCNrzurJPo9s/ce3gYpBPzcfRHZ9uTHmqFPc734zfzgt54tX2yU8vjy+4+75+zJNd5R+RAU2uvZnz35/SFyKVTEb1qVvS02NF75JWubjfeWa8ZZD5QXTHJ5tjn0T86m9l/Z+RMSslvUN6O5r3Nn3F/A9d6z6NbPvkZzFvh3d86pIgnouQ8duv/UXSvKDsj4eT37w8/EeraK7Lqnzy6p8eSBq3zP9kZyWdTr24ty53fOqTRTPfL6LfJF0ia9/5UioG7SwnvX28InLcIucDc9rlaWjx70l3ZjY/XkwWvbjPSbXn8bubSz6KbvlQLWTcoYiGM1InK949M/jngV9/6Zz8VtZrf3Sv/zSk9n32T+ebPyGvbnaDpMMnu3Lf82r49HzVe+yfUCgUCoX6PtS3GoNIzY96o/TVzyyS3yp/7TOz2yRCTO5h2pocg0yXmp09ezY1NXUzw8fHZ9u2bVNjUMV7X5uKhyIx6ErHhz+58uQP73z8M6ZL1a8/nx/yxqPRz7fUfr4p4knKO3Q+vcb+aXz9ScDwX1LLfq+d/kFlz/uL0v9Q3fjOvMtPOj79vySs7On56iQ91PEk89d/1Lj+e9FvPv5Z1JvvvPeNwdXxM7/6ZumdDx7Xvjsv9reWEeP+HV/qkhe68sbT//vnX1wed457I+M3XxqFjrs1fe6Z+vuetz6bF/Zkx/XxeYVfudFk8Gbl6CfyZAK6vtwfM57wxj+2XBtfkv/Hd371/k9D3njlyWc/Dxk3SnsnsPHjxKp3uDkKGb/z5jdLrj1Re/jx1UKachY//LCh510yqa6p476v/p9Td5+q3/v4nd9/Jh/yJOv1r8i/6W/9RTtk/P+7++Hff/MhO4a1NZ9dyfrtvOi32v7nc4XY34+9+v7x3/x1VRSdzYPJT+fFvVM1wPU5tRrf+btL0hsaye+NvPqRWtZnnlEkXL7zsOiteQ8+TigkQepp/Yd/XR097tnzlw0h44Gvf+NKQ+QbLW98oRTytPXDb2wixwMH/uw0ZbQoFAqFQs1e6cNfTKpJPbxwfdsxiJT2jaf/+Ntf9+ROfJo/sybHILNl5pWVlST0LF++fPXq1a6urvX19VNjUMHbX1uEckNJyrn372bMsZPDA3/yq/wgp/7tRff/kFP1+9c/+ox0lMSgzYnj86690/HrT9Y1fLGbGZA9Kdb/ydd6TOuexs8P3niS8Ks/a6V86BH2Tkbmk1de/+i/Qp6mvf5NTPU7iiHjqsnv5JfTA1+Hh77u6n9/SeQTi4ovAx/8NmP4c5KiQsb+XN7+rhYZFRuDMj99+72/1Pzma1K7b41HvfJXMuBPw/6Qep+eWWsa/1yVnf7w31b97k8LQsb/I/TpnV9/szuaO++W2vXx/yYTP/S1C9tbCI1BetEkdrzzqIkegjrV/+WiqLeG32YOUEmdFHvw22+6mRfN7fuEtAa89v//+RXaf/8nf2tjuj9o5c64KV1/l5m8j38hfok8OiOk4c2KD7/6z8in74ve2d77zbIbTyQxiD0pZpT3xfWUJ9/882shM9TF175aG/308RgddkXpF2E3ubGhUCgUCvVvr287Bv0i/MnjkU+dHvy+780vtWInTvXMXtMcDYqIiAgKCtq/f7+3t/fPfvazlJQUQ0NDHx8f6Ri0veGP0VVv/5Q0hz7RiBw3TmKPPr3zqIA2aGd98uYXf/NLHp8X87sPvvlLbQWNLFNj0KrSz+KZM2tRT+nRoHtv/cU5lp4aOzf4xQryQZ736e2hP5Fg8fHrX+SX/nZe+FNh6PjWui8vPyKDPM383VekT8Mo8qJvDfS+Ny/kdzmvfpXR/C6dnvDxBYnv9de/SWKQJ4lBse9V9/zh5yHjgog3/pO81jQx6AldCiRUib5eGzIe+/QfPxEvEFLuHZ/vjhvfVPN5ODOpmpHTxaCrb7a/+xVJSz+J/u2fXv9wXuhT3WtPLox+7ZVEX0It5o2fRrz56kefN3/514VXxyWzqRzFJa2p1fjkT8pXx39x853Xx+kVXgV/+dvTL79QIH968HFSkWwMShpv//pvi6/SodJ/87lhCGIQCoVCob6P9a3GoP8d9iRv9FOrFHo90M/Dxp9++PUck9A01waR6KOmpvaTn/yEPQgkFAp//vOfKysrS8cgUi61n3/49T8//PTPJAS0vstdsVv36Vcal0nD06bff6XNdAn99d9cmQa3/r8aXRv37P7aKX58XtTbZSLyAf8k7d1/fvjF32ya/qxFA8142e/+RsZ5/AHNB6o33x59lR5ZufLk70bXn8y78f7Tr//5m1/RIyukluZ/5nP1ySCZgK//uTiGdol+7esN0ePzIn/3ytf/fPtD9iqf3z758p82iW/YV35Beht/QvPB+QH6Nvyv0Pdi7tIsUvDKJ/NDnjZ8RMcTn/eUJJgRZpykauvo6bB5197N7aaHbSJ/Qzr+PTRxfP/g37Xp1L59u4ZebOTf/pk+SX633yODvCd6b3zk/Xnxf7hbSq8Bevw7Op6b+U8vvPpXCzo97/Z00kGa36fdjz+cMQblDf+x/IN/fvgHemUVrdTPktPZnp92fPLPi7lvJw3RA2x6WZ+GkEwZMv7KJ/8gI1x/i8zRGyn9dBGZF3x6JoEbGwqFQqFQ//Yq+9VX5KNKukbf/WZSPy9cPsXvWiTLXA9U8Rr9oHxmTY5Bnl4+Gze7TFs+fgHSMWjasqz72vH2jJ/uL7EEsW+9O0wPxojradur4uumX3a9xDOjcyzxSTGubn/0f1SY41UoFAqFQqFeYsnEIJJyfnHll7PU9/b2iWrX3/xF2OSOP9xSkjpfJox+U4ueg5v4KwqFQqFQqJdSMjEIhUKhUCgUij+FGIRCoVAoFIqnhRiEQqFQKBSKp4UYhEKhUCgUiqdFY9D/cr2JQqFQKBQK9SOrdbdFB/LfnqVWpLw5TwAAAADwo1NfX//HWV2uexcxCAAAAH6EEIMAAACApxCDAAAAgKcmxaAnT55wTWKIQQAAAPDjJB2DXnnlFR8fH19f308++YTrhBgEAAAAP1aSGDQ4OEgy0C9/+cu+vj7S8Pbbb7PdEYMAAADgx0kSg1paWkQiEdvc2dn55ptvss2IQQAAAPDjhEukAQAAgKcQgwAAAICnEIMAAACAp0gM+mhWiEEAAADw40Ri0H/PCjEIAAAAfpwQgwAAAICnEIMAAACAp/gagxSUT0Umu5vKc60AAADAP3OMQaqrtx6NiIi4euWovj435CR6NnvqH/pzLQyLDQe8Nq9km9UXOl85tpltflkWr/EsTznEtTwnOdWF5W3DSbt0ufZv34oNh3dbcc2UU1Db/TNcMwAAAPw7zCkGBceXNZVknzhx4nRwbHOkGzfoJPO18lq7pGPFlqDEtOA9bLO+6bG+4jNCtuVlUdHLb25ZyLV8FxT1VtRUJJtpc63PZV98U/R2rplCDAIAAPh3m1MM6qlK1eT6n6Bmd3Sgp8xeg2sltDZGl1yxkWSdaWOQ4ap1xRW9Y2NjLVWPbLTon+RVNC4mPiJdxtrbj2xnjx4ZPq4p9Dx4qWtsbKCnYtNy+hpGdutLK/tIX82VmdbiqTHaGZt3XvoYi8D91K1eOvrBstRgtssi+41l1f2kU1PFQytmak3sDtGXEw3YKikwvQgEDodrs67HP6oknSsLI9SZbosddlXWDNA+qU4XA9pxucuxurb67dbMpBNrAmsyryVkVZM+motuGZKopLx2SNSmoyJH/qiyaHdVaaz60o3sKMTS6VSQGFRwK/JuDWkvuB26gBnZEse9NfVDpEt98b21S2jAc40sSg3zruwcE4lG4o450JECAADASzKnGJR+cT/XuzSddTfjThlxLZSc0oIWUbPGfO7DetoYdKmoOWqTLemyZOv+lcb0Tw6H0/IjvWmTkUNdV5O5ljyNQZ1D2YnndASCde6xXXknyR+vVLSFr7cmDcY7PFYsob0T8qq6LYM18+UnDjPt9/HWIhFFWSulc/C4Oe1ytaYrdO1y0mDqenD5YtqFoRRWIxODxoY6L7g7CVS0E5u7T5EwJpQv6x7Yv5ZMgiAoseCaz3q2R2K+mlVJa9+xTVZ0PtcEjvU2n923hmSec49aMoOsyYDJdQOe5jTEeIRnXHVfzQw0zdGgsaH2UN8tAlXdpNbuoysECiqGwyN9O1fQRLT3eFpHfqQSE4N66h6vMhQomG0cFDUvnM8ODAAAAC/BnGJQZthBrvdn2RzRetaKOWwy00mxRW455Y31LeVHtzloMB/qwdnMIRKx9VZ6TAyqollJ2pJ9uRVNdS2lgS726lJpYMe11hMmkmNVyi7HrndxY+JikMDYPb+SDFhyZIvdgokBJ8egjswQtvFAQlMUzStyaQ19VwOcLSwsbhe2nHfjLnIihPKqQRn1telBJKaQGNT+8Dzb3cLxYt29ANq0IbQxyUNeoJpRVswefyJmOSnmfbv58maBmpaPqCZEke0kWFRYk0EWBIlBNzxNSLtQYX7foEifPWoEAAAAL8OcYpCou9hCVZnpX0FdWfxJLaekoaE29TRNR3+mNnN0xnp/SGHcMXnah3BFcHZ77DbSpKKmqsD8NTg558HlA6ThREbP6VWqtNOEaWKQygJuwAtpeffO7WW6UXIK8/uHHrLxwGjHOVFbprUeCQ2K53O5GCQZMOR+wZ3Tu2kT9ewYdKujp6yotb29PfHMLvZPhJyGYUb9cN5JS66dxKCMC2T0QjmFzVfziy5yB42q2gdWel5IDtzAthIkBsXukYpvU2KQsrrDsKhOR4VOq6qFe2dxLGlADAIAAPj2kBj06qxoDDpws3xUJBqmRgZucZdIL94fNToq2sYecZESlNW6x5z5OZnQpmJ0dIQZbLS3RY7JIul1HWyXkRFRyAF6iEXL1JaMh+lG1JrQRDRNDMpo7uYGFInOua3gulLCM0V9Wxcx1y0b7ehkRzUyMio+GpTd3isZ8PQuenbM8Xw2aRVx05ZOh5wag+QUOvoGR0bYQYcjfNaQP6mZrh4Wde1aLpX91gSKJ36kryGPmUVqa3ilSDTqsIhrJZbvixf3mUavPZoSgwQC+fMVZMJpH2Ta9m42I50QgwAAAL49JAZxz1CdAY1BAjk59YV6hoaGBgY6CuIDKAJ5FX09bUnbBGW3tgdH2UYF5QXsYBrzuR4V5qvpGxiQbloaE0eAlFS1SReGHnOdj/xCfV3xQSeOgvI0A3KU3Tvu+rGN6poL6Vi0NVUWaKsxrzkxoLoK04tASZ32I6ZNQ42Smv5C9sJogYqmnoayQCiv2NwlWrV0MR3SdmtdV/smXRpGtLVkX31NYOfjCNKLvr6ekrzUXYg2XWm+4ydzVyKhvLYeXRjkFeksKqnpaXOhRlVLT3yaT0GHmVQdde5VlDV0NFW40ZC5YKMkAAAAvBRzi0HPycJqufg66e/I8hXLlV7qK8op6PcNj5Xn5mRnZxeUNnaWxE8JXwypa4NYShY+WdnZPUPNa4zY04gAAADwPfWtxKAfB/2lK11cXLZu3bpx7Uo1ejn0dLRMNtov45oZcpoWZBBjnZkGAAAAgO8LxCAAAADgKcQgAAAA4CnEoGeztjTlmgBgZlaW9OeNz6CgttmV2rnRElf8z4nKws0bnRe+6Gl2S0uZs/bfqtWW3E3jJMwcmTfb1VXpO3uMtbzimo3bLbhfvAA825xikAPLzs7EQPwQieks0DU3k37El417V14M1/wvU1bWWmVnR6ZiiYHU8zumUFHXX7XKwcHWRpe9OeN0VNQXsTNEsb/tn9ma47dzbtPbWLO0DCxMZlsGz2++eUljPtc8hby8kuXKlWQyV1gtnfUzQ9XKii4cM6NZHnimYcPMMWUjvu/RdLSNzEgvdlb05gLTUlDSYkfDWm4s86IqWgaikUrx79tkaRiN9Hcxt5KahprukuGBkrlf6r50hYOxrhppUJiv5WBnK3zZH6rqmvrsDOprTPrZogzNxeZk0dvYWKmI+xLKKyyzpgOa60l2xorGK8h66WBuJn3fdcFi85U2ywy5ludBBzTjPnJUNAzoi4lZGMx4bb6WsSUzqcvZH26qaMoMaG4w0yajQ9ctlhW9fQOhqKJD1kt7ezsd1YnlHpFZGeJOb/U+mwVm9UN9mZmZGTc82HVkuY2DDvNTSVVNQ4dV3LNxVBYutbe3d3BYqTvx+S+vbWhJJsHefsUCtX/1zVZaoGW9ysFAU/LOCnUWmTEvaDFfkVsF56vrk03Gzs5Wm/uNKTHfzIJuRqusly2YNZcoaxvRDdduFdfOMFxq5WA9c1K03tdVEMc1S9HbFjw40OdmM7Hfm7ynnZmtz7WitAtcC/3lhyJZfkvUuY2TbHEOK9jpkTNZ6bDKhGzIKrZkIVA2S5iNiyOUW7zMmi4fC6mgo6BGloXlookJu1/Rsd9RJgntCcnMfJQlEo0unP43Ji+fkq5p14Ao2595RsEMVFQW2tGZcVg0MY/yhpZz2dPCj9CcYpBosKeqqqq6urZ/eDjcccbVeV143Z39Uh9iLzUGRVc31FZXV1XV9Q+KDqya/mNJXsWipHOgobaqpra+o7FoYt8la7nTpaGuZjJHVAy9heNMFBbsaepKk/6Y2n2jMXYn1/xS2O+9dP/SVq5lCocdV5vq6siyb+sazgqYIbEJlaLrR9ubasjc9A4ObbOc6VNwffNgNzvTVVk3uW5TGDi6jwz2kl6a2vtHM45O+xN9Df117GiItp7BnMs7uD8wvrMYlFQy9Cj2MGlYtje+v69PTWHOQ86JzoN+utpXVTWMjIxa6M008q0tbR1k0bd0DxTFHqEdhAreyc09LfVkyIER0SZrPdJt77E7Hc0NVTV1vcODZ2yZFVN1TV5rX2d3f9vdE7R17lQdCzoHOrr7W+9wt6UwdfBgppPqHBTd9V3Kdp/Ctb29nWxCreQtC/Mg7WaOB7nBmAHvHBI/pEaWvPyBof52rr+Uc0y3RY/q+8gcVje2jY42aChJ1hLz3N7q9aqzfvFfYFbTUsY1M4rqB2/4biQNrsH3B1rLSULTWLRzeKiPbu5VdZ01t5mULbd5X8JQH7sCNwymHKLdXpTdnmvdg919g6Jjm7ltSmfZvtGhTvKC9c3tRdd3MylxWV5DL9n2aps7BrqL2Lf/SHJZeyt9Z+ubu6rvX2G6TWPJRp+Rvl7aX8nEN5z56ltr+/tHqu9w7VPNEIOmmrynnYGC2vb67ofSb+pCsxPF16/XxWxh3zBbr4ihoao1SgKh+tKmoYH2RDeBwKpnuL+WTHldXf+w6MwuGpKE8kpeN5t6Wxvoso+deKLAjsAUst3lXdzEtVNr6gaLzCdtw4oqA0Mj31kMmgOlpL7uaubTZHBI5GJB3227TaFdbU1V1TVdw6IbLnSbBf6YUwySbJz6m6OGys7KCXZ0jzYYszFazqq0q2iRvjX3BAtONo0OJAblx64PSCftWZFH2Q1PTkHpTmYH6VKZfW0R83m4Kjg7zkPnbi0d7MROme/K0xAKPa88CGbugjjVzvN3bh+l96omdl+vv75z+lhPYlBZqAvXMqurpU0H7cTfKkzW0Umc8IA9KmS//VQHnaHelLPc7kBecX52Pn0KLKOD7GmFQrm9px+TllFRtaP0o0AEcrEldfTOjPSr8MGR0XtsdBPKr61rfSD9uH5VDZ/+VHeuRdaChetHR1PZkRrtCSuN9WQap1rfXBjBNUoRWp0ZaoiTbPdnH7SG7qLvgpyqlmh0VF+ThirnA5e6u8nkd8UedmT6khBmVrZtYA9AC+UPXEpkZnlMEoMUFMySShtIl6QoH9rOxKAF9pf6h8fGmnIWazJvkJy8x+Wb7IDPE4MMsnPvRKVmyQnUogrrJfcE3+ITzjxbtyPMw460mtqe7m7KZPonE7itpSFhtmOJ0xIKIytb7Jc+69u3rddYVQr5X83EgXyWs90UXWPGHp9lm1kO53OqwtnUu+PABj1j95jnjkEC1/3rFpocjJfEoAlyih19/Uu0xYcp9Jzbekqdpi7PNYFjZbIftwrKfYODhpJDI/ob2ruLHMUD0hiU7su1TKKkNjQiMtSa+MZht/dSbjzNpjOaHINMazJDH96JFQp0bz7IvFVTTz54D6aNpHvL3CpUuGzLaHf59DFtgnra8ICH+OzL8aSis642bPMk+6OuGqoLrud3iWOQSmT9gOTO9I9q+pykDyVoGI0N9SowNzTLrOrYtGIhaVJYvr3h8XX275MJV5R2Fk7ZkcmlFjVv3+7eOXsMKkxY63eXrL7tOdfY2fC/Qx/bPNaWTp9uSEy7p51BcEbl0Y0WXAsj8GH/bqFce1+NLrO/2HY6KSklKeqQnelqn5yrx7vyTgqFJAY9ZI/u6q0PEHUVLBIKlq25UJvG3ZhNQt7araMgfu3hFNkYJNgTlnHj4MQTGKlnxSA5xfmZOT1kZkofhBkwHwobr+RHey5+WE/nMGDj9IffVT3T7nlNjPR6fud+a4H5ugA6zHDPxAO3nYJKbngFxuaQzvdve8h8JAiFx24VHNrAHeBkqRy8O3bvXwrZ8IPzHDFIWVkrtWKo/AI96H23pt3Tlu6U1h6KeBThJRDKqampuUTX3/NSJw1qasp0bbNxHx0drUi9oKZrnDU6eII5Q13ROnDZYxXpIyi0sD2XPi+CxCDRYL+nvZqa7f4eUZ3xzFtLUV13d29v4qntUo9SleHgG9NakkA+0dX0TO9XD2dxDxWbjMQg0VB/d3dnUdFNdRXmi98MqtsGLSUBQShPJts9sSlhHzOLatxBlysxUaamamqGFvmjvd6mpDeFvO7Bk7tJJ7W4vOZw7/VkalduuVx7+zLpor569YWDE0/rX7b1aGkK9yR8gbxy5fDIel0aKVwvpd/038J2Pnm/u7unp6ckWXWGKVXWMBgdHVrNpKtTt8vaHsh87kpZ3zwy1N3dXV//cJvdxM5TbkXwUGO8HrdILYq7S8j7us4vom9gaHR0zE+PTm1UdMjixWpqS1aViLrdJh5PKzD1Tm68fYgd1DX4XnVRIplHncXbJTGooGkkPsiFdPR2Y8KZhhFZJUZr03U01fxvlzbc8ifd9ly4X5kfR/rRM9n1vDHI6cC18x62pVe3+9zjYlBsZLCBgZqa6eoKUfs2MpcqRg1DXex64J1SdXnDjGf6plLTWUIWF1nlTu4wnmGNm7DS42p16mnSsNz5YtUdf7Jnj8vvGBoZHRNlSZ8kOJM1Erl94mDJC8UgatoYZH22pD5y4hNISGNQ2bqJV+PYH04sT2BSqZjt+bK68LVcCxnQgMSg4rXSMWh4gCyJiopUq8UyMVJRVWN4ZFQqBdG80lOexrVMa7oY5BWe4evrcc13dUgmjUGK6guHRoZKS1O1lLmtbKNPXH4ic7BtVgs3RI1UnGXm2Liyp9Bs1nVJKgYJjjwcLYlzJb2brD/Y1CPavnJiI1U3NB/qbWf3OQrzLauaunt7etuq0k1nuNpl4Trf4oyEzMpKssQePQxjO3reKArfbi8wcJk9BpGNozAhiGxD1xtGC07Q1VZxvoqammVZjTgGTbunnUF+Q7/0jewFmsa9HfXk/9N5nccs6B6AxKCTuw/cyQg/GJambWQ5KQaRTexRR5erkeBAfPUVv0N0W+ju9l7PfjszyGott1eUnxqDhGuPt6Zz98fnzB6D5BRaeoaDdy0jM3Mupqw1gx5jIzFINNC1z1ZNzf7ggKhaT/qbo5iy+qGhOx5k/SkvukZ2mmnVFTZC8pVKkSy9mFqZGESWatql/WpGywtG+w6JM09tC920I/wkqzlnf8rwA9+Xe90DfN/NKQbRfD02NjjYfcl3A/tNU3VXdE0sPZ0Umlm505jbHUw9KdZTFM9+dm+71pBIH+e1vbcpcQG74covelxXSDZSEoNygrkz6JVtg/TJqjNYbGxqaup0p7w+LoCLCJMpqB6+lkImtb+9IPxO4UwxSElZm4zI1NRsa+SD/r4i9ovRtJp6xAe9xKaeFDPfdjS7nOoY6A8gu3A5xYr+IS9nevAg5F7VVQ96+ERRxya/sbekpNBvy1Lpre5Sepmb2cTLqx26X3aRfhrdKatea8B9Ndc2JJNqfiL2UUd91Ax7EuHibccHR0bGxloiE9LaZ4xBKkuY2bbbfaZtuH3H9MfdlpeKBts6etsLb5oYGVwoFR3Wp3uElQfO5TLz2DXQ6y71Rbmsrd/RmP1c1L7f0rSe+cyaOCm25kzz3UCZvQxzNEiF7aSwubXhtqZg4cPWhnXMMnjOk2KrKqvvKJiuG+6r360q8E4f8pxPl5i9b1g+M6k9g127mM8Ai1M5OYH0Ivfy1lpT9WfmmQlCeQVmgW0t6e4OXDnbpQaCVZ6NjZlLmbtLWa0PGe7vICHyetAOHQ3L5r7Hksi5OvhuebJMdnmJMUhBTadnZMhAefrP5gkO/q0N6Ysl1zHRzGHQM9S3kH3w3vQWmDALYt3xmO7B2lWSzwg13YdN7TuNJhIDJWdR2pTLNU9rcgza1JofOn+1z0B/xdr5gku57exxWiU1LROTTXmt7c15UWQN2+yXmJcw60EmhnD+AtHooLaqvNG+6w9OPeOIr3QMkl+wKLOBHrZsyb9V2dgxEYO0lz5uatwovoJk58U7vU3Fm7btqO0Yehg9/fRY7T4z1tO0b906U9Pl53NG26O3CIw9e3LDaGp6VgzqKUpgd5gLTY8PFp4UvyVLSiUxiDHHk2KVHU3LpVLrEuvAhgR6zEvR9nzXXfoNxCvi0QlXS+8bJblpZzWMLHrb4+RkYhDZNmkMOp8z1l6QxKwCLm19w/amWoE3cs/uozvtqTFIoLCuoZR+v50wawxSUHIbbLzOpTl5k8K6bPK1gcSgtEDuiUmtvcPG08USJRUH8qVccePlwsFmW32j/Nwk8aqvElkjE4M6Hl1k/yR+bBFlTNfp9Zl1LWF7V3OdBAJdj9jByvCZvmbDj9XznRSTolzQ1GbrvDcv4TjXYdZrg8QxyK6rt4iL9pp2dbWZpJHEoEfHuLwyewxi6W86WnOPvUBhFloJLe0HxVvzLNr7x2Y53VHb0btM9q+TYpDO2qCB7qKDOx2JWxVMDBLIhdUPtDUPk11q3q0Lki/KcgpKJsttvS7daqu6wO0Qlu6pehQqe52lalt7nq7xzpzEQ5MO/czxmWL7IzOSjsyQEaVEFI6dnXjqqzTFhMqxsH3MyQdF1VbRqImWiv7my4Odj/dto/N4t3oiBi3em1IQvVn8cap4q6p9O7OsNPT2cDHIKrC7PFpm7yd9bZD1kZbMYAWBYnJNmwszoPaifc8Rg7Q2lOdGCwTzV9jTJ9N5p4+cWaZouCNmuD1j9xY6qZn1XAyar2U6MtSo7Hz5rj89TfYCzALSc85P7CsnMXA52ZWfYKnNfVIaWLv0tVYuWsi88fbnhgsvsbtgn4hHeWEek67beokxyOFo1qOz5rPvwI12XuzLv75UQ+roDfkkC3r88PRcf0z0qGHMlbm8XllvWWlp1b4V0kcbGMYbuqruc83TmhSD9N0rk/1IpLJZRU/fXMrtOShzmkc5tazj0PolRusODbbkP2vfQK2PaTxtpx2Z2+BsKjObU0nHICk2df1l5sw+StXYvrK4eKfURcGV7aL1S+loVYy3dXaVTjs9RpsCqu9dYps19fxHHx6yCKInxKU0rmP/PInUtUEGbom1Uc5s8wvHoKKmHlup+fNN7eJen+papik4nlDg7aSrobvUwkiDxKC+zgzpGGSy7khf8yOyy/FNbr0knpar5c0bl+vfKafnsCS6mqSuAV3l3/GIm33OM2KQ00BfPnc+VtupsTKN7BJJDEr24S5xmykGySmq9A+VRBQU2B4KP+91vuKR5FKtyTFoytMbJyzafaVMfGR008mUttTjM0wm/Ji9cAwS7Ap71NzY5b12YvM0OZAy2lN+IzYmJuYo/TI1TQwSRBe2lWWnkD7KmzpiztBLa+cYgy6ERpChYmJuVzQ3+ztyJ2ZUdex6x0Yrzkv2KsbnSC8JCaWNTSnh+7luZEd//v7wWP/2FVyiWeLoRcd0/Xp2Q3fiKWfxd4hp3Kxs9VkldRKI5LiA+0MdxXTwmMNkg1G18evsqr0ZE5OU+bh/jIlBNK903797h+knxm0tPQi7xi+h8GEyab1+PW2k5AK7yZ9ILAzaNvlqVp+0puiMSi9H7if6K91OMqOJvZvbeD94gzgbaSZU9XTmS94URR+mp4eFVVWFMZKfPiy02N43Jnp8VHx5xMI14UxvyXnFtZkRkoNcBvuTRH01puKfNC3bdnygs470lp7f3HrXX0EoUFtzpqujMjEmJiU7b2CMi0FyCvOrB0fMtSYOKhy4kNFSkR2XkNQ51CY+KaaWWt5WkZNGxpZz+xrtScNIJBpOi71OujT1DHo707zleTmrqfxRXGJyx2CbdAy6UdTeem/iRy6TGbjU0BjEWRNWc9lWaYHz5a620viYmDuPCwfHuBhEvmOeLhZVNo4sXzhx4O3Z1PTpwqJSWwda1xnOkEBXHukbGrl3h6wClMsKTYGC2oXsttpHqaS1fXBk90q6gXhHPhrqaWL7iQq7yAy5irwdSTk1A010ddos/tpufb5ktLtBc7ZztbZkS0jKrRtoLCQDshdmqeouq+9ukjlfRfKGtdvAUJe7ZBWzOzU4IkpJSmCmImbdMjqgmr5VXWed+M3nqNscGBzq2C++TYRw0c5oZpD75fXZMb50IS5cXt7e31iRwXSOueA28cNDi20nSlJkz4lMMikGmfrU0BjEOXSrxt9s/pX8zrQ7dCVJSnrQ3168XFtJoKR9JqO+p7GSdCQbUWe8FzfANBY3ZVxuyo+QSpzKJ7LbB9u5C7YIl4BgMp6ajqGijJsRZwNIF1VNZzonqaltA60HNzGbvIFDTddAdfF92j0m5txO2vFGRXMhs/tKyShuzpE95iExX/d2WUv27dsxNxKqugf2Se8/nnU0aKi3+XZMDNkWuvs7LJm389TFq2QxdPU0kw3wyB72MsIpe9oZROTWBW0QXxukadHYXilZiRPKWwJWLz2dVEJiENtlvo5Jf1eePI1BLeS1bt9O7+jtOLubfrHTs3Ub6quhSyE1a7AtS0dqM5p6NMj5VMqd47K/+Zj9pJhQ7mZ1X3EGme+YqtauKwH0+9lcYhDJQbX9Q8PZp+QFuhmlTVlRdJWw2nOCLL+qniFm/+tP14GpMUheKSr6Gv17TFJtR8t+5kcMa4/cHBnsZjpSWrNf5g8/LnOKQb5usoc9WdZ+HdUJMgdchApbPTwCqd30U1bXwncPd8zBZP1B5onphOZOn8OkjwPO3FdzXYfdu8TH2d29D8+0tRz08acjPnRoOXO1CkdRxTPwyFp9yWeGPnl5X1/f1StkvlEKlqzxDzwkOfmlZ7WFjOnIkSPbLHVn/0qlaX2iKu+8zI5GXnWHpyedksCd7PjWbt5LWrxc1i9fs3OlpkBOXulR2XCwnzedyfORHQMNjmr0CP9uLy/SwcN9qwL74yuN5UUFidMcrjJZT0amJT5GtNSZjjwwIGCLA7f4WCu2eezdLHkGv/w22lPgTudVihOxhHwp0j4YGGAneQ2N5X5Mb3s2Ocp8pGvbBRzcIL3ULR3cSG/++ya+N23aRt9Wj41rbJ13sddDK+ivPeIpe1pdWdPtUOBhXy8zfZUjR9y5cyzqRjsP0pfdYseek5e3WrudTkRg4Hpb8WElZa29ZEAfr6UGagGH90nGuT04Zazh7oxfznQtffZMXAdj4OS53ZLuuba60uV8YJ3tms27l4rnU2lLbEfuUdkDb8+iosVOZ6CnpxFzum16SzdyvTHsTeiKL6+kxq4jzuL10HEHu85QAb7sb23M2LeDZSu+Jk5Ne+3Y6KiFxqTDRtKWMVsCx2YxHVDHYrPX1MuBVYy8/fZNbAnmW7lhGNaL6IC6y7d4bqeH02SoLvL23Ss5BiLUXXOEGcTVwYLbhtSNmA6cg0ycZeglVFTtXyrJ2NOZFIOWrDnkwp3+IKy2eK01Fsjp6h1wp6/p5bXbWPLDdCUl2530zQ084m6gP9uG6+VzeNMymW1Ld80eH8/tXItAYO/qTsfD8HenR3eV1VaSZk9Pz8WG4t2EtinbA8vDkYkLGhrbDtHF7+uxUW3muZyvsejQocDAw4c3mMp+gKsa+3hwv+GYjuo6l91k5IcP+9iIb8uxz2tiNXFdJ76ybdKedgbqlv5VxeHsglDTNfGS2qKXOO7d47ho3a6DVkbcMTN5FY0AP2+hYKFfAB3vIdk97WJrV9rV01NVfDcBlqH11j1rJO8+YVLYWmk/6TqDZ10iTZb1buZV9zlyd1tYvNaNfqNgHPILkPlVyQThFv/Drsx9BDbu8dqyku5hTJzovktsB111jGy9d9jT3pm1y5FMrJxiwBFmjfbyMtPilh+3pxVboDz7JwP8qMwpBnH9Smhae3h5FTW3BDqLrzf78Qq8kXv33D6uZQ6UVByHRGNh/j5eXl5BIfc6m9NlExnHZJ3Hwee5XJdvNu3cl1PblXD2X705gdZSJ2+/I22i9rWqM0eZ7w1ta5fQpMqu2gfsfX1+cLyv3ks+58q1zGSBWV1PM9k6Du5ahWswvm1e4RmZYd/d757O360NcZ84H0Ws2Ozl5e03NCKaNQYB/Du9UAwy2pGYlOTq+Kwft/9YeLrJnk9+BqHDrsOJiWQJJUVf8DOY4VwKzC7ocsyxvZN+nP8iFjv63bwZv/oHsqou2Xkm7oLMb7h+WPa7zXKoQ0xZP5JsG0lJt8P24Bv3d8DNTea2Xt+qIDeZ20US204xb3ZS0ux3mwT4N3qhGAQAAADww4cYBAAAADyFGAQAAAA89T2IQRqLW1oajpkLr5RUFVxh7ni2Ym956nnmb7MxtNzdQjQ12KjMetp58+WWlgJjNbu8lpYDDjPfI2gql9CWlvzFKg75LS1uEz+4+naZ+qWJRobWzvJbG4fDJTcm39h+GkZ2LS21HsZq8S0tj09N/BLn2RY7tLTUHFiinkAGDJK5E/+/4vKDKsmDUsxP5I+ODFnoz/JjqGks9Ehsbs5Wkd9c2dJiu+TlX295J6cixtN+1+mbFWkhTAeVS+SNJ3JOS19crbly5/CIKPaAzG0UvkVWe1payjfqL7rT0hLrMestHBWUT8Q+bmQmeY7P3fx32RldNdzZwLXMwmTDnfJaMjuZ4dM/RuZlEzb3DNdEzuHyJgD4EZlTDOJuksVgnin2UqkY1o8N7BUKT+R2PjrJ3IDE1qszJ5L522wUlTWtrFbGNw47qE7/e0qORdDgWJaBcHFx99gMzyKbgeWpobFHekLj0p6x7S8tDzzLfHULM5P5syzidaemveFeU8fwYulf9muuaB5rdxHOD6sdu+s56/KZRMumZax1s1A5vG5sLrdom6PrJT37Jb+rna9habZE+q7Fgbcag2UfQzTVwvURo6OpykKL1sExa5mHWL8ct8pawlxstgQl1qSxjzeRM1xmZWPnPlxzRSZlyyuZmplL7mjwrTNw6RyrthNq3moem/05eI6n8usenlhhRX3Pf2imqK5rYTLtDyhllLUPHN/uRGZnqdHL/xKSUtTlMuWekYamFoYLfgC/KASAl2iuR4MsNxwtipc8W9g+PjlSfG+IRZfjQ8iXz0U7z/g7Kh29mkzssuVuybXAcNmlmOTkxESPlVPv1iomtzCHeRLegaS2W+7M3XGYGGSx5QQZ1cn9E7cs8jgdTbpclrnxhuLlGqkYtHRjWMBWZ/dTpLeIIPGjEtX29zTeWCBQzm7q3vhcvxhSc+9tuK4mUM5p7nYW77RVNVZE0FlM3mjJHbDRNHaKjSUd4vc7MSFLTiHh5m1LR5fYxOTkmEvML8X0LyQncI/iEQh8Y+Lt9TUEAp2Q8BOLjezI4omJYO/KL7cn9BYddbSf9HGS1TvP0Y6MQ6sWsjFotdt50uq3ld7aWGPzSdI8NDL64C7tx4e9uYiCaXF/vZlALjBbFOX8PB/aCstK+2qWCuSOPR4JlzxdU7DQ/xKd7yOH6JPASU8Hwm8tVZQ/E5NAJtdsEXfrkdV7jpJ+Ei9O3ONbx8IxMj6edGzsYWOQgge7+CIPctNk7EjaKloHq3Jp55sJAexL6lruZIaL3c7cDoTQNA0arb4gL1Br6GlfJnMrJxm6y3ezA25dwR47UToYHrdYTv5SAlm2kUYzPznlan79YadlDociiuICuU709gcOQ1IxyGqzN53KhDDxm8nSDwonb2Pyod3c7UkUVNRPMLN5ahOXu/ediHBxNCPbQmJilI04w+mvdE8kK0lyzEZzbvVSVNU8yQx4YqP4OTDzV9d25hoKFK4WDx7nbqoyvSMP+924Rs4eb7o1xoQfF297i+LDPRev2Eves8unZjrmsfzi8W17L4Rf9N9m6XHhRjR3j3hDe9+bN8nIop2M2VlXDQiPWKyizUxsuJr4CR7b/C7SngJn+YW2WuA1OkxM8MQEBF6KcXJcGXYjOT7+sqXUzZLb+jKkj2opa5tG0x3ArcDdq9kIvdbr3M5VS/bQnU78tjWkX5XjCbGL9x69lRypaUdm85qVKd1IdRY5sgNe9negg9l4kJa23uG8DDolFwJoulRWX0FbkpOZbZOjqmvBDHjTfyf3zgaH31jtuDoiLvnGjQtm39EBYgD4dr1YDBJkN3TvtKJ71xV7zhUkHCMNVqeyero6Y896enic7h5uWaEzX7DAPKem4eIxDw+fgKrWno0z3B56GrZeg4ODTYV3PHwDq0d69jADnk6vuRd90sPD40ZGRdIZyb1JZGOQvc/AwEBlZpyHh29e1+BVZ9lPq3/ZAkOblq7+6NNkKjzyIujS0Fy5o6m5OTjQw98/uK699/haHeYu0iMj7RUBPh7RD8pKYunzIF0v5WSG0F/dC+WMegbLFtIvnEtKWjtqqkqOengkPqzLo08dF67c4U6XXl285K6+tvtCWhvukZe7EF8mas9cu0iNxCAyj9XZNz0On6wfbtuyUKBsvoH00DcoOu5PJ2zN0pkT54u6md2elxJGRh57ib2ts9KVGlFpg+hqoG9Q6N3+UvrEjNUHr9bnJZN+DocmjdTEK5JPqoVr6nvazwWRyQrIbWJjkJydK+kleKA2kotO2iakPbW0514o+d/jwP61zCecRUNL1XHSfuRITOxMj0ibhq6Td3dL7XE/j8DAsJaO9n30DmwqUbXDxXUjl3wOnQzP7Cu88lyn4ibFIAOL1WT+SpqrpO+XlVnRm3HjLJnY25dP0XYl7Ztl7exK8ri2L3A9TWMh9+sGOhsuHfM4FXe/tYS5obbAuqO14gjp6dixmHDmR/LzdW6Vt0UxA+bW9x9eO+U5FTPYcPQOd6iWRbO74ERCYfG9KDKq6LjituJbTI9WvZ1NTeV3fT08Cio7Lu6dNlU5V/f3Z0TENvf0FBQm36vp9dIVGG09NdRW7n/IIygotrOzcQPNFpq3GwbKarvIxAZfL+7NOkrW6P2hDwpSr5JXvHQzuyx5pieEKK3b7XH09PW27ImH8KQUtQ511AUf8Qi587g8LVigtLCWmxNOyD4H1cU25Y3dYSc8vLz8S9tE1/bQ70sHonMaW3rvRZ05fOLKcFvxQoHGPZFotCQ2r6uvZbA8NqUo9Ti9ZeKFtOKgIA+PQ77loiFXE0WBkR2ZyLKWwYhTdFG7rKVHoBWVDUjznbq+XUu5/ZSaiX1lU+eVII9DhwLK24fDt9O3I7umc7ij5uRhj4iMwry4Zz/qFQC+/14wBpn63cm9QO+Yfjq55KAN/cpFYlDVZe4h1VGFDfvslyx1DW4svHuMcTGhsO7qxCOsn8HWa6Aqhb3hjmts4w0m87T2dl44yYzr/I3OUna3TkyOQf2F9DOAWLo+tDmFear5y7Pa+3ZWiMwNtb1iHt/w5+6UbeFyvu5eABuDVrGPlFqwobk+jUSEBcucOqsfkA56e++ke7PH4peU9NTaMpe4aBqu9Nklud+GeXPNRAzaeuHRgwj6vdnAevdQRxwd6bpTfcVRbIY4nNIiuZF9R9+IzEmxl2jJwZaCUNn0oHSldiRoCbvYNbx9d5PpCc/tvHWReYOCTneKRjRUFNxiSm97M9+/J50UE1j11IhjEON4WqvsSTHt1NLG6Itntq23Zt/NOTpX0BK8kbvd9ubAhPSQXTQG1Q/6c8cYtPx8uXt/z9GkGMTQTq2RikFLj7dlnZC5eGjZmr6OSmZBHDsWer8zjT7DksSgi/voFVqqi6z7WquYHnWyaptDz53astaCXRTals69reXiAR90pnoznedK9mjQiqrOEnN2vEr62W2tzEldq97hQh3mfJmpw/YtqybeDynOTa1pCwV6GY0tm4wEwdkDx8yVYjpE3su4+18disiM9HaiMai5ay93o2PdY76byFiz6jojg5mJPxPW2VLC/m1aBuZuk2KQL3MjVs0VLu1l6WxHQvpokJNnZO4N+tQLQtHIfag2jLyPJAbd8mMPTyq7+vpqCTTuj/RZCYXHs1qv7Fq6JvD2w/P0CT7qhtbezHSlVouu2HMr8t2K3qknxU7kdkpi0KbDNx5Fcoe11My8RTUh5F0mMcjNlh66W+iwvyl3mkcMAcAPzgvGILITL++osjTeXJIRxraTGJRzgruCJra40X21iY37lfbqvGixUI8pN/ufidS1QZIY1NHfm3idG1V0sC/zR2JyDOrI4qbHbGtUS9rzfZA8k/OZzIyzMmHO50ZOtDf3RLNlG05V3/RgY5ARe/HIQpe2xntMplG+UNDma7ygWNSlPp89g0BiUMnEo5gmyMSgZc5+Iz195AuxqLve35HZg0tdG/QdxSD7E+2PL8hGARKDhg+qyCSK+LKhRze59yc6KkpFSX7/jbKoHeybrpHa+FwxiFq963B0SnpTxQ3ph0rO7mJxa5AT9yisDX7XU89sYWLQ5LNFc/fsGOQc1n4/QPpSHD0r54HuBm45EIH0nAuJQQEb6OerVAyi1rkFXk/LqC+4QhKFwcrN/V313FDEkee6aeekGGRT3ZFvyr4/Cjr3G5uYI4QkBj2QfbjDVM5NRVFkJjJqChcJ2Bg0P65HtN+Yi6PuofdD3O2YGNQ2afoKWvrT4rlpj758mus6nakxaKcNna5ZYpCz17Xsa9zmrKDrOlh0hixzEoNi9klvjxr3B3uEQgGJQW4WBmwMUtJxbBjuSr9FJyqn6Tli0JYjCQ/CuEuzVZfsHyk4QbZbEoPWmdOtEzEI4EfjhWOQwCehoCC37gz7vGkmBlU9OOvk5ORxJr2n5aEB2duYOre2Nvvv2UM6Ojk5Ms8+mpvpYlB6eVfC2ZPMqJxWmtEvZOpLrJ2c1ic3j/hv3ujkZEW/kdv79DRm73Jy2rLLu3WwU/LTpKmE6oYtouHkXc93d2EDqz09fZ3BnnQaHl72IF101h7u6aj3cnXa6nawbajPaxXZSdMYFOS6hfSTXt4ef4z7sFi0wqc/927LXclVx1NikFDece1asvw6mjNcnJyWGdAPBr/blSlnDtHXc3KyW24iL5wxBtX3DMWdIbPuZCb9zLUpTj9sqIqTeTL5HOjnNPWnhvqSkV88FsR0mSYGuV68W/UwkZlSp7VrV5HZNNgSNtSRvc3JKSGnrre3ncYgeSXm7179zXc3OTmZanPHGHziqhpzrpA/OK5hnpFudjg57sxW2ufOopaKuV+ebrg9bLC13M3FadehoI7+jq30ApsXjUGKKuTlN2zyH25O3uDktESdxrYllrZOTttzm5v2OTmttmMf/bioqmsoIXg/6TnyJHNRkeaSmtb+s57MWkLeR1263k8TgyxPJ0Ud3Ux72VPZWkCzm5ZJbVvvGQ8PZjinZTrSQfHZJl0bFP6w7nHCGTKey8mPa/MSmW4vFoMEJh63R1oKtm502ht4sau3eTU9OzRNDLp4pzzzeig78fYrZ3hkvbIm+esujwtdZdfJamKgSL8SzCUGLTDb0N7VcXyf0/pNW5tHRedc6Jozlxikbr2rq72cvF9bAo62jE3EoJuF7Vlxh8nErDSnOwElQyvSHFvRc+6Aq5OTNelJ3XJrR1db4F6njVt3tIhGTq+nkzptDBIqaFUOjKT7SZ7xBwA/JHONQSb2B26ek70p+1LPrt4syU94SQzqb6spKytLT49UV+K+P2ssWZuZSboRhYekr6eYneXO7BvcJ/364PuS4wRh17LZccWfoZc/W/ndYFsZ1+h+1N5npL+TtOTlZTgYzR5xVG71jo2Vn3ven9RoOxy4x7zebmvuU8p8a2AWac/N9WKOlrMxqKqinHQ7vGsL0wtD1ahJ1Cv1yWFwO+e2zCJRUCksLmHGTZ3fRU8nOe640l5Zms506R4QnbLUF6zyyrzKnexzu5LBXvRJGXvkFBaS3oK3z7Y7dj2TMtaey33hnTt964h7OWTkIYecmXaFwLtFO6Y8cHSnXwIzpWUlxansj908Lt4mrafdbLwi0lwMBAI1XbYH1jEncQ5UM7nx4AHpUph3kT1WdiSCvrlZWalrzOd+MIiy97mSywy5hfvV+PwT6fkyJzLnSHMJnUQxvxX0WJbv1TSunbxC+km2R8Gi1dcz80kXMptsB0U13XvsWlJWds6FJpyAiHt77ekltcp6ZnmZqUxfglNxN0kPmZm3rJdwyVVpgYFkwOAN0560mtG+qEmzqXPmDt1eMq9K7j2xNLcoUnKgcQa2D26STU87Oi2RrCTe1wvcmalYH5xI162HD224J+0vuPQwk16fLyvwHDf19xNnuKLLyI7tgVG6h3mw5ZWbmc5Mtlhg5vgoKYLpj8rMi5Z+Zr7e8p10FSkqurSJO+DncvLG6S3Sx5jVIgpzyH/uMZmbjHWs91+K8qMnrHcHXCXD5cZds9oZFrhcfGhP1znt8WPSPeHiftKmszeSThEnnr1k3dBm70PSVlgYzFzgRVxPy17F3KxBw8rlQZx4HuUUEvOLTju9/GvyAOA7MNcYJENOSV1dPaWiNWK35ENY5qTYv43USbHZCOV0DJfVjY4m7pU93fFSSJ8UYwnlF6irH7iU01x+mesyV6b5I2OR263J0tbUXlc2MBxg8i9d9K2suuDqw7ryVPYH4QAAAHz3QjGI3lBn7JznSiH7u1XGDykG6VqODfUG713Jtb5cU2OQtm3L2NijuxcVJD8/nzOTle5NTU302qCRKu81z/om/yzxec2Ponzl5aTeNgAAAB57oRgEAAAA8MOHGAQAAAA8hRgEAAAAPIUYBAAAADw1pxi0dKX95Jv5aiw305W9YldexXXHt3PRMQAAAMC3YE4x6MCFtNKSGHOdiRsg6m043Nhdttdx4sY3Cup6GUWN4Uc3KuKHSAAAAPBDMNeTYuYuRxqbqsyln9egtyKzouOcu+3ETfTkFIPjCpuSAzSV2HvgAQAAAHx/Pce1QdpLt48Ndy9nWzi6qdWdt0/RZ6xK7LiWM9YYxz0lAQAAAOD7aq4xSCinldgkyrhKnxMpJnQ9l9paelP6HvIKijY9A0NbxQ8HAAAAAPjemlsMMnGu7usI2W7FDcS4nFNTEhekSJ/2ydHwuD04UrtIU+aJmwAAAADfT3OKQZ7nou0NZQ7wKFoHBbk5Kko9HUKool9WHKo+awTq6ekRyUpMZJ99DQAAAPBde45rg/51H3300Z9kFRUVcX8DAAAA+G4hBgEAAABPfacx6NKlS2Gy9u/fz/0NAAAA4Lv1ncYgAAAAgO8PxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOApxCAAAADgKcQgAAAA4CnEIAAAAOCpZ8egunf/H0FwT6qcPNmwAAAAAElFTkSuQmCC)

In the window, start entering python code, which will be executed one line at a time, like an interpreter:
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Some more examples:

>>> "hello world"  
'hello world'  
>>>

>>> 128 / 8  
16.0  
>>> 256 \* 4  
1024  
>>>

>>> width = 10  
>>> height = 20  
>>> size = width\*height  
>>> print(size)  
200  
>>>

To quit:

>>> exit()

# Python Identifiers and Keywords

## Keywords

* The keywords are some predefined and reserved words in python that have special meaning. Keywords are used to define the syntax of the coding.
* The keyword cannot be used as an identifier, function, and variable name.
* All the keywords in python are written in lower case expect True and False.
* There are 33 keywords in Python 3.7, let’s go through all of them one by one.

| **No.** | **Keywords** | **Description** |
| --- | --- | --- |
| 1 | **and** | This is a logical operator it returns true if both the operands are true else return false. |
| 2 | **Or** | This is also a logical operator it returns true if anyone operand is true else return false. |
| 3 | **not** | This is again a logical operator it returns True if the operand is false else return false. |
| 4 | **if** | This is used to make a conditional statement. |
| 5 | **elif** | Elif is a condition statement used with if statement the elif statement is executed if the previous conditions were not true |
| 6 | **else** | Else is used with if and elif conditional statement the else block is executed if the given condition is not true. |
| 7 | **for** | This is created for a loop. |
| 8 | **while** | This keyword is used to create a while loop. |
| 9 | **break** | This is used to terminate the loop. |
| 10 | **as** | This is used to create an alternative. |
| 11 | **def** | It helps us to define functions. |
| 12 | **lambda** | It used to define the anonymous function. |
| 13 | **pass** | This is a null statement that means it will do nothing. |
| 14 | **return** | It will return a value and exit the function. |
| 15 | **True** | This is a boolean value. |
| 16 | **False** | This is also a boolean value. |
| 17 | **try** | It makes a try-except statement. |
| 18 | **with** | The with keyword is used to simplify exception handling. |
| 19 | **assert** | This function is used for debugging purposes. Usually used to check the correctness of code |
| 20 | **class** | It helps us to define a class. |
| 21 | **continue** | It continues to the next iteration of a loop |
| 22 | **del** | It deletes a reference to an object. |
| 23 | **except** | Used with exceptions, what to do when an exception occurs |
| 24 | **finally** | Finally is use with exceptions, a block of code that will be executed no matter if there is an exception or not. |
| 25 | **from** | The form is used to import specific parts of any module. |
| 26 | **global** | This declares a global variable. |
| 27 | **import** | This is used to import a module. |
| 28 | **in** | It’s used to check if a value is present in a list, tuple, etc, or not. |
| 29 | **is** | This is used to check if the two variables are equal or not. |
| 30 | **None** | This is a special constant used to denote a null value or avoid. It’s important to remember, 0, any empty container(e.g empty list) do not compute to None |
| 31 | **nonlocal** | It’s declared a non-local variable. |
| 32 | **raise** | This raises an exception |
| 33 | **yield** | It’s ends a function and returns a generator. |

## Identifiers

An identifier is a name used to identify a variable, function, class, module, etc. The identifier is a combination of character digits and underscore. The identifier should start with a character or Underscore then use digit. The characters are A-Z or a-z,a UnderScore ( \_ ) and digit (0-9). we should not use special characters ( #, @, $, %, ! ) in identifiers.

**Examples of valid identifiers:**

var1

\_var1

\_1\_var

var\_1

**Examples of invalid identifiers:**

!var1

1var

1\_var

var#1

**Example of and, or, not, True, False keywords:**

print("example of True, False, and, or not keywords")

#  compare two operands using and operator

print(True and True)

# compare two operands using or operator

print(True or False)

# use of not operator

print(not False)

**Example of a break, continue.**

# execute for loop

for i in range(1, 11):

    # print the value of i

    print(i)

    # check the value of i is less then 5

    # if i lessthen 5 then continue loop

    if i < 5:

        continue

    # if i greather then 5 then break loop

    else:

        break

**Example of for, in, if, elif and else keyword:**

# run for loop

for t in range(1, 5):

  # print one of t ==1

    if t == 1:

        print('One')

   # print two if t ==2

    elif t == 2:

        print('Two')

    else:

        print('else block execute')

**Example of def, if and else keywords:**

# define GFG() function using def keyword

def GFG():

    i=20

    # check i is odd or not

    # using if and else keyword

    if(i % 2 == 0):

        print("given number is even")

    else:

        print("given number is odd")

# call GFG() function

GFG()

**Example try, except, raise:**

def fun(num):

    try:

        r = 1/num

    except:

        print('Exception raised.')

        return

    return r

print(fun(10))

print(fun(0))

**Example of a lambda keyword:**

# define a anonymous using lambda keyword

# this labda function increment the value of b

a = lambda b: b+1

# run a for loop

for i in range(1, 6):

    print(a(i))

**Use of return keyword:**

# define a function

def fun():

  # declare a variable

    a = 5

    # return the value of a

    return a

# call fun method and store

# it's return value in a variable

t = fun()

# print the value of t

print(t)

**Use of a del keyword:**

# create a list

l = ['a', 'b', 'c', 'd', 'e']

# print list before using del keyword

print(l)

del l[2]

# print list after using del keyword

print(l)

**Use of global keyword:**

# declare a variable

gvar = 10

# create a function

def fun1():

  # print the value of gvar

    print(gvar)

# declare fun2()

def fun2():

  # declare global value gvar

    global gvar

    gvar = 100

# call fun1()

fun1()

# call fun2()

fun2()

**Example of yield keyword:**

def Generator():

    for i in range(6):

        yield i+1

t = Generator()

for i in t:

    print(i)

**Example of assert keyword:**

def sumOfMoney(money):

    assert len(money) != 0,"List is empty."

    return sum(money)

money = []

print("sum of money:",sumOfMoney(money))

# Python Simple and Compound Statements

We write code blocks in Python and each code block contains sequence of statements. We classified these statements as simple and compound statements. Python program contains collection of these statements; assignments, expressions, computations, functions, loops etc.

## Simple Statements

The statements which are meant for simple operations and mostly written in a single logical line of code.

**For example**, assignment statements are simple statements.

x = 10

which means, we are assigning a value “10” to the variable “x”. This we call as simple statement.

The computation statements (expression statements) also we call simple statements; these statements will compute or calculate some expressions and return the results.

**For example**, x = (10 + 15) is an expression statement.

Other than Assignment and Expression statements; the statements below also we called as Simple Statements: These are the statements formed with Python keyword(s); some of them are break, continue, return and import.

* **break** Statement – We use ***break*** statement, to bypass the execution of the statements which are defined after the break statement. The execution control will go to end of the Compound Statement. Usually we use this statement, within the Compound Statements.
* **continue** statement – **continue** statement is used to skip the statements execution which are defined after this statement. The execution control will go to the beginning of the Compound Statement. These statements also usually use with the Compound Statements.
* Have you noticed the difference between break & continue statements? Control execution will go to the beginning of the Compound Statement when we use continue; where as for break, the control execution will go to end of the Compound Statement.
* **return** statement -We use **return** statements within the function to return from the function with or without a value.
* **import** statement – To import code modules to current namespace, we use **import** statement. Usually, we write these statements at the beginning of the Program code.

## Compound Statements

A compound statement is a statement comprise of group of statements. The compound statements are usually executed, when a condition satisfies or a code block is called directly or through a function call. Compound Statements are spread into multiple logical lines; but aligned them into a particular group.

Class definitions and Function definitions are Compound Statements

Other Compound Statements are:

* The conditional statement – The if statement
* The statements which are grouped with in the Conditional Compound Statement (**The if statement**) are going to execute when the particular condition is satisfied.
* Condition Loop Statements – The for statement AND the while statement
* **for** statement is used to iterate through the elements of a sequence; whereas the statements within the **while** statement are going to execute when the condition is satisfied.
* Using **while** statement also we can iterate through the elements of a sequence; but we need to write additional code to do this; whereas **for**statement syntax by default supports this.
* An Exception Handler – The try statement
* The group of statements with-in **try** are block are going to execute when an exception occurs.

Putting all together the statements; the complete code looks like below:

|  |
| --- |
| #stmts\_example.py |
|  |
| # import statement |
| import math |
|  |
| x = 100 |
| index = 1 |
|  |
| # Display PI value |
| print("PI Value:\n", math.pi) |
|  |
| # conditional statement - The if statement |
| if ( x == 100 ): |
| x = x / 4 |
| print("\nThe result of (100/4) is:\n", x) |
|  |
|  |
| # The for statement |
| print("\n-- The for statement --\n") |
| print("Elements in the sequence are:") |
| sequence = [1, 2, 3, 4, 5] |
| for element in sequence: |
| print(element) |
|  |
|  |
| # The while statement |
| print("\n-- The while statement --\n") |
| print("Print only EVEN numbers:") |
| while(index < x): |
| if( ( index % 2 ) == 0 ): |
| print(index) |
|  |
| index = index + 1 |
|  |
| # The break & continue statements |
| print("\n-- The break & continue statements --\n") |
| print("Enter any value (0 - exit):") |
| while(1): |
| n = int(input()) |
| if ( n == 0 ): |
| break |
|  |
| # skip EVEN numbers to print |
| if( ( n % 2 ) == 0 ): |
| continue |
|  |
| print("You ENTERED the NUMBER : ", n) |
|  |
|  |
| # The try statement |
| print("-- The try statement --") |
| try: |
| div\_by\_0 = (1 / 0) |
| except: |
| print("Hurray!!! we caught, Divide / 0 Error") |

# Python Values, Types and Variables

## Values and types

* A value is one of the most basic things in any program works with.
* A value may be characters i.e., ‘Hello, World!’ or a number like 1,2.2 ,3.5 etc.
* Values belong to different types: 1 is an integer, 2 is a float and ‘Hello, World!’ is a string etc.

**Numbers:**

Python supports 3 types of numbers: integers, float and complex number. If you want to know  what type a value has you can use type() function. Paste the following code and click the run button to check the output.

print(type(1))  
print(type(2.2))  
print(type(complex(2,3)))

**Strings:**

Strings are defined either with a single quote or a double quotes. The difference between the two is that using double quotes makes it easy to include apostrophes.

print(type('Hello World'))  
print(type("Today's News Paper"))

**Variables:**

A variable is nothing but a name that refers to a value. An assignment statement creates new variables and gives them values.

name="Mr. XYZ"  
id=123  
height=165.5

print(name)  
print(id)  
print(height)

The type of a variable means the type of the value it refers to.

print(type(name))  
print(type(id))  
print(type(height))

You can do assignments on more than one variable “simultaneously” on the same line like the following code.

a, b, c = "Make", "Me", "Analyst"  
d=a+b+c  
print(d)

## Python Built-in Data Types

Python has the following data types built-in by default, in these categories:

|  |  |
| --- | --- |
| **Text Type:** | str |
| **Numeric Types:** | int, float, complex |
| **Sequence Types:** | list, tuple, range |
| **Mapping Type:** | dict |
| **Set Types:** | set, frozenset |
| **Boolean Type:** | bool |
| **Binary Types:** | bytes, bytearray, memoryview |

### Getting the Data Type

You can get the data type of any object by using the type() function:

Example: Print the data type of the variable x:

x = 5

print(type(x))

### Setting the Data Type

In Python, the data type is set when you assign a value to a variable:

|  |  |
| --- | --- |
| **Example** | **Data Type** |
| x = "Hello World" | str |
| x = 20 | int |
| x = 20.5 | float |
| x = 1j | complex |
| x = ["apple", "banana", "cherry"] | list |
| x = ("apple", "banana", "cherry") | tuple |
| x = range(6) | range |
| x = {"name" : "John", "age" : 36} | dict |
| x = {"apple", "banana", "cherry"} | set |
| x = frozenset({"apple", "banana", "cherry"}) | frozenset |
| x = True | bool |
| x = b"Hello" | bytes |
| x = bytearray(5) | bytearray |
| x = memoryview(bytes(5)) | memoryview |

# Python Statements

Statements are instructions or piece of codes that Python interpreter can execute. We have already seen two kinds of statements: print and assignment. There are other kinds of statements like if statement, for statement, while statement etc.

When you type a statement, the interpreter executes it and displays the result, if something is there. If you write a script it usually contains a sequence of statements. If there is more than one statement, the results appear one at a time as the statements execute one by one.

print(100)  
x = 200  
y=400  
z=x+y  
print(z)

## Multi-line statement

In Python, end of a statement is marked by a newline character. But You can write a statement with multiple lines using character (\). Check the following example.

st = "I " + "am" + " Mr." + \  
" X."+" I live in " \  
"city Y."

print(st)

Line continuation is implied inside parentheses ( ), brackets [ ] and braces { } in Python. This is called explicit line continuation. For example, you can write the above multi-line statement as the following code.

st = ("I " + "am" + " Mr." +  
" X."+" I live in "  
"city Y.")

print(st)

In Python, end of a statement is marked by a newline character. But You can write a statement with multiple lines using character (\). Check the following example. You can use [ ] and { } for the same purpose described above.

st = ["I " + "am " + "Mr. " +  
" X."+" I live in "+  
"city Y"]  
print(st)

You can write multiple statements in a single line using semicolons, as following example.

x= 100; y = 200; c = x\*y

print(c)

## Python : Indentation

One of the most distinctive features of Python is its use of certain indentation style to mark blocks of code. Once you are wrting python code just be careful of few things:

* In Python white spaces are important!
* The indentation is important!
* If you write program that is not correctly indented, it shows either errors or does not give result what you want!
* Python is case sensitive!
* You can’t safely mix tabs and spaces in Python

Normally, we use tabs or four whitespaces for indentation.

smallest\_so\_far = 50

for the\_num in [9, 41, 12, 3, 74, 15] :

if the\_num < smallest\_so\_far :

smallest\_so\_far = the\_num

print (smallest\_so\_far)

# Python Operators and Expressions

Operators are special symbols that are useful for doing computations like addition, subtraction, multiplication, division, and exponentiation etc. The operators are always applied to some values which are called operands.

Python has so many built-in operators to perform different arithmetic and logical operations. There are main 7 types of operators in Python.

1. Arithmetic Operators
2. Relational Operators
3. Logical Operators
4. Bitwise Operators
5. Assignment operators
6. Identity operators
7. Membership operators

## Arithmetic Operators
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**Examples:**

print(35/6)

print(3.14\*10)

print(10+41)

print(10%4)

print(5\*\*2)

(5+9)\*(15-7)

## Relational Operators

Below table shows the relational operators in Python.These operators are used to compare values.
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**Examples:**

a=10

b=10

print(a<b)

print(a>b)

print(a==b)

print(a<=b)

print(a>=b)

## Bitwise Operators

Bitwise operators act on operands bit by bit as if they are string of binary digits.
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**Examples:**

a=1

b=2

print(a&b)

print(a|b)

print(a^b)

print(~a)

print(a<<b)

print(a>>b)

## Assignment operators

In Python, we use Assignment operators to assign values to variables. Following table covers all assignment operators available in Python.
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## Identity operators

There two identity operators in Python are is and is not. we use Identity Operators to compare the memory location of two objects.
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**Examples:**

a = 2

b=7

print(a is not b)

print(a is b)

x=[1,2,3]

y=[1,2,3]

print(x is y)

## Membership Operators

In Python, there are operators that are mainly useful to test for membership in a sequence such as lists, strings or tuples.operators test for membership in a sequence such as lists, strings, tuples, set and dictionary.
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**Examples:**

a=[1,2,3,4]

b=3

print(b in a)

x="Make Me Analyst"

y="Analyst"

print(y in x)

print(y not in x)

## Expressions

An expression is a combination of values, variables, and operators. A value all by itself is considered an expression, and so is a variable, so the following are all legal expressions:

## Order of operations

If more than one operator appears in an expression, the order of evaluation depends on the rules of precedence. For mathematical operators, Python follows mathematical convention. The acronym **PEMDAS** is a useful way to remember the rules:

1. Parentheses have the highest precedence. It can be used to force an expression to evaluate in the order you want. Since expressions in parentheses are evaluated first, 2 \* (3-1) is 4, and (1+1)\*\*(5-2) is 8. You can also use parentheses to make an expression easier to read, as in (minute \* 100) / 60, even if it doesn’t change the result.
2. Exponentiation has the next highest precedence, so 2\*\*1+1 is 3, not 4, and 3\*1\*\*3 is 3, not 27.
3. Multiplication and Division have the same precedence, which is higher than Addition and Subtraction, which also have the same precence. So 2\*3-1 is 5, not 4, and 6+4/2 is 8, not 5.
4. Operators with the same precedence are evaluated from left to right. So the expression 5-3-1 is 1, not 3, because the 5-3 happens first and thened 1 is subtracted from 2.

When you have doubt, always put parentheses in your expressions to make sure the computations are performed in the order you intend.

## String operations:

The + operator works perfectly with strings, but keep in mind that it is not addition in the mathematical sense.Actuallly, it performs concatenation, which means joining the strings by linking them end to end. For example:

name="Mr. X"

age="30"

s="I am "+ name + "."+ "My age is "+ age

print(s)

# Take Input from User in Python

Sometimes you would like to take input for a particular variable from the user via keyboard. In python, **input()** function is a built-in function for taking input from user. When this function is called, the program stops and waits for receiving a input. When the user presses Return or Enter, the program resumes and input returns what the user typed as a string.

i = input()  
print(i)

**Output:**

>>> input = input()  
MakeMeAnalyst  
>>> print(input)  
MakeMeAnalyst  
>>>

It is a better to print a prompt telling the user what is the input they should enter . You can pass a string to input to be displayed to the user before pausing for input:

>>> name = input('Enter your name?\n')  
Enter your name?  
Mr. X  
>>> print(name)  
Mr. X  
>>>

The sequence \n at the end of the prompt represents a newline, which is a special character that causes a line break. That’s why the user’s input appears below the prompt.

## Take an integer as an Input

If you expect the user to type an integer, you can try to convert the return value to int using the int() function:

prompt = 'What is your age?\n'  
i=input(prompt)  
print(i)  
print(type(i)) #It returns a string  
i=int(i) #Convert it to integer.  
print(i)

**Output:**

>>>  
What is your age?  
30  
30  
<class ‘str’>  
30  
>>>

# Python Comments

In Python, comments start with the # symbol.

x = 10 # assign 10 to x

print("Value of x is:",x) #print value of x

## Multi-line comments

If you want comments that extend multiple lines, one way of doing it is to put hash (#) in the beginning of each line. For example:

#Here is an example of  
#multi-lines comments  
#in python.

Other way of doing the same multi-line comments just putting triple quotes, either ''' or """.

"""Here is an example of  
multi-lines comments  
in python."""

OR

'''Here is an example of  
multi-lines comments  
in python.'''

## Docstring in Python

Python documentation strings (or docstrings) provide a convenient way of associating documentation with Python modules, functions, classes, and methods. An object’s docstring is defined by including a string constant as the first statement in the object’s definition. For example, the following function defines a docstring:

def my\_fun():

"""Take two numbers as input

and print the sum of the two numbers.

"""

a=10

b=20

c=a+b

print(c)

print(my\_fun.\_\_doc\_\_)

my\_fun()

## Declaration of docstrings

The following Python file shows the declaration of docstrings within a python source file:

"""

Assuming this is file called test.py, then this string is

first statement in the file. This will become the "test" module's

docstring when the file is imported.

"""

class TestClass(object):

"""The test class's docstring"""

def test\_method(self):

"""The test method's docstring"""

def test\_function():

"""The test function's docstring"""

import test  
help(test)  
help(test.TestClass)  
help(test.TestClass.test\_method)  
help(test.test\_function)

**Output:**

>>> import test  
>>> help(test)  
Help on module test:

NAME  
test

DESCRIPTION  
Assuming this is file called test.py, then this string is  
first statement in the file. This will become the “test” module’s  
docstring when the file is imported.

>>> help(test.TestClass.test\_method)  
Help on class TestClass in module test:

>>> help(test.test\_function)  
Help on function test\_method in module test:

# Python Conditional Execution

## if Statement

When we write programs, we almost always need the ability to check conditions and change the behavior of the program accordingly. The simplest form is the if statement. The boolean expression after the if statement is called the condition. We end the if statement with a colon character (:) and the line(s) after the if statement are indented. Check the following example.

x=10  
if x > 0 :

print('x is positive')

## Alternative execution: if-else Statement

A second form of the if statement is alternative execution.,In this case there are two possibilities and the condition determines which one gets executed. The syntax looks like this:

x=11

if x%2 == 0 :

    print('x is even')

else :

    print('x is odd')

## Chained conditionals: if…elif…else

Sometimes there are more than two possibilities. Therefore you need more than two branches. One way to express a computation like that is a chained conditional like below:

a=10

b=20

if a < b:

print('a is less than b')

elif a > b:

print('a is greater than b')

else:

print('a and b are equal')

There is no limit on the number of elif statements. If there is an else clause, it has to be at the end, but there doesn’t have to be one.

a=10

b=20

if a < b:

print('a is less than b')

elif a > b:

print('a is greater than b')

elif a==b:

print('a and b are equal')

## Nested conditionals

One conditional can also be nested within another. You could have written the three-branch example like this:

a=20  
b=10  
if a == b:

print('a and b are equal')

else:

if a < b:

print('a is less than b')

else:

print('a is greater than b')

## Catching exceptions using try and except

There is a conditional execution structure built into Python to handle certain types of expected and unexpected errors called “try / except”. The idea of try and except is that you know that some sequence of instruction(s) may have a problem and you want to add some statements to be executed if an error occurs. These extra statements (the except block) are ignored if there is no error. Lets consider the following the example:

i=int(input("Enter a number\n"))  
print(i)

For the above code if you don’t enter any number just hit enter without giving any input then you will get an error like this:

Traceback (most recent call last):  
File “<pyshell#4>”, line 1, in <module>  
i=int(input(“Enter a number\n”))  
ValueError: invalid literal for int() with base 10: ”

Python starts by executing the sequence of statements in the try block. If all goes well, it skips the except block and proceeds. If an exception occurs in the try block, Python jumps out of the try block and executes the sequence of statements in the except block.

try:

i=int(input("Enter a number\n"))

print(i)

except:

print("Please enter a number")

**Output:**

>>>

Enter a number

Please enter a number  
>>>

# Python Functions

Functions can reduce the program smaller by eliminating repetitive code. Any point of time, if you make a change, you just change it in one place. SO, creating function allows to name a group of statements, which makes your program easier to read, understand, and debug.  Basically, when you define a function, you specify the name and the sequence of statements. Later, you can “call” the function by name. We have already seen one example of a function call:

>> type(10)  
<class 'int'>

Here the name of the function is type. The expression in parentheses is called the argument of the function. The argument is a value or variable that we are passing into the function as input to the function. The result, for the type function, is the type of the argument. A function may “returns” a result. The result is called the return value.

## Define function and function call

def is a keyword that indicates that this is a function definition. A function definition specifies the name of a new function and the sequence of statements that execute when the function is called. Here is an example:

def print\_myname():

print("I'm Mr. K.")

print('I am from city Y.')

Here is the syntax for calling them:

print(print\_myname)  
print(type(print\_myname))  
print\_myname()

### Abstraction and Reusability

The **abstraction of functionality** into a function definition is an example of the Don’t Repeat Yourself (DRY) Principle of software development. This is arguably the strongest motivation for using functions.

### Modularity

Functions allow **complex processes** to be broken up into smaller steps. Imagine, for example, that you have a program that reads in a file, processes the file contents, and then writes an output file. Your code could look like this:

# Main program

# Code to read file in

<statement>

<statement>

<statement>

<statement>

# Code to process file

<statement>

<statement>

<statement>

<statement>

# Code to write file out

<statement>

<statement>

<statement>

<statement>

In this example, the main program is a bunch of code strung together in a long sequence, with whitespace and comments to help organize it. However, if the code were to get much lengthier and more complex, then you’d have an increasingly difficult time wrapping your head around it.

Alternatively, you could structure the code more like the following:

def read\_file():

# Code to read file in

<statement>

<statement>

<statement>

<statement>

def process\_file():

# Code to process file

<statement>

<statement>

<statement>

<statement>

def write\_file():

# Code to write file out

<statement>

<statement>

<statement>

<statement>

# Main program

read\_file()

process\_file()

write\_file()

This example is **modularized**. Instead of all the code being strung together, it’s broken out into separate functions, each of which focuses on a specific task. Those tasks are read, process, and write. The main program now simply needs to call each of these in turn.

### Namespace Separation

A **namespace** is a region of a program in which **identifiers** have meaning (*more about namespaces a bit later*). As you’ll see below, when a Python function is called, a new namespace is created for that function, one that is distinct from all other namespaces that already exist.

The practical upshot of this is that variables can be defined and used within a Python function even if they have the same name as variables defined in other functions or in the main program. In these cases, there will be no confusion or interference because they’re kept in separate namespaces.

This means that when you write code within a function, you can use variable names and identifiers without worrying about whether they’re already used elsewhere outside the function. This helps minimize errors in code considerably.

## Parameters and Arguments

Inside the function, the arguments are assigned to variables called parameters. Here is an example of a user-defined function that takes an argument:

def add(a, b):

add1 = a + b

return add1

x = add(3, 5)

print(x)

## Built-in Functions in Python

Python provides a number of important built-in functions. Those built-in functions can be used without providing the function definition. Few examples are given below.

print(max(1,2,3,4,5))  
print(min(1,2,3,4,5))  
print(len("Hi! I am Mr. K"))

## Type Conversion Functions

Sometimes you need to convert values from one type to another. Python also provides built-in functions for that. For example, The int function takes any value and converts it to an integer, if it can, or give errors otherwise:

print(int('10'))

print(int("Hello! I am Mr. K")) # You will get ValueError for this.

print(int(1.99999))

float converts integers and strings to floating-point numbers:

print(float(12))

print(float('2.190'))

Similarly, str converts its argument to a string:

print(str(12))

print(str(2.1))

## Random Numbers

To create random numbers in python you can use random() function which returns a random float between 0.0 and 1.0 (including 0.0 but not 1.0). Each time you call random, you get the next number in a long series.

Check the following example to produce 5 random numbers.

import random

for i in range(5):

x = random.random()

print(x)

## randint() Function in Python

There is another function called randint which takes the parameters low and high, and returns an integer between low and high (including both).

random.randint(5, 10)

random.randint(15, 20)

## choice() Function in Python

To choose an element from a sequence at random, you can use choice:

t = [1, 2, 3,4,5]

random.choice(t)

## Math functions in Python

Python provides math module for mathematical functions. Before you can use the module, you have to import it:

import math  
print(math.pi)  
print(math.sqrt(16) / 4.0)  
print(math.sin(90))

## Positional Arguments

The most straightforward way to pass arguments to a Python function is with **positional arguments** (also called **required arguments**). In the function definition, you specify a comma-separated list of parameters inside the parentheses:

>>> def f(qty, item, price):

... print(f'{qty} {item} cost ${price:.2f}')

...

When the function is called, you specify a corresponding list of arguments:

>>> f(6, 'bananas', 1.74)

6 bananas cost $1.74

The parameters (qty, item, and price) behave like **variables** that are defined locally to the function. When the function is called, the arguments that are passed (6, 'bananas', and 1.74) are **bound** to the parameters in order, as though by variable assignment.

In some programming texts, the parameters given in the function definition are referred to as **formal parameters**, and the arguments in the function call are referred to as **actual parameters:**
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Although positional arguments are the most straightforward way to pass data to a function, they also afford the least flexibility. For starters, the **order** of the arguments in the call must match the order of the parameters in the definition. There’s nothing to stop you from specifying positional arguments out of order, of course:

>>> f('bananas', 1.74, 6)

bananas 1.74 cost $6.00

The function may even still run, as it did in the example above, but it’s very unlikely to produce the correct results. It’s the responsibility of the programmer who defines the function to [document](https://realpython.com/documenting-python-code/) what the **appropriate arguments** should be, and it’s the responsibility of the user of the function to be aware of that information and abide by it.

With positional arguments, the arguments in the call and the parameters in the definition must agree not only in order but in **number** as well. That’s the reason positional arguments are also referred to as required arguments. You can’t leave any out when calling the function:

>>> # Too few arguments

>>> f(6, 'bananas')

Traceback (most recent call last):

File "<pyshell#6>", line 1, in <module>

f(6, 'bananas')

TypeError: f() missing 1 required positional argument: 'price'

Nor can you specify extra ones:

>>> # Too many arguments

>>> f(6, 'bananas', 1.74, 'kumquats')

Traceback (most recent call last):

File "<pyshell#5>", line 1, in <module>

f(6, 'bananas', 1.74, 'kumquats')

TypeError: f() takes 3 positional arguments but 4 were given

Positional arguments are conceptually straightforward to use, but they’re not very forgiving. You must specify the same number of arguments in the function call as there are parameters in the definition, and in exactly the same order. In the sections that follow, you’ll see some argument-passing techniques that relax these restrictions.

## Keyword Arguments

When you’re calling a function, you can specify arguments in the form <keyword>=<value>. In that case, each <keyword> must match a parameter in the Python function definition. For example, the previously defined function f() may be called with **keyword arguments** as follows:

>>> f(qty=6, item='bananas', price=1.74)

6 bananas cost $1.74

Referencing a keyword that doesn’t match any of the declared parameters generates an exception:

>>> f(qty=6, item='bananas', cost=1.74)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: f() got an unexpected keyword argument 'cost'

Using keyword arguments lifts the restriction on argument order. Each keyword argument explicitly designates a specific parameter by name, so you can specify them in any order and Python will still know which argument goes with which parameter:

>>> f(item='bananas', price=1.74, qty=6)

6 bananas cost $1.74

Like with positional arguments, though, the number of arguments and parameters must still match:

>>> # Still too few arguments

>>> f(qty=6, item='bananas')

Traceback (most recent call last):

File "<pyshell#16>", line 1, in <module>

f(qty=6, item='bananas')

TypeError: f() missing 1 required positional argument: 'price'

So, keyword arguments allow flexibility in the order that function arguments are specified, but the number of arguments is still rigid.

You can call a function using both positional and keyword arguments:

>>> f(6, price=1.74, item='bananas')

6 bananas cost $1.74

>>> f(6, 'bananas', price=1.74)

6 bananas cost $1.74

When positional and keyword arguments are both present, all the positional arguments must come first:

>>> f(6, item='bananas', 1.74)

SyntaxError: positional argument follows keyword argument

Once you’ve specified a keyword argument, there can’t be any positional arguments to the right of it.

## Default Parameters

If a parameter specified in a Python function definition has the form <name>=<value>, then <value> becomes a default value for that parameter. Parameters defined this way are referred to as **default or optional parameters**. An example of a function definition with default parameters is shown below:

>>> def f(qty=6, item='bananas', price=1.74):

... print(f'{qty} {item} cost ${price:.2f}')

...

When this version of f() is called, any argument that’s left out assumes its default value:

>>> f(4, 'apples', 2.24)

4 apples cost $2.24

>>> f(4, 'apples')

4 apples cost $1.74

>>> f(4)

4 bananas cost $1.74

>>> f()

6 bananas cost $1.74

>>> f(item='kumquats', qty=9)

9 kumquats cost $1.74

>>> f(price=2.29)

6 bananas cost $2.29

In summary:

* **Positional arguments** must agree in order and number with the parameters declared in the function definition.
* **Keyword arguments** must agree with declared parameters in number, but they may be specified in arbitrary order.
* **Default parameters** allow some arguments to be omitted when the function is called.

## Mutable Default Parameter Values

Things can get weird if you specify a default parameter value that is a **mutable object**. Consider this Python function definition:

>>> def f(my\_list=[]):

... my\_list.append('###')

... return my\_list

...

f() takes a single list parameter, appends the string '###' to the end of the list, and returns the result:

>>> f(['foo', 'bar', 'baz'])

['foo', 'bar', 'baz', '###']

>>> f([1, 2, 3, 4, 5])

[1, 2, 3, 4, 5, '###']

The default value for parameter my\_list is the empty list, so if f() is called without any arguments, then the return value is a list with the single element '###':

>>> f()

['###']

Everything makes sense so far. Now, what would you expect to happen if f() is called without any parameters a second and a third time? Let’s see:

>>> f()

['###', '###']

>>> f()

['###', '###', '###']

Oops! You might have expected each subsequent call to also return the singleton list ['###'], just like the first. Instead, the return value keeps growing. What happened?

In Python, default parameter values are **defined only once** when the function is defined (that is, when the def statement is executed). The default value isn’t re-defined each time the function is called. Thus, each time you call f() without a parameter, you’re performing [.append()](https://realpython.com/python-append/) on the same list.

You can demonstrate this with id():

>>> def f(my\_list=[]):

... print(id(my\_list))

... my\_list.append('###')

... return my\_list

...

>>> f()

140095566958408

['###']

>>> f()

140095566958408

['###', '###']

>>> f()

140095566958408

['###', '###', '###']

The **object identifier** displayed confirms that, when my\_list is allowed to default, the value is the same object with each call. Since lists are mutable, each subsequent .append() call causes the list to get longer. This is a common and pretty well-documented pitfall when you’re using a mutable object as a parameter’s default value. It potentially leads to confusing code behavior, and is probably best avoided.

As a workaround, consider using a default argument value that signals **no argument has been specified**. Most any value would work, but [None](https://realpython.com/null-in-python/) is a common choice. When the sentinel value indicates no argument is given, create a new empty list inside the function:

>>> def f(my\_list=None):

... if my\_list is None:

... my\_list = []

... my\_list.append('###')

... return my\_list

...

>>> f()

['###']

>>> f()

['###']

>>> f()

['###']

>>> f(['foo', 'bar', 'baz'])

['foo', 'bar', 'baz', '###']

>>> f([1, 2, 3, 4, 5])

[1, 2, 3, 4, 5, '###']

Note how this ensures that my\_list now truly defaults to an empty list whenever f() is called without an argument.

## Pass-By-Value vs Pass-By-Reference

In programming language design, there are two common paradigms for passing an argument to a function:

1. **Pass-by-value:** A copy of the argument is passed to the function.
2. **Pass-by-reference:** A reference to the argument is passed to the function.

Other mechanisms exist, but they are essentially variations on these two.

In many programming languages, the following are essentially the distinction between pass-by-value and pass-by-reference:

* **If a variable is passed by value,** then the function has a copy to work on, but it can’t modify the original value in the calling environment.
* **If a variable is passed by reference,** then any changes the function makes to the corresponding parameter will affect the value in the calling environment.

The reason why comes from what a **reference** means in these languages. Variable values are stored in memory. In Pascal and similar languages, a reference is essentially the address of that memory location, as demonstrated below:
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In the diagram on the left, x has memory allocated in the main program’s namespace. When f() is called, x is **passed by value**, so memory for the corresponding parameter fx is allocated in the namespace of f(), and the value of x is copied there. When f() modifies fx, it’s this local copy that is changed. The value of x in the calling environment remains unaffected.

In the diagram on the right, x is **passed by reference**. The corresponding parameter fx points to the actual address in the main program’s namespace where the value of x is stored. When f() modifies fx, it’s modifying the value in that location, just the same as if the main program were modifying x itself.

### Pass-By-Value vs Pass-By-Reference in Python

Are parameters in Python pass-by-value or pass-by-reference? The answer is they’re neither, exactly. That’s because a reference doesn’t mean quite the same thing in Python as it does in Pascal.

Recall that in Python, every piece of data is an **object**. A reference points to an object, not a specific memory location. That means assignment isn’t interpreted the same way in Python as it is in Pascal. Consider the following pair of statements in Pascal:

x := 5

x := 10

These are interpreted this way:

* **The variable x** references a specific memory location.
* **The first statement** puts the value 5 in that location.
* **The next statement** overwrites the 5 and puts 10 there instead.

By contrast, in Python, the analogous assignment statements are as follows:

x = 5

x = 10

These assignment statements have the following meaning:

* **The first statement** causes x to point to an object whose value is 5.
* **The next statement** reassigns x as a new reference to a different object whose value is 10. Stated another way, the second assignment rebinds x to a different object with value 10.

In Python, when you pass an argument to a function, a similar **rebinding** occurs. Consider this example:

1>>> def f(fx):

2... fx = 10

3...

4>>> x = 5

5>>> f(x)

6>>> x

75

In the main program, the statement x = 5 on line 5 creates a reference named x bound to an object whose value is 5. f() is then called on line 7, with x as an argument. When f() first starts, a new reference called fx is created, which initially points to the same 5 object as x does:
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However, when the statement fx = 10 on line 2 is executed, f() **rebinds** fx to a new object whose value is 10. The two references, x and fx, are **uncoupled** from one another. Nothing else that f() does will affect x, and when f() terminates, x will still point to the object 5, as it did prior to the function call:

[![Python function call](data:image/png;base64,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)](https://files.realpython.com/media/t.c246f52a6217.png)

You can confirm all this using id(). Here’s a slightly augmented version of the above example that displays the numeric identifiers of the objects involved:

>>> def f(fx):

2... print('fx =', fx, '/ id(fx) = ', id(fx))

3... fx = 10

4... print('fx =', fx, '/ id(fx) = ', id(fx))

5...

6

7>>> x = 5

8>>> print('x =', x, '/ id(x) = ', id(x))

9x = 5 / id(x) = 1357924048

10

11>>> f(x)

12fx = 5 / id(fx) = 1357924048

13fx = 10 / id(fx) = 1357924128

14

15>>> print('x =', x, '/ id(x) = ', id(x))

16x = 5 / id(x) = 1357924048

When f() first starts, fx and x both point to the same object, whose id() is 1357924048. After f() executes the statement fx = 10 on line 3, fx points to a different object whose id() is 1357924128. The connection to the original object in the calling environment is lost.

Argument passing in Python is somewhat of a hybrid between pass-by-value and pass-by-reference. What gets passed to the function is a reference to an object, but the reference is passed by value.

**Note:** Python’s argument-passing mechanism has been called **pass-by-assignment**. This is because parameter names are bound to objects on function entry in Python, and assignment is also the process of binding a name to an object. You may also see the terms pass-by-object, pass-by-object-reference, or pass-by-sharing.

The key takeaway here is that a Python function can’t change the value of an argument by reassigning the corresponding parameter to something else. The following example demonstrates this:

>>> def f(x):

... x = 'foo'

...

>>> for i in (

... 40,

... dict(foo=1, bar=2),

... {1, 2, 3},

... 'bar',

... ['foo', 'bar', 'baz']):

... f(i)

... print(i)

...

40

{'foo': 1, 'bar': 2}

{1, 2, 3}

bar

['foo', 'bar', 'baz']

Here, objects of type int, dict, set, str, and list are passed to f() as arguments. f() tries to assign each to the string object 'foo', but as you can see, once back in the calling environment, they are all unchanged. As soon as f() executes the assignment x = 'foo', the reference is **rebound**, and the connection to the original object is lost.

Does that mean a Python function can never modify its arguments at all? Actually, no, that isn’t the case! Watch what happens here:

>>> def f(x):

... x[0] = '---'

...

>>> my\_list = ['foo', 'bar', 'baz', 'qux']

>>> f(my\_list)

>>> my\_list

['---', 'bar', 'baz', 'qux']

In this case, the argument to f() is a [list](https://realpython.com/python-lists-tuples/#python-lists). When f() is called, a reference to my\_list is passed. You’ve already seen that f() can’t reassign my\_list wholesale. If x were assigned to something else, then it would be bound to a different object, and the connection to my\_list would be lost.

However, f() can use the reference to make modifications inside my\_list. Here, f() has modified the first element. You can see that once the function returns, my\_list has, in fact, been changed in the calling environment. The same concept applies to a dictionary:

>>> def f(x):

... x['bar'] = 22

...

>>> my\_dict = {'foo': 1, 'bar': 2, 'baz': 3}

>>> f(my\_dict)

>>> my\_dict

{'foo': 1, 'bar': 22, 'baz': 3}

Here, f() uses x as a reference to make a change inside my\_dict. That change is reflected in the calling environment after f() returns.

# Python Lambda Functions

Python lambdas are little, anonymous functions, subject to a more restrictive but more concise syntax than regular Python functions.

## Lambda Calculus

Lambda expressions in Python and other programming languages have their roots in lambda calculus, a model of computation invented by Alonzo Church. You’ll uncover when lambda calculus was introduced and why it’s a fundamental concept that ended up in the Python ecosystem.

### History

[Alonzo Church](https://en.wikipedia.org/wiki/Alonzo_Church) formalized [lambda calculus](https://en.wikipedia.org/wiki/Lambda_calculus), a language based on pure abstraction, in the 1930s. Lambda functions are also referred to as lambda abstractions, a direct reference to the abstraction model of Alonzo Church’s original creation.

Lambda calculus can encode any computation. It is [Turing complete](https://simple.wikipedia.org/wiki/Turing_complete), but contrary to the concept of a [Turing machine](https://en.wikipedia.org/wiki/Turing_machine), it is pure and does not keep any state.

[Functional](https://realpython.com/python-functional-programming/) languages get their origin in mathematical logic and lambda calculus, while imperative programming languages embrace the state-based model of computation invented by Alan Turing. The two models of computation, lambda calculus and [Turing machines](https://en.wikipedia.org/wiki/Turing_machine), can be translated into each another. This equivalence is known as the [Church-Turing hypothesis](https://en.wikipedia.org/wiki/Church%E2%80%93Turing_thesis).

Functional languages directly inherit the lambda calculus philosophy, adopting a declarative approach of programming that emphasizes abstraction, data transformation, composition, and purity (no state and no side effects). Examples of functional languages include [Haskell](https://www.haskell.org/), [Lisp](https://en.wikipedia.org/wiki/Lisp_%28programming_language%29), or [Erlang](https://www.erlang.org/).

By contrast, the Turing Machine led to imperative programming found in languages like [Fortran](https://en.wikipedia.org/wiki/Fortran), [C](https://en.wikipedia.org/wiki/C_%28programming_language%29), or [Python](https://www.python.org/).

The imperative style consists of programming with statements, driving the flow of the program step by step with detailed instructions. This approach promotes mutation and requires managing state.

The separation in both families presents some nuances, as some functional languages incorporate imperative features, like [OCaml](http://www.ocaml.org/), while functional features have been permeating the imperative family of languages in particular with the introduction of lambda functions in [Java](https://en.wikipedia.org/wiki/Java_%28programming_language%29), or Python.

Python is not inherently a functional language, but it adopted some functional concepts early on. In January 1994, [map()](https://realpython.com/python-map-function/), filter(), reduce(), and the lambda operator were added to the language.

## First Example

Here are a few examples to give you an appetite for some Python code, functional style.

The identity function, a function that returns its argument, is expressed with a standard Python function definition using the keyword def as follows:

>>> def identity(x):

... return x

identity() takes an argument x and returns it upon invocation.

In contrast, if you use a Python lambda construction, you get the following:

>>> lambda x: x

In the example above, the expression is composed of:

* **The keyword**: lambda
* **A bound variable**: x
* **A body**: x

**Note**: In the context of this article, a **bound variable** is an argument to a lambda function.

In contrast, a **free variable** is not bound and may be referenced in the body of the expression. A free variable can be a constant or a variable defined in the enclosing scope of the function.

You can write a slightly more elaborated example, a function that adds 1 to an argument, as follows:

>>> lambda x: x + 1

You can apply the function above to an argument by surrounding the function and its argument with parentheses:

>>> (lambda x: x + 1)(2)

3

Reduction is a lambda calculus strategy to compute the value of the expression. In the current example, it consists of replacing the bound variable x with the argument 2:

(lambda x: x + 1)(2) = lambda 2: 2 + 1

= 2 + 1

= 3

Because a lambda function is an expression, it can be named. Therefore you could write the previous code as follows:

>>> add\_one = lambda x: x + 1

>>> add\_one(2)

3

The above lambda function is equivalent to writing this:

def add\_one(x):

return x + 1

These functions all take a single argument. You may have noticed that, in the definition of the lambdas, the arguments don’t have parentheses around them. Multi-argument functions (functions that take more than one argument) are expressed in Python lambdas by listing arguments and separating them with a comma (,) but without surrounding them with parentheses:

>>> full\_name = lambda first, last: f'Full name: {first.title()} {last.title()}'

>>> full\_name('guido', 'van rossum')

'Full name: Guido Van Rossum'

The lambda function assigned to full\_name takes two arguments and returns a string interpolating the two parameters first and last. As expected, the definition of the lambda lists the arguments with no parentheses, whereas calling the function is done exactly like a normal Python function, with parentheses surrounding the arguments.

## Anonymous Functions

The following terms may be used interchangeably depending on the programming language type and culture:

* Anonymous functions
* Lambda functions
* Lambda expressions
* Lambda abstractions
* Lambda form
* Function literals

For the rest of this article after this section, you’ll mostly see the term **lambda function**.

Taken literally, an anonymous function is a function without a name. In Python, an anonymous function is created with the lambda keyword. More loosely, it may or not be assigned a name. Consider a two-argument anonymous function defined with lambda but not bound to a variable. The lambda is not given a name:

>>> lambda x, y: x + y

The function above defines a lambda expression that takes two arguments and returns their sum.

Other than providing you with the feedback that Python is perfectly fine with this form, it doesn’t lead to any practical use. You could invoke the function in the Python interpreter:

>>> \_(1, 2)

3

The example above is taking advantage of the interactive interpreter-only feature provided via the underscore (\_). See the note below for more details.

You could not write similar code in a Python module. Consider the \_ in the interpreter as a side effect that you took advantage of. In a Python module, you would assign a name to the lambda, or you would pass the lambda to a function. You’ll use those two approaches later in this article.

**Note**: In the interactive interpreter, the single underscore (\_) is bound to the last expression evaluated. In the example above, the \_ points to the lambda function.

Another pattern used in other languages like JavaScript is to immediately execute a Python lambda function. This is known as an **Immediately Invoked Function Expression** (IIFE, pronounce “iffy”). Here’s an example:

>>> (lambda x, y: x + y)(2, 3)

5

The lambda function above is defined and then immediately called with two arguments (2 and 3). It returns the value 5, which is the sum of the arguments.

Lambda functions are frequently used with higher-order functions, which take one or more functions as arguments or return one or more functions.

A ***higher-order function*** is a function that does at least one of the following:

* takes one or more functions as arguments,
* returns a function as its result.

All other functions are *first-order functions*.

A lambda function can be a higher-order function by taking a function (normal or lambda) as an argument like in the following contrived example:

>>> high\_ord\_func = lambda x, func: x + func(x)

>>> high\_ord\_func(2, lambda x: x \* x)

6

>>> high\_ord\_func(2, lambda x: x + 3)

7

### Arguments

Like a normal function object defined with def, Python lambda expressions support all the different ways of passing arguments. This includes:

* Positional arguments
* Named arguments (sometimes called keyword arguments)
* Variable list of arguments (often referred to as **varargs**)
* Variable list of keyword arguments
* Keyword-only arguments

The following examples illustrate options open to you in order to pass arguments to lambda expressions:

>>> (lambda x, y, z: x + y + z)(1, 2, 3)

6

>>> (lambda x, y, z=3: x + y + z)(1, 2)

6

>>> (lambda x, y, z=3: x + y + z)(1, y=2)

6

>>> (lambda \*args: sum(args))(1,2,3)

6

>>> (lambda \*\*kwargs: sum(kwargs.values()))(one=1, two=2, three=3)

6

>>> (lambda x, \*, y=0, z=0: x + y + z)(1, y=2, z=3)

6

### Closure

A closure is a function where every free variable, everything except parameters, used in that function is bound to a specific value defined in the enclosing scope of that function. In effect, closures define the environment in which they run, and so can be called from anywhere.

The concepts of lambdas and closures are not necessarily related, although lambda functions can be closures in the same way that normal functions can also be closures. Some languages have special constructs for closure or lambda (for example, Groovy with an anonymous block of code as Closure object), or a lambda expression (for example, Java Lambda expression with a limited option for closure).

Here’s a closure constructed with a normal Python function:

1def outer\_func(x):

2 y = 4

3 def inner\_func(z):

4 print(f"x = {x}, y = {y}, z = {z}")

5 return x + y + z

6 return inner\_func

7

8for i in range(3):

9 closure = outer\_func(i)

10 print(f"closure({i+5}) = {closure(i+5)}")

outer\_func() returns inner\_func(), a [nested function](https://realpython.com/inner-functions-what-are-they-good-for/) that computes the sum of three arguments:

* **x** is passed as an argument to outer\_func().
* **y** is a variable local to outer\_func().
* **z** is an argument passed to inner\_func().

To test the behavior of outer\_func() and inner\_func(), outer\_func() is invoked three times in a [for loop](https://realpython.com/python-for-loop/) that prints the following:

x = 0, y = 4, z = 5

closure(5) = 9

x = 1, y = 4, z = 6

closure(6) = 11

x = 2, y = 4, z = 7

closure(7) = 13

On line 9 of the code, inner\_func() returned by the invocation of outer\_func() is bound to the name closure. On line 5, inner\_func() captures x and y because it has access to its embedding environment, such that upon invocation of the closure, it is able to operate on the two free variables x and y.

Similarly, a lambda can also be a closure. Here’s the same example with a Python lambda function:

1def outer\_func(x):

2 y = 4

3 return lambda z: x + y + z

4

5for i in range(3):

6 closure = outer\_func(i)

7 print(f"closure({i+5}) = {closure(i+5)}")

When you execute the code above, you obtain the following output:

closure(5) = 9

closure(6) = 11

closure(7) = 13

On line 6, outer\_func() returns a lambda and assigns it to to the variable closure. On line 3, the body of the lambda function references x and y. The variable y is available at definition time, whereas x is defined at runtime when outer\_func() is invoked.

# Python Loops

## Python While Loop

Iteration is very common in any programming language. Python provides several features to make it easier. One form of iteration in Python is the while statement.  
Flow of execution for a while statement:

* 1. Evaluate the condition is True or False.
  2. If the condition is false, exit the while statement and continue execution atthe next statement.
  3. If the condition is true, execute the body and then go back to step 1.

Here is a simple program:

# To take input from the user.

# n = int(input("Enter n: "))

n = 10

while n <15 :

print(n)

n = n + 1

print('STOP!!!')

For the above loop, we would say, “It had five iterations”, which means that the body of the loop was executed five times.

The body of the loop should change the value of one or more variables so that the condition becomes false and the loop terminates. The variable which helps to finish the loop is called iteration variable. If there is no iteration variable, the loop will repeat forever, resulting in an infinite loop.

## Python “Infinite loops” and break

You can write an infinite loop on purpose and then use the break statement to jump out of the loop.

n = 10

while True :

print(n)

n = n + 1

print('STOP!!!')

If you mistakenly run the above code then you will see that it will run forever. While this is a dysfunctional infinite loop, we can still use this pattern to build useful loops as long as we carefully add code to the body of the loop to explicitly exit the loop using **break** when we have reached the exit condition. For example, suppose you want to take input from the user until they type done.  
You could write:

while True:

line = input('Enter "STOP" to stop the loop\n')

if line == 'STOP':

break

print(line)

print('STOP!')

Here, the loop condition is True, which is always true, so the loop runs repeatedly until it hits the break statement.

## Finishing iterations with continue in Python

Sometimes you are in an iteration of a loop and want to finish the current iteration and immediately jump to the next iteration. In that case you can use the continue statement to skip to the next iteration without finishing the body of the loop for the current iteration.

Here is an example of a loop that copies its input until the user types “STOP”, but treats lines that start with the hash character as lines not to be printed (kind of like Python comments).

while True:

line = input('> ')

if line[0] == '#':

continue

if line == 'done':

break

print(line)

print('Done!')

**Example 2:**

for i in "Make Me Analyst":

if i == "M":

continue

print(i)

print("STOP")

## Python for Loop

Sometimes You want to loop through a set of things such as a list of words, the lines in a file, or a list of numbers. When you have a list of things to loop through, you can construct a definite loop using a for statement. You call the while statement an indefinite loop because it simply loops until some condition becomes False, whereas the for loop is looping through a known set of items so it runs through as many iterations as there are items in the set. The syntax of a for loop is similar to the while loop in that there is a for statement and a loop body:

emp = ['Seba', 'Kattula', 'Mohan']

for e in emp:

print('Hello:', e)

print('Done!')

**Example 2:**

arr=[1,2,3,4,5]

for i in arr:

print(i)

## The range() function in Python

You can generate a sequence of numbers using range() function. range(5) will generate numbers from 0 to 4 (5 numbers). You can also define the start, stop and step size as **range(start,stop,step size)**. step size defaults to 1 if not provided. You can use this function in a list() to output all the items in it.

# Program to iterate through a list using indexing

arr = [1,2,3,4,5]

# iterate over the list using index

for i in range(len(arr)):

print(arr[i])

**Example 2:**

# Program to iterate through a list using indexing

arr = ["A","B","C","D"]

# iterate over the list using index

for i in range(len(arr)):

print(arr[i])

## Bonus Example: Counting and summing loops

count = 0

for i in [1,2,3,4,5]:

count = count + 1

print('Count: ', count)

## Bonus Example: Maximum and minimum loops

largest = None

print('Before:', largest)

for i in [3, 4, 12, 90, 44, 150]:

if largest is None or i > largest :

largest = i

print('Loop:', i, largest)

print('Largest:', largest)

smallest = None

print('Before:', smallest)

for i in [3, 4, 12, 90, 44, 150]:

if smallest is None or i < smallest :

smallest = i

print('Loop:', i, smallest)

print(Smallest:', smallest)

# Python Strings

A string is a sequence of characters. You can access the characters one at a time with the bracket operator. The expression in brackets is called an index. The index indicates which character in the sequence you want to print.

name="Mr. X"  
l = name[0]  
print(l)

## Getting the length of a string using len() function

print(len(name))

To get the last letter of a string, you might try this:

print(l[len(l)-1])

Alternatively, you can use negative indices, which count backward from the end of the string. The expression l[-1] yields the last letter, l[-2] yields the second to last, and so on.

print(name[-1])  
print(name[-2])

## String Methods

Here are some of the most common string methods. A method is like a function, but it runs "on" an object. If the variable s is a string, then the code s.lower() runs the lower() method on that string object and returns the result (this idea of a method running on an object is one of the basic ideas that make up Object Oriented Programming, OOP). Here are some of the most common string methods:

* s.lower(), s.upper() -- returns the lowercase or uppercase version of the string
* s.strip() -- returns a string with whitespace removed from the start and end
* s.isalpha()/s.isdigit()/s.isspace()... -- tests if all the string chars are in the various character classes
* s.startswith('other'), s.endswith('other') -- tests if the string starts or ends with the given other string
* s.find('other') -- searches for the given other string (not a regular expression) within s, and returns the first index where it begins or -1 if not found
* s.replace('old', 'new') -- returns a string where all occurrences of 'old' have been replaced by 'new'
* s.split('delim') -- returns a list of substrings separated by the given delimiter. The delimiter is not a regular expression, it's just text. 'aaa,bbb,ccc'.split(',') -> ['aaa', 'bbb', 'ccc']. As a convenient special case s.split() (with no arguments) splits on all whitespace chars.
* s.join(list) -- opposite of split(), joins the elements in the given list together using the string as the delimiter. e.g. '---'.join(['aaa', 'bbb', 'ccc']) -> aaa---bbb---ccc

### String %

Python has a printf()-like facility to put together a string. The % operator takes a printf-type format string on the left (%d int, %s string, %f/%g floating point), and the matching values in a tuple on the right (a tuple is made of values separated by commas, typically grouped inside parentheses):

# % operator  
text = "%d little pigs come out, or I'll %s, and I'll %s, and I'll blow your %s down." % (3, 'huff', 'puff', 'house')

# Add parentheses to make the long line work:  
text = (  
  "%d little pigs come out, or I'll %s, and I'll %s, and I'll blow your %s down."  
  % (3, 'huff', 'puff', 'house'))

# Split the line into chunks, which are concatenated automatically by Python  
  text = (  
    "%d little pigs come out, "  
    "or I'll %s, and I'll %s, "  
    "and I'll blow your %s down."  
    % (3, 'huff', 'puff', 'house'))

## Single, Double and Triple Quotes

### Single Quotes

Generally use single quotes for string literals.

word = 'Ask?'

print(word)

sentence = 'Python Programming'

print(sentence)

name = '"Hi" ABC'

print(name)

congrat = 'We congrat's you.'

print(congrat)

**Output**

|  |
| --- |
| Ask?  Python Programming  Hi ABC  Invalid Syntax |

### Double Quotes

Use Double Quotes for string representation.

wish = "Hello World!"

print(wish)

hey = "AskPython says "Hi""

print(hey)

famous ="'Taj Mahal' is in Agra."

print(famous)

**Output**

|  |
| --- |
| Hello World!  Invalid Syntax  'Taj Mahal' is in Agra. |

### Triple Quotes

What if you have to use strings that may include both single and double quotes? For this, Python allows you to use triple quotes. A simple example for the same is shown below. Triple quotes also allow you to add multi-line strings to Python variables instead of being limited to single lines.

**Example of triple quotes**

|  |
| --- |
| sentence1 = '''He asked, "did you speak with him?"'''  print(sentence1)  sentence2 = '''"That's great", she said.'''  print(sentence2) |

Output:

|  |
| --- |
| He asked, "did you speak with him?"  "That's great", she said. |

## Traversing a  string with a loop

One way to write a traversal is with a **while loop**:

i = 0

while i < len(name):

letter = name[i]

print(letter)

i = i + 1

One way to write a traversal is with a **for loop**:

for char in name:

print(char)

## String slices

A segment of a string is called a slice. Selecting a slice is similar to selecting a character:

s = 'Make Me Analyst'

print(s[0:4])

print(s[8:len(s)])

print(s[:4])

print(s[:len(s)])

## Strings are immutable

Strings are immutable in Python. It means you can’t change an existing string. Let’s try the below example:

str = 'Make Me Analyst'  
str[0]='T'

If you run the above code, you will get an error like this: TypeError: ‘str’ object does not support item assignment  
The reason for the error is that strings are immutable. The best you can do is create a new string that is a variation on the original:

str = 'Make Me Analyst'  
new\_str='Hi! '+ str[8:len(str)]

This example concatenates a new first word onto a slice of the string and it has no effect on the original string.

## Looping and counting

The following program counts the number of times the letter “M” appears in a string:

str = 'Make Me Analyst'

count = 0

for letter in str:

if letter == 'M':

count = count + 1

print(count)

## The in operator in Python

str = 'Make Me Analyst'

a='Analyst' in str

print(a)

b='x' in str

print(b)

## String comparison

The comparison operators work on strings.  Following code checks if two strings are equal:

word='Analyst'

if word=='Analyst':

print('Both are same!')

Some comparison operations are useful for putting words in alphabetical order:

word='Orange'

if word < 'Apple':

print('Your word, ' + word + ', comes before Apple')

elif word > 'Apple':

print('Your word, ' + word + ', comes after Apple.')

else:

print('All right, Orange!!!')

**Note:**Python does not handle uppercase and lowercase letters the same way that people do. All the uppercase letters come before all the lowercase letters

# Python Lists

Like a [**string**](http://makemeanalyst.com/python-programming/strings/), a list is a sequence of values. In a string, the values are characters; in a list, they can be any type. The values in list are called elements or sometimes items.

## How to create a list?

There are several ways to create a new list; the simplest is to enclose the elements in square brackets ([ and ]):

This is an example of a list of five integers.

numbers = [10, 20, 30, 40, 50]  
print(numbers)

Here is an empty list.

empty = []

Below example is a list of three strings.

food = ['Hot dog','Sandwich', 'Hamburger']  
print(food)

You can also create a list with mixed datatypes

mixed\_list = [1, "Python", 1.5]  
print(mixed\_list)

The following list contains a string, a float, an integer, and another list:

nested\_list = ['Python', 2.0, 5, [10, 20]]  
print(nested\_list)

## Lists are mutable

The syntax for accessing the elements of a list is the same as for accessing the characters of a [**string**](http://makemeanalyst.com/python-programming/strings/): the bracket operator. The expression inside the brackets specifies the index. Remember that the indices start at 0:

food = ['Hot dog','Sandwich', 'Hamburger']  
print(food[0])  
print(food[1])

Unlike strings, lists are mutable because you can change the order of items in a list or reassign an item in a list. When the bracket operator appears on the left side of an assignment, it identifies the element of the list that will be assigned.

numbers = [10, 20]  
numbers[0] = 100  
numbers[1] = 200  
print(numbers)

The in operator also works on lists.

food = ['Hot dog','Sandwich', 'Hamburger']  
print('Hot dog' in food)  
print('French fries' in food)

## How to access elements from a list?

You have already seen in the above example that we can use the index operator [] to access an item in a list. Index starts from 0.  So, a list having 3 elements will have index from 0 to 2.

## List Index

food=['Hot dog','Sandwich', 'Hamburger']  
print(food[0])  
print(food[1])

If you try to read or write an element that does not exist, you get an IndexError

print(food[3])

## Negative indexing

If an index has a negative value, it counts backward from the end of the list.

food=['Hot dog','Sandwich', 'Hamburger']  
print(food[-1])  
print(food[-2])

## Traversing a list

The most common way to traverse the elements of a list is with a for loop.

food=['Hot dog','Sandwich', 'Hamburger']

for i in food:

print(i)

Above method works well if you only need to read the elements of the list. But if you want to write or update the elements, you need the indices. A common way to traverse the list is to combine the functions range and len:

food=['Hot dog','Sandwich', 'Hamburger']

for i in range(len(food)):

print(food[i])

## List operations

The + operator concatenates lists:

a = [1, 2, 3]  
b = [4, 5, 6]  
c = a + b  
print(c)

Similarly, the operator repeats a list a given number of times:

a=[0]\*4  
print(a)  
b=[1,2,3]\*3  
print(b)

The first example repeats four times. The second example repeats the list three times.

## How to slice lists in Python?

The slice operator also works on lists. You can access a range of items in a list by using the slicing operator (colon).

l = ['make','me', 'analyst']  
# get elements 2nd to 3rd  
print(l[1:3])  
# get elements beginning to 2nd  
print(l[:-1])  
# get elements 2nd to end  
print(l[1:])  
# elements beginning to end  
print(l[:])

Since lists are mutable, it is often useful to make a copy before performing operations  
that fold, spindle, or mutilate lists.

A slice operator on the left side of an assignment can update multiple elements:

t = ['a', 'b', 'c', 'd', 'e', 'f']  
t[1:3] = ['x', 'y']  
print(t)

## List methods

Python provides methods that operate on lists. For example, **append** adds a new element to the end of a list:

x = ['a', 'b', 'c']  
x.append('d')  
print(x)

**extend** takes a list as an argument and appends all of the elements:

x1 = ['a', 'b', 'c']  
x2 = ['d', 'e']  
x1.extend(x2)  
print(x1)

This example leaves x2 unmodified.

**sort** arranges the elements of the list from low to high:

t = ['d', 'c', 'e', 'b', 'a']  
t.sort()  
print(t)

Most list methods are void; they modify the list and return None. If you accidentally write t = t.sort(), you will be disappointed with the result.

## How to delete or remove elements from a list?

### ***pop*** *operator*

There are several ways to delete elements from a list. If you know the index of the element you want, you can use **pop**:

t = ['a', 'b', 'c']  
x = t.pop(1)  
print(t)  
print(x)

### ***del*** operator

pop modifies the list and returns the element that was removed. If you don’t provide an index, it deletes and returns the last element.

If you don’t need the removed value, you can use the **del** operator:

t = ['a', 'b', 'c']  
del t[1]  
print(t)

### remove() Function

If you know the element you want to remove (but not the index), you can use **remove**:

t = ['a', 'b', 'c']  
t.remove('b')  
print(t)

The return value from remove is None. To remove more than one element, you can use del with a slice index:

t = ['a', 'b', 'c', 'd', 'e', 'f']  
del t[1:5]  
print(t)

As usual, the slice selects all the elements up to, but not including, the second index.

## Lists and functions

There are a number of built-in functions that can be used on lists that allow you to quickly look through a list without writing your own loops:

nums = [3, 4, 5, 6, 7, 8]  
print(len(nums))  
print(max(nums))  
print(min(nums))  
print(sum(nums))  
print(sum(nums)/len(nums))

The ***sum()*** function only works when the list elements are numbers. The other functions (***max()***, **len()**, etc.) work with lists of strings and other types that can be comparable.

You could rewrite an earlier program that computed the average of a list of numbers entered by the user using a list. First, the program to compute an average without a list:

total = 0

count = 0

while (True):

inp = input('Enter a number: ')

if inp == 'done': break

value = float(inp)

total = total + value

count = count + 1

average = total / count

print('Average:', average)

In this program, you have count and total variables to keep the number and running total of the user’s numbers as we repeatedly prompt the user for a number. You could simply remember each number as the user entered it and use built-in functions to compute the sum and count at the end.

numlist = list()

while (True):

inp = input('Enter a number: ')

if inp == 'done': break

value = float(inp)

numlist.append(value)

average = sum(numlist) / len(numlist)

print('Average:', average)

We make an empty list before the loop starts, and then each time we have a number, we append it to the list. At the end of the program, we simply compute the sum of the numbers in the list and divide it by the count of the numbers in the list to come up with the average.

## Lists and strings

A string is a sequence of characters and a list is a sequence of values, but a list of characters is not the same as a string. To convert from a string to a list of characters, you can use list:

l="Make Me Aanlyst"  
t = list(l)  
print(t)

The list function breaks a string into individual letters. If you want to break a string into words, you can use the split method:

s = 'Make Me Aanlyst'  
t = s.split()  
print(t)

Once you have used split to break the string into a list of words, you can use the index operator (square bracket) to look at a particular word in the list. You can call split with an optional argument called a delimiter that specifies which characters to use as word boundaries. The following example uses a hyphen.

s = 'make-me-analyst'  
delimiter = '-'  
s.split(delimiter)

***join*** is the inverse of split. It takes a list of strings and concatenates the elements. join is a string method, so you have to invoke it on the delimiter and pass the list as a parameter:

t = ['Make', 'Me', 'Analyst']  
delimiter = ' '  
delimiter.join(t)

## List arguments

When you pass a list to a function, the function gets a reference to the list. If the function modifies a list parameter, the caller sees the change. For example, delete\_head removes the first element from a list:

def delete\_head(t):

del t[0]

Here’s how it is used:

letters = ['a', 'b', 'c']

delete\_head(letters)

print(letters)

The parameter t and the variable letters are aliases for the same object. It is important to distinguish between operations that modify lists and operations that create new lists. For example, the append method modifies a list, but the + operator creates a new list:

t1 = [1, 2]

t2 = t1.append(3)

print(t1)

print(t2)

t3 = t1 + [3]

print(t3)

t2 is t3

# Python Dictionaries

A dictionary is like a list, but more general. In a list, the index positions have to be integers; in a dictionary, the indices can be (almost) any type. Dictionary as a mapping between a set of indices (which are called keys) and a set of values. Each key maps to a value.

The association of a key and a value is called a key-value pair or sometimes an item. As an example, we’ll build a dictionary that maps from English to German words, so the keys and the values are all strings.

## How to create a dictionary?

The function dict creates a new dictionary with no items. Because dict is the name of a built-in function, you should avoid using it as a variable name.

eng2gr = dict()

print(eng2gr)

The curly brackets, {}, represent an empty dictionary. To add items to the dictionary, you can use square brackets:

eng2gr['one'] = 'eins'

This line creates an item that maps from the key ’one’ to the value “eins”. If you print the dictionary again, you see a key-value pair with a colon between the key and value:

print(eng2gr)

This output format is also an input format. For example, you can create a new dictionary with three items. But if you print eng2gr, you might be surprised:

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei'}

print(eng2gr)

## How to access elements from a dictionary?

The order of the key-value pairs is not the same. In fact, if you type the same example on your computer, you might get a different result. In general, the order of items in a dictionary is unpredictable. But that’s not a problem because the elements of a dictionary are never indexed with integer indices. Instead, you use the keys to look up the corresponding values:

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei'}

print(eng2gr['two'])

The key ’two’ always maps to the value “zwei” so the order of the items doesn’t matter.If the key isn’t in the dictionary, you get an exception:

>>> print(eng2gr['four'])  
KeyError: 'four'

While indexing is used with other container types to access values, dictionary uses keys. Key can be used either inside square brackets or with the get() method.

The difference while using get() is that it returns None instead of KeyError, if the key is not found.

print(eng2gr.get('two'))

print(eng2gr.get('three'))

The len function works on dictionaries; it returns the number of key-value pairs:

len(eng2gr)

## How to change or add elements in a dictionary?

Dictionaries are mutable. We can add new items or change the value of existing items using assignment operator. If the key is already present, value gets updated, else a new key: value pair is added to the dictionary.

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei'}

eng2gr['four'] = 'four' #Add Element

print(eng2gr)

eng2gr['four'] = 'vier'  #Update Element

print(eng2gr)

## Dictionary Membership Test

The in operator works on dictionaries; it tells you whether something appears as a key in the dictionary.

>>> 'one' in eng2gr  
True  
>>> 'eins' in eng2gr  
False

To see whether something appears as a value in a dictionary, you can use the method values, which returns the values as a list, and then use the**in** operator:

vals = list(eng2gr.values())

>>>'eins' in vals

True

The in operator uses different algorithms for lists and dictionaries. For lists, it uses a linear search algorithm. As the list gets longer, the search time gets longer in direct proportion to the length of the list. For dictionaries, Python uses an algorithm called a hash table that has a remarkable property: the ***in*** operator takes about the same amount of time no matter how many items there are in a  
dictionary. I won’t explain why hash functions are so magical, but you can read more about it at [wikipedia.org/wiki/Hash\_table](http://wikipedia.org/wiki/Hash_table).

## How to delete or remove elements from a dictionary?

You can remove a particular item in a dictionary by using the method pop(). This method removes as item with the provided key and returns the value.

The method, popitem() can be used to remove and return an arbitrary item (key, value) form the dictionary. All the items can be removed at once using the clear() method.

You can also use the del keyword to remove individual items or the entire dictionary itself.

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei', 'four':'vier'}

# remove a particular item

print(eng2gr.pop('four'))

print(eng2gr)

# remove an arbitrary item

print(eng2gr.popitem())

print(eng2gr)

# delete a particular item

del eng2gr['one']

print(eng2gr)

# remove all items

eng2gr.clear()

## Python Dictionary Methods

Methods that are available with dictionary are tabulated below. Some of them have already been used in the above examples.

|  |  |
| --- | --- |
| Python Dictionary Methods | |
| **Method** | **Description** |
| clear() | Remove all items form the dictionary. |
| copy() | Return a shallow copy of the dictionary. |
| fromkeys(seq[, v]) | Return a new dictionary with keys from seq and value equal to v(defaults to None). |
| get(key[,d]) | Return the value of key. If key doesnot exit, return d (defaults to None). |
| items() | Return a new view of the dictionary’s items (key, value). |
| keys() | Return a new view of the dictionary’s keys. |
| pop(key[,d]) | Remove the item with key and return its value or d if key is not found. If d is not provided and key is not found, raises KeyError. |
| popitem() | Remove and return an arbitary item (key, value). Raises KeyError if the dictionary is empty. |
| setdefault(key[,d]) | If key is in the dictionary, return its value. If not, insert key with a value of d and return d (defaults to None). |
| update([other]) | Update the dictionary with the key/value pairs from other, overwriting existing keys. |
| values() | Return a new view of the dictionary’s values |

Here are a few example use of these methods.

fruits = {}.fromkeys(['Orange','Apple','Banana'], 0)

print(fruits)

for item in fruits.items():

print(item)

list(sorted(fruits.keys()))

# Object Oriented Programming in Python 3

**Object-oriented programming** (OOP) is a method of structuring a program by bundling related properties and behaviors into individual **objects**.

An object contains data, like the raw or preprocessed materials at each step on an assembly line, and behavior, like the action each assembly line component performs.

Object-oriented programming is a programming paradigm that provides a means of structuring programs so that properties and behaviors are bundled into individual **objects**.

For instance, an object could represent a person with **properties** like a name, age, and address and **behaviors** such as walking, talking, breathing, and running. Or it could represent an email with properties like a recipient list, subject, and body and behaviors like adding attachments and sending.

Another common programming paradigm is **procedural programming**, which structures a program like a recipe in that it provides a set of steps, in the form of functions and code blocks, that flow sequentially in order to complete a task.

The key takeaway is that objects are at the center of object-oriented programming in Python, not only representing the data, as in procedural programming, but in the overall structure of the program as well.

## Define a Class in Python

Primitive data structures—like numbers, strings, and lists—are designed to represent simple pieces of information, such as the cost of an apple, the name of a poem, or your favorite colors, respectively. What if you want to represent something more complex?

For example, let’s say you want to track employees in an organization. You need to store some basic information about each employee, such as their name, age, position, and the year they started working.

One way to do this is to represent each employee as a list:

kirk = ["James Kirk", 34, "Captain", 2265]

spock = ["Spock", 35, "Science Officer", 2254]

mccoy = ["Leonard McCoy", "Chief Medical Officer", 2266]

There are a number of issues with this approach.

First, it can make larger code files more difficult to manage. If you reference kirk[0] several lines away from where the kirk list is declared, will you remember that the element with index 0 is the employee’s name?

Second, it can introduce errors if not every employee has the same number of elements in the list. In the mccoy list above, the age is missing, so mccoy[1] will return "Chief Medical Officer" instead of Dr. McCoy’s age.

A great way to make this type of code more manageable and more maintainable is to use **classes**.

### Classes vs Instances

Classes are used to create user-defined data structures. Classes define functions called **methods**, which identify the behaviors and actions that an object created from the class can perform with its data.

A class is a blueprint for how something should be defined. It doesn’t actually contain any data. The Dog class specifies that a name and an age are necessary for defining a dog, but it doesn’t contain the name or age of any specific dog.

While the class is the blueprint, an **instance** is an object that is built from a class and contains real data. An instance of the Dog class is not a blueprint anymore. It’s an actual dog with a name, like Miles, who’s four years old.

### How to Define a Class

All class definitions start with the class keyword, which is followed by the name of the class and a colon. Any code that is indented below the class definition is considered part of the class’s body.

Here’s an example of a Dog class:

class Dog:

pass

The body of the Dog class consists of a single statement: the pass keyword. pass is often used as a placeholder indicating where code will eventually go. It allows you to run this code without Python throwing an error.

**Note:** Python class names are written in CapitalizedWords notation by convention. For example, a class for a specific breed of dog like the Jack Russell Terrier would be written as JackRussellTerrier.

The Dog class isn’t very interesting right now, so let’s spruce it up a bit by defining some properties that all Dog objects should have. There are a number of properties that we can choose from, including name, age, coat color, and breed. To keep things simple, we’ll just use name and age.

The properties that all Dog objects must have are defined in a method called .\_\_init\_\_(). Every time a new Dog object is created, .\_\_init\_\_() sets the initial **state** of the object by assigning the values of the object’s properties. That is, .\_\_init\_\_() initializes each new instance of the class.

You can give .\_\_init\_\_() any number of parameters, but the first parameter will always be a [variable](https://realpython.com/python-variables/) called self. When a new class instance is created, the instance is automatically passed to the self parameter in .\_\_init\_\_() so that new **attributes** can be defined on the object.

Let’s update the Dog class with an .\_\_init\_\_() method that creates .name and .age attributes:

class Dog:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

Notice that the .\_\_init\_\_() method’s signature is indented four spaces. The body of the method is indented by eight spaces. This indentation is vitally important. It tells Python that the .\_\_init\_\_() method belongs to the Dog class.

In the body of .\_\_init\_\_(), there are two statements using the self variable:

1. **self.name = name** creates an attribute called name and assigns to it the value of the name parameter.
2. **self.age = age** creates an attribute called age and assigns to it the value of the age parameter.

Attributes created in .\_\_init\_\_() are called **instance attributes**. An instance attribute’s value is specific to a particular instance of the class. All Dog objects have a name and an age, but the values for the name and age attributes will vary depending on the Dog instance.

On the other hand, **class attributes** are attributes that have the same value for all class instances. You can define a class attribute by assigning a value to a [variable](https://realpython.com/python-variables/) name outside of .\_\_init\_\_().

For example, the following Dog class has a class attribute called species with the value "Canis familiaris":

class Dog:

# Class attribute

species = "Canis familiaris"

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

Class attributes are defined directly beneath the first line of the class name and are indented by four spaces. They must always be assigned an initial value. When an instance of the class is created, class attributes are automatically created and assigned to their initial values.

Use class attributes to define properties that should have the same value for every class instance. Use instance attributes for properties that vary from one instance to another.

Now that we have a Dog class, let’s create some dogs!

## Instantiate an Object in Python

Open Python’s interactive window and type the following:

>>> class Dog:

... pass

This creates a new Dog class with no attributes or methods.

Creating a new object from a class is called **instantiating** an object. You can instantiate a new Dog object by typing the name of the class, followed by opening and closing parentheses:

>>> Dog()

<\_\_main\_\_.Dog object at 0x106702d30>

You now have a new Dog object at 0x106702d30. This funny-looking string of letters and numbers is a **memory address** that indicates where the Dog object is stored in your computer’s memory. Note that the address you see on your screen will be different.

Now instantiate a second Dog object:

>>> Dog()

<\_\_main\_\_.Dog object at 0x0004ccc90>

The new Dog instance is located at a different memory address. That’s because it’s an entirely new instance and is completely unique from the first Dog object that you instantiated.

To see this another way, type the following:

>>> a = Dog()

>>> b = Dog()

>>> a == b

False

In this code, you create two new Dog objects and assign them to the variables a and b. When you compare a and b using the == operator, the result is False. Even though a and b are both instances of the Dog class, they represent two distinct objects in memory.

### Class and Instance Attributes

Now create a new Dog class with a class attribute called .species and two instance attributes called .name and .age:

>>> class Dog:

... species = "Canis familiaris"

... def \_\_init\_\_(self, name, age):

... self.name = name

... self.age = age

To instantiate objects of this Dog class, you need to provide values for the name and age. If you don’t, then Python raises a TypeError:

>>> Dog()

Traceback (most recent call last):

File "<pyshell#6>", line 1, in <module>

Dog()

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'name' and 'age'

To pass arguments to the name and age parameters, put values into the parentheses after the class name:

>>> buddy = Dog("Buddy", 9)

>>> miles = Dog("Miles", 4)

This creates two new Dog instances—one for a nine-year-old dog named Buddy and one for a four-year-old dog named Miles.

The Dog class’s .\_\_init\_\_() method has three parameters, so why are only two arguments passed to it in the example?

When you instantiate a Dog object, Python creates a new instance and passes it to the first parameter of .\_\_init\_\_(). This essentially removes the self parameter, so you only need to worry about the name and age parameters.

After you create the Dog instances, you can access their instance attributes using **dot notation**:

>>> buddy.name

'Buddy'

>>> buddy.age

9

>>> miles.name

'Miles'

>>> miles.age

4

You can access class attributes the same way:

>>> buddy.species

'Canis familiaris'

One of the biggest advantages of using classes to organize data is that instances are guaranteed to have the attributes you expect. All Dog instances have .species, .name, and .age attributes, so you can use those attributes with confidence knowing that they will always return a value.

Although the attributes are guaranteed to exist, their values can be changed dynamically:

>>> buddy.age = 10

>>> buddy.age

10

>>> miles.species = "Felis silvestris"

>>> miles.species

'Felis silvestris'

In this example, you change the .age attribute of the buddy object to 10. Then you change the .species attribute of the miles object to "Felis silvestris", which is a species of cat. That makes Miles a pretty strange dog, but it is valid Python!

The key takeaway here is that custom objects are mutable by default. An object is mutable if it can be altered dynamically. For example, lists and dictionaries are mutable, but strings and tuples are immutable.

## Instance Methods

**Instance methods** are functions that are defined inside a class and can only be called from an instance of that class. Just like .\_\_init\_\_(), an instance method’s first parameter is always self.

Open a new Python interactive window and type in the following Dog class:

class Dog:

species = "Canis familiaris"

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# Instance method

def description(self):

return f"{self.name} is {self.age} years old"

# Another instance method

def speak(self, sound):

return f"{self.name} says {sound}"

This Dog class has two instance methods:

1. **.description()** returns a string displaying the name and age of the dog.
2. **.speak()** has one parameter called sound and returns a string containing the dog’s name and the sound the dog makes.

Save the modified Dog class to a file called dog.py and run it in VS Code. Then open the interactive window and type the following to see your instance methods in action:

>>> miles = Dog("Miles", 4)

>>> miles.description()

'Miles is 4 years old'

>>> miles.speak("Woof Woof")

'Miles says Woof Woof'

>>> miles.speak("Bow Wow")

'Miles says Bow Wow'

In the above Dog class, .description() returns a string containing information about the Dog instance miles. When writing your own classes, it’s a good idea to have a method that returns a string containing useful information about an instance of the class. However, .description() isn’t the most Pythonic way of doing this.

When you create a list object, you can use print() to display a string that looks like the list:

>>> names = ["Fletcher", "David", "Dan"]

>>> print(names)

['Fletcher', 'David', 'Dan']

Let’s see what happens when you print() the miles object:

>>> print(miles)

<\_\_main\_\_.Dog object at 0x00aeff70>

When you print(miles), you get a cryptic looking message telling you that miles is a Dog object at the memory address 0x00aeff70. This message isn’t very helpful. You can change what gets printed by defining a special instance method called .\_\_str\_\_().

In the editor window, change the name of the Dog class’ .description() method to .\_\_str\_\_():

class Dog:

# Leave other parts of Dog class as-is

# Replace .description() with \_\_str\_\_()

def \_\_str\_\_(self):

return f"{self.name} is {self.age} years old"

Save the file and run it. Now, when you print(miles), you get a much friendlier output:

>>> miles = Dog("Miles", 4)

>>> print(miles)

'Miles is 4 years old'

Methods like .\_\_init\_\_() and .\_\_str\_\_() are called **dunder methods** because they begin and end with double underscores. There are many dunder methods that you can use to customize classes in Python. Although too advanced a topic for a beginning Python book, understanding dunder methods is an important part of mastering object-oriented programming in Python.

## Inherit From Other Classes in Python

Inheritance is the process by which one class takes on the attributes and methods of another. Newly formed classes are called **child classes**, and the classes that child classes are derived from are called **parent classes**.

Child classes can override or extend the attributes and methods of parent classes. In other words, child classes inherit all of the parent’s attributes and methods but can also specify attributes and methods that are unique to themselves.

Although the analogy isn’t perfect, you can think of object inheritance sort of like genetic inheritance.

You may have inherited your hair color from your mother. It’s an attribute you were born with. Let’s say you decide to color your hair purple. Assuming your mother doesn’t have purple hair, you’ve just **overridden** the hair color attribute that you inherited from your mom.

You also inherit, in a sense, your language from your parents. If your parents speak English, then you’ll also speak English. Now imagine you decide to learn a second language, like German. In this case you’ve **extended** your attributes because you’ve added an attribute that your parents don’t have.

### Dog Park Example

Pretend for a moment that you’re at a dog park. There are many dogs of different breeds at the park, all engaging in various dog behaviors.

Suppose now that you want to model the dog park with Python classes. The Dog class that you wrote in the previous section can distinguish dogs by name and age but not by breed.

You could modify the Dog class in the editor window by adding a .breed attribute:

class Dog:

species = "Canis familiaris"

def \_\_init\_\_(self, name, age, breed):

self.name = name

self.age = age

self.breed = breed

The instance methods defined earlier are omitted here because they aren’t important for this discussion.

Press F5 to save the file. Now you can model the dog park by instantiating a bunch of different dogs in the interactive window:

>>> miles = Dog("Miles", 4, "Jack Russell Terrier")

>>> buddy = Dog("Buddy", 9, "Dachshund")

>>> jack = Dog("Jack", 3, "Bulldog")

>>> jim = Dog("Jim", 5, "Bulldog")

Each breed of dog has slightly different behaviors. For example, bulldogs have a low bark that sounds like *woof*, but dachshunds have a higher-pitched bark that sounds more like *yap*.

Using just the Dog class, you must supply a string for the sound argument of .speak() every time you call it on a Dog instance:

>>> buddy.speak("Yap")

'Buddy says Yap'

>>> jim.speak("Woof")

'Jim says Woof'

>>> jack.speak("Woof")

'Jack says Woof'

Passing a string to every call to .speak() is repetitive and inconvenient. Moreover, the string representing the sound that each Dog instance makes should be determined by its .breed attribute, but here you have to manually pass the correct string to .speak() every time it’s called.

You can simplify the experience of working with the Dog class by creating a child class for each breed of dog. This allows you to extend the functionality that each child class inherits, including specifying a default argument for .speak().

### Parent Classes vs Child Classes

Let’s create a child class for each of the three breeds mentioned above: Jack Russell Terrier, Dachshund, and Bulldog.

For reference, here’s the full definition of the Dog class:

class Dog:

species = "Canis familiaris"

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

def \_\_str\_\_(self):

return f"{self.name} is {self.age} years old"

def speak(self, sound):

return f"{self.name} says {sound}"

Remember, to create a child class, you create new class with its own name and then put the name of the parent class in parentheses. Add the following to the dog.py file to create three new child classes of the Dog class:

class JackRussellTerrier(Dog):

pass

class Dachshund(Dog):

pass

class Bulldog(Dog):

pass

Press F5 to save and run the file. With the child classes defined, you can now instantiate some dogs of specific breeds in the interactive window:

>>> miles = JackRussellTerrier("Miles", 4)

>>> buddy = Dachshund("Buddy", 9)

>>> jack = Bulldog("Jack", 3)

>>> jim = Bulldog("Jim", 5)

Instances of child classes inherit all of the attributes and methods of the parent class:

>>> miles.species

'Canis familiaris'

>>> buddy.name

'Buddy'

>>> print(jack)

Jack is 3 years old

>>> jim.speak("Woof")

'Jim says Woof'

To determine which class a given object belongs to, you can use the built-in type():

>>> type(miles)

<class '\_\_main\_\_.JackRussellTerrier'>

What if you want to determine if miles is also an instance of the Dog class? You can do this with the built-in isinstance():

>>> isinstance(miles, Dog)

True

Notice that isinstance() takes two arguments, an object and a class. In the example above, isinstance() checks if miles is an instance of the Dog class and returns True.

The miles, buddy, jack, and jim objects are all Dog instances, but miles is not a Bulldog instance, and jack is not a Dachshund instance:

>>> isinstance(miles, Bulldog)

False

>>> isinstance(jack, Dachshund)

False

More generally, all objects created from a child class are instances of the parent class, although they may not be instances of other child classes.

Now that you’ve created child classes for some different breeds of dogs, let’s give each breed its own sound.

### Extend the Functionality of a Parent Class

Since different breeds of dogs have slightly different barks, you want to provide a default value for the sound argument of their respective .speak() methods. To do this, you need to override .speak() in the class definition for each breed.

To override a method defined on the parent class, you define a method with the same name on the child class. Here’s what that looks like for the JackRussellTerrier class:

class JackRussellTerrier(Dog):

def speak(self, sound="Arf"):

return f"{self.name} says {sound}"

Now .speak() is defined on the JackRussellTerrier class with the default argument for sound set to "Arf".

Update dog.py with the new JackRussellTerrier class and press F5 to save and run the file. You can now call .speak() on a JackRussellTerrier instance without passing an argument to sound:

>>> miles = JackRussellTerrier("Miles", 4)

>>> miles.speak()

'Miles says Arf'

Sometimes dogs make different barks, so if Miles gets angry and growls, you can still call .speak() with a different sound:

>>> miles.speak("Grrr")

'Miles says Grrr'

One thing to keep in mind about class inheritance is that changes to the parent class automatically propagate to child classes. This occurs as long as the attribute or method being changed isn’t overridden in the child class.

For example, in the editor window, change the string returned by .speak() in the Dog class:

class Dog:

# Leave other attributes and methods as they are

# Change the string returned by .speak()

def speak(self, sound):

return f"{self.name} barks: {sound}"

Save the file and press F5. Now, when you create a new Bulldog instance named jim, jim.speak() returns the new string:

>>>

>>> jim = Bulldog("Jim", 5)

>>> jim.speak("Woof")

'Jim barks: Woof'

However, calling .speak() on a JackRussellTerrier instance won’t show the new style of output:

>>> miles = JackRussellTerrier("Miles", 4)

>>> miles.speak()

'Miles says Arf'

Sometimes it makes sense to completely override a method from a parent class. But in this instance, we don’t want the JackRussellTerrier class to lose any changes that might be made to the formatting of the output string of Dog.speak().

To do this, you still need to define a .speak() method on the child JackRussellTerrier class. But instead of explicitly defining the output string, you need to call the Dog class’s .speak() *inside* of the child class’s .speak() using the same arguments that you passed to JackRussellTerrier.speak().

You can access the parent class from inside a method of a child class by using super():

class JackRussellTerrier(Dog):

def speak(self, sound="Arf"):

return super().speak(sound)

When you call super().speak(sound) inside JackRussellTerrier, Python searches the parent class, Dog, for a .speak() method and calls it with the variable sound.

Update dog.py with the new JackRussellTerrier class. Save the file and press F5 so you can test it in the interactive window:

>>> miles = JackRussellTerrier("Miles", 4)

>>> miles.speak()

'Miles barks: Arf'

Now when you call miles.speak(), you’ll see output reflecting the new formatting in the Dog class.

# Namespaces

We have seen the importance of **objects** in Python. Objects are everywhere! Virtually everything that your Python program creates or acts on is an object.

An **assignment statement** creates a **symbolic name** that you can use to reference an object. The statement x = 'foo' creates a symbolic name x that refers to the string object 'foo'.

In a program of any complexity, you’ll create hundreds or thousands of such names, each pointing to a specific object. How does Python keep track of all these names so that they don’t interfere with one another?

## Namespaces in Python

A namespace is a collection of currently defined symbolic names along with information about the object that each name references. You can think of a namespace as a dictionary in which the keys are the object names and the values are the objects themselves. Each key-value pair maps a name to its corresponding object.

Python uses them extensively. In a Python program, there are four types of namespaces:

1. Built-In
2. Global
3. Enclosing
4. Local

These have differing lifetimes. As Python executes a program, it creates namespaces as necessary and deletes them when they’re no longer needed. Typically, many namespaces will exist at any given time.

### The Built-In Namespace

The **built-in namespace** contains the names of all of Python’s built-in objects. These are available at all times when Python is running. You can list the objects in the built-in namespace with the following command:

>>> dir(\_\_builtins\_\_)

['ArithmeticError', 'AssertionError', 'AttributeError',

'BaseException','BlockingIOError', 'BrokenPipeError', 'BufferError',

'BytesWarning', 'ChildProcessError', 'ConnectionAbortedError',

'ConnectionError', 'ConnectionRefusedError', 'ConnectionResetError',

'DeprecationWarning', 'EOFError', 'Ellipsis', 'EnvironmentError',

'Exception', 'False', 'FileExistsError', 'FileNotFoundError',

'FloatingPointError', 'FutureWarning', 'GeneratorExit', 'IOError',

'ImportError', 'ImportWarning', 'IndentationError', 'IndexError',

'InterruptedError', 'IsADirectoryError', 'KeyError', 'KeyboardInterrupt',

'LookupError', 'MemoryError', 'ModuleNotFoundError', 'NameError', 'None',

'NotADirectoryError', 'NotImplemented', 'NotImplementedError', 'OSError',

'OverflowError', 'PendingDeprecationWarning', 'PermissionError',

'ProcessLookupError', 'RecursionError', 'ReferenceError', 'ResourceWarning',

'RuntimeError', 'RuntimeWarning', 'StopAsyncIteration', 'StopIteration',

'SyntaxError', 'SyntaxWarning', 'SystemError', 'SystemExit', 'TabError',

'TimeoutError', 'True', 'TypeError', 'UnboundLocalError',

'UnicodeDecodeError', 'UnicodeEncodeError', 'UnicodeError',

'UnicodeTranslateError', 'UnicodeWarning', 'UserWarning', 'ValueError',

'Warning', 'ZeroDivisionError', '\_', '\_\_build\_class\_\_', '\_\_debug\_\_',

'\_\_doc\_\_', '\_\_import\_\_', '\_\_loader\_\_', '\_\_name\_\_', '\_\_package\_\_',

'\_\_spec\_\_', 'abs', 'all', 'any', 'ascii', 'bin', 'bool', 'bytearray',

'bytes', 'callable', 'chr', 'classmethod', 'compile', 'complex',

'copyright', 'credits', 'delattr', 'dict', 'dir', 'divmod', 'enumerate',

'eval', 'exec', 'exit', 'filter', 'float', 'format', 'frozenset',

'getattr', 'globals', 'hasattr', 'hash', 'help', 'hex', 'id', 'input',

'int', 'isinstance', 'issubclass', 'iter', 'len', 'license', 'list',

'locals', 'map', 'max', 'memoryview', 'min', 'next', 'object', 'oct',

'open', 'ord', 'pow', 'print', 'property', 'quit', 'range', 'repr',

'reversed', 'round', 'set', 'setattr', 'slice', 'sorted', 'staticmethod',

'str', 'sum', 'super', 'tuple', 'type', 'vars', 'zip']

You’ll see some objects here that you may recognize from previous tutorials—for example, the StopIteration exception, built-in functions like max() and len(), and object types like int and str.

The Python interpreter creates the built-in namespace when it starts up. This namespace remains in existence until the interpreter terminates.

### The Global Namespace

The **global namespace** contains any names defined at the level of the main program. Python creates the global namespace when the main program body starts, and it remains in existence until the interpreter terminates.

Strictly speaking, this may not be the only global namespace that exists. The interpreter also creates a global namespace for any **module** that your program loads with the import statement.

When you see the term global namespace, think of the one belonging to the main program.

### The Local and Enclosing Namespaces

As you learned in functions, the interpreter creates a new namespace whenever a function executes. That namespace is local to the function and remains in existence until the function terminates.

Functions don’t exist independently from one another only at the level of the main program. You can also define one function inside another:

>>> def f():

... print('Start f()')

... def g():

... print('Start g()')

... print('End g()')

... return

... g()

... print('End f()')

... return

...

>>> f()

Start f()

Start g()

End g()

End f()

In this example, function g() is defined within the body of f(). Here’s what’s happening in this code:

* **Lines 1 to 12** define f(), the **enclosing** function.
* **Lines 4 to 7** define g(), the **enclosed** function.
* On **line 15**, the main program calls f().
* On **line 9**, f() calls g().

When the main program calls f(), Python creates a new namespace for f(). Similarly, when f() calls g(), g() gets its own separate namespace. The namespace created for g() is the **local namespace**, and the namespace created for f() is the **enclosing namespace**.

Each of these namespaces remains in existence until its respective function terminates. Python might not immediately reclaim the memory allocated for those namespaces when their functions terminate, but all references to the objects they contain cease to be valid.

## Variable Scope

The existence of multiple, distinct namespaces means several different instances of a particular name can exist simultaneously while a Python program runs. As long as each instance is in a different namespace, they’re all maintained separately and won’t interfere with one another.

But that raises a question: Suppose you refer to the name x in your code, and x exists in several namespaces. How does Python know which one you mean?

The answer lies in the concept of **scope**. The scope of a name is the region of a program in which that name has meaning. The interpreter determines this at runtime based on where the name definition occurs and where in the code the name is referenced.

To return to the above question, if your code refers to the name x, then Python searches for x in the following namespaces in the order shown:

1. **Local**: If you refer to x inside a function, then the interpreter first searches for it in the innermost scope that’s local to that function.
2. **Enclosing**: If x isn’t in the local scope but appears in a function that resides inside another function, then the interpreter searches in the enclosing function’s scope.
3. **Global**: If neither of the above searches is fruitful, then the interpreter looks in the global scope next.
4. **Built-in**: If it can’t find x anywhere else, then the interpreter tries the built-in scope.

This is the **LEGB rule** as it’s commonly called in Python literature (although the term doesn’t actually appear in the Python documentation). The interpreter searches for a name from the inside out, looking in the **l**ocal, **e**nclosing, **g**lobal, and finally the **b**uilt-in scope:
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If the interpreter doesn’t find the name in any of these locations, then Python raises a NameError exception.

**Examples**

Several examples of the LEGB rule appear below. In each case, the innermost enclosed function g() attempts to display the value of a variable named x to the console. Notice how each example prints a different value for x depending on its scope.

**Example 1: Single Definition**

In the first example, x is defined in only one location. It’s outside both f() and g(), so it resides in the global scope:

>>> x = 'global'

>>> def f():

... def g():

... print(x)

... g()

...

>>> f()

global

The print() statement on **line 6** can refer to only one possible x. It displays the x object defined in the global namespace, which is the string 'global'.

**Example 2: Double Definition**

In the next example, the definition of x appears in two places, one outside f() and one inside f() but outside g():

>>> x = 'global'

>>> def f():

... x = 'enclosing'

... def g():

... print(x)

... g()

...

>>> f()

enclosing

As in the previous example, g() refers to x. But this time, it has two definitions to choose from:

* **Line 1** defines x in the global scope.
* **Line 4** defines x again in the enclosing scope.

According to the LEGB rule, the interpreter finds the value from the enclosing scope before looking in the global scope. So the print() statement on **line 7** displays 'enclosing' instead of 'global'.

**Example 3: Triple Definition**

Next is a situation in which x is defined here, there, and everywhere. One definition is outside f(), another one is inside f() but outside g(), and a third is inside g():

>>> x = 'global'

>>> def f():

... x = 'enclosing'

... def g():

... x = 'local'

... print(x)

... g()

...

>>> f()

local

Now the print() statement on **line 8** has to distinguish between three different possibilities:

* **Line 1** defines x in the global scope.
* **Line 4** defines x again in the enclosing scope.
* **Line 7** defines x a third time in the scope that’s local to g().

Here, the LEGB rule dictates that g() sees its own locally defined value of x first. So the print() statement displays 'local'.

**Example 4: No Definition**

Last, we have a case in which g() tries to print the value of x, but x isn’t defined anywhere. That won’t work at all:

>>> def f():

... def g():

... print(x)

... g()

...

>>> f()

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<stdin>", line 6, in f

File "<stdin>", line 4, in g

NameError: name 'x' is not defined

This time, Python doesn’t find x in any of the namespaces, so the print() statement on **line 4** generates a NameError exception.

## Python Namespace Dictionaries

Earlier, when namespaces were first introduced, you were encouraged to think of a namespace as a dictionary in which the keys are the object names and the values are the objects themselves. In fact, for global and local namespaces, that’s precisely what they are! Python really does implement these namespaces as dictionaries.

**Note:** The built-in namespace doesn’t behave like a dictionary. Python implements it as a module.

Python provides built-in functions called globals() and locals() that allow you to access global and local namespace dictionaries.

### The globals() function

The built-in function globals() returns a reference to the current global namespace dictionary. You can use it to access the objects in the global namespace. Here’s an example of what it looks like when the main program starts:

>>> type(globals())

<class 'dict'>

>>> globals()

{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>}

As you can see, the interpreter has put several entries in globals() already. Depending on your Python version and operating system, it may look a little different in your environment. But it should be similar.

Now watch what happens when you define a variable in the global scope:

>>> x = 'foo'

>>> globals()

{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

'x': 'foo'}

After the assignment statement x = 'foo', a new item appears in the global namespace dictionary. The dictionary key is the object’s name, x, and the dictionary value is the object’s value, 'foo'.

You would typically access this object in the usual way, by referring to its symbolic name, x. But you can also access it indirectly through the global namespace dictionary:

>>> x

'foo'

>>> globals()['x']

'foo'

>>> x is globals()['x']

True

The is comparison on **line 6** confirms that these are in fact the same object.

You can create and modify entries in the global namespace using the globals() function as well:

>>> globals()['y'] = 100

>>> globals()

{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

'x': 'foo', 'y': 100}

>>> y

100

>>> globals()['y'] = 3.14159

>>> y

153.14159

The statement on **line 1** has the same effect as the assignment statement y = 100. The statement on **line 12** is equivalent to y = 3.14159.

It’s a little off the beaten path to create and modify objects in the global scope this way when simple assignment statements will do. But it works, and it illustrates the concept nicely.

### The locals() function

Python also provides a corresponding built-in function called locals(). It’s similar to globals() but accesses objects in the local namespace instead:

>>> def f(x, y):

... s = 'foo'

... print(locals())

...

>>> f(10, 0.5)

{'s': 'foo', 'y': 0.5, 'x': 10}

When called within f(), locals() returns a dictionary representing the function’s local namespace. Notice that, in addition to the locally defined variable s, the local namespace includes the function parameters x and y since these are local to f() as well.

If you call locals() outside a function in the main program, then it behaves the same as globals().

**Deep Dive: A Subtle Difference Between globals() and locals()**

There’s one small difference between globals() and locals() that’s useful to know about.

globals() returns an actual reference to the dictionary that contains the global namespace. That means if you call globals(), save the return value, and subsequently define additional variables, then those new variables will show up in the dictionary that the saved return value points to:

1>>> g = globals()

2>>> g

3{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

4'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

5'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

6'g': {...}}

7

8>>> x = 'foo'

9>>> y = 29

10>>> g

11{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

12'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

13'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

14'g': {...}, 'x': 'foo', 'y': 29}

Here, g is a reference to the global namespace dictionary. After the assignment statements on **lines 8 and 9**, x and y appear in the dictionary that g points to.

locals(), on the other hand, returns a dictionary that is a current copy of the local namespace, not a reference to it. Further additions to the local namespace won’t affect a previous return value from locals() until you call it again. Also, you can’t modify objects in the actual local namespace using the return value from locals():

1>>> def f():

2... s = 'foo'

3... loc = locals()

4... print(loc)

5...

6... x = 20

7... print(loc)

8...

9... loc['s'] = 'bar'

10... print(s)

11...

12

13>>> f()

14{'s': 'foo'}

15{'s': 'foo'}

16foo

In this example, loc points to the return value from locals(), which is a copy of the local namespace. The statement x = 20 on **line 6** adds x to the local namespace but *not* to the copy that loc points to. Similarly, the statement on **line 9** modifies the value for key 's' in the copy that loc points to, but this has no effect on the value of s in the actual local namespace.

It’s a subtle difference, but it could cause you trouble if you don’t remember it.

## Modify Variables Out of Scope

Earlier in this series, in the tutorial on user-defined Python functions, you learned that argument passing in Python is a bit like pass-by-value and a bit like pass-by-reference. Sometimes a function can modify its argument in the calling environment by making changes to the corresponding parameter, and sometimes it can’t:

* An **immutable** argument can never be modified by a function.
* A **mutable** argument can’t be redefined wholesale, but it can be modified in place.

A similar situation exists when a function tries to modify a variable outside its local scope. A function can’t modify an immutable object outside its local scope at all:

>>> x = 20

>>> def f():

... x = 40

... print(x)

...

>>> f()

40

>>> x

20

When f() executes the assignment x = 40 on **line 3**, it creates a new local reference to an integer object whose value is 40. At that point, f() loses the reference to the object named x in the global namespace. So, the assignment statement doesn’t affect the global object.

Note that when f() executes print(x) on **line 4**, it displays 40, the value of its own local x. But after f() terminates, x in the global scope is still 20.

A function can modify an object of mutable type that’s outside its local scope if it modifies the object in place:

>>> my\_list = ['foo', 'bar', 'baz']

>>> def f():

... my\_list[1] = 'quux'

...

>>> f()

>>> my\_list

['foo', 'quux', 'baz']

In this case, my\_list is a list, and lists are mutable. f() can make changes inside my\_list even though it’s outside the local scope.

But if f() tries to reassign my\_list entirely, then it will create a new local object and won’t modify the global my\_list:

>>> my\_list = ['foo', 'bar', 'baz']

>>> def f():

... my\_list = ['qux', 'quux']

...

>>> f()

>>> my\_list

['foo', 'bar', 'baz']

This is similar to what happens when f() tries to modify a mutable function argument.

### The global Declaration

What if you really do need to modify a value in the global scope from within f()? This is possible in Python using the global declaration:

>>> x = 20

>>> def f():

... global x

... x = 40

... print(x)

...

>>> f()

40

>>> x

40

The global x statement indicates that while f() executes, references to the name x will refer to the x that is in the global namespace. That means the assignment x = 40 doesn’t create a new reference. It assigns a new value to x in the global scope instead:
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As you’ve already seen, globals() returns a reference to the global namespace dictionary. If you wanted to, instead of using a global statement, you could accomplish the same thing using globals():

>>> x = 20

>>> def f():

... globals()['x'] = 40

... print(x)

...

>>> f()

40

>>> x

40

There isn’t much reason to do it this way since the global declaration arguably makes the intent clearer. But it does provide another illustration of how globals() works.

If the name specified in the global declaration doesn’t exist in the global scope when the function starts, then a combination of the global statement and an assignment will create it:

1>>> y

2Traceback (most recent call last):

3 File "<pyshell#79>", line 1, in <module>

4 y

5NameError: name 'y' is not defined

6

7>>> def g():

8... global y

9... y = 20

10...

11

12>>> g()

13>>> y

1420

In this case, there’s no object named y in the global scope when g() starts, but g() creates one with the global y statement on **line 8**.

You can also specify several comma-separated names in a single global declaration:

>>> x, y, z = 10, 20, 30

>>> def f():

... global x, y, z

...

The intent of the global x statement on **line 3** is to make references to x refer to an object in the global scope. But the print() statement on **line 2** refers to x to prior to the global declaration. This raises a SyntaxError exception.

### The nonlocal Declaration

A similar situation exists with nested function definitions. The global declaration allows a function to access and modify an object in the global scope. What if an enclosed function needs to modify an object in the enclosing scope? Consider this example:

>>> def f():

2... x = 20

3...

4... def g():

5... x = 40

6...

7... g()

8... print(x)

9...

10

11>>> f()

1220

In this case, the first definition of x is in the enclosing scope, not the global scope. Just as g() can’t directly modify a variable in the global scope, neither can it modify x in the enclosing function’s scope. Following the assignment x = 40 on **line 5**, x in the enclosing scope remains 20.

The global keyword isn’t a solution for this situation:

>>> def f():

... x = 20

...

... def g():

... global x

... x = 40

...

... g()

... print(x)

...

>>> f()

20

Since x is in the enclosing function’s scope, not the global scope, the global keyword doesn’t work here. After g() terminates, x in the enclosing scope remains 20.

In fact, in this example, the global x statement not only fails to provide access to x in the enclosing scope, but it also creates an object called x in the global scope whose value is 40:

>>> def f():

... x = 20

...

... def g():

... global x

... x = 40

...

... g()

... print(x)

...

>>> f()

20

>>> x

40

To modify x in the enclosing scope from inside g(), you need the analogous keyword [nonlocal](https://realpython.com/python-keywords/#variable-handling-keywords-del-global-nonlocal). Names specified after the nonlocal keyword refer to variables in the nearest enclosing scope:

1>>> def f():

2... x = 20

3...

4... def g():

5... nonlocal x

6... x = 40

7...

8... g()

9... print(x)

10...

11

12>>> f()

1340

After the nonlocal x statement on **line 5**, when g() refers to x, it refers to the x in the nearest enclosing scope, whose definition is in f() on **line 2**:
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The print() statement at the end of f() on **line 9** confirms that the call to g() has changed the value of x in the enclosing scope to 40.
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