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# Introduction

* Invented in the Netherlands, early 90s by Guido van Rossum
* Named after Monty Python
* Open sourced from the beginning
* Considered a scripting language, but is much more
* Scalable, object oriented and functional from the beginning
* It is also known as an ***interpreted language***
* Used by Google from the beginning
* Increasingly popular

## Primary factors

* Python is object oriented
* Python is very strict about indentation
* Case-sensitive
* Open source
* Portable
* Automatic memory management
* Easy to learn and use

# Installation

* Install VS Code (<https://code.visualstudio.com/>)
* Install Python (<https://www.python.org/downloads>)

Along with the Python extension, you need to install a Python interpreter. Which interpreter you use is dependent on your specific needs, but some guidance is provided below.

**Windows**

Install [Python from python.org](https://www.python.org/downloads/). You can typically use the **Download Python** button that appears first on the page to download the latest version.

**macOS**

The system install of Python on macOS is not supported. Instead, an installation through [Homebrew](https://brew.sh/) is recommended. To install Python using Homebrew on macOS use brew install python3 at the Terminal prompt.

**Note:** On macOS, make sure the location of your VS Code installation is included in your PATH environment variable.

**Linux**

The built-in Python 3 installation on Linux works well, but to install other Python packages you must install pip with [get-pip.py](https://pip.pypa.io/en/stable/installing/#installing-with-get-pip-py).

* Install Python Extension for VS Code
  + Open VS Code and install the extension from:

<https://marketplace.visualstudio.com/items?itemName=ms-python.python>
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* + Once you have a version of Python installed, activate it using the **Python: Select Interpreter** command.
  + If VS Code doesn't automatically locate the interpreter you're looking for, refer to [Environments - Manually specify an interpreter](https://code.visualstudio.com/docs/python/environments#_manually-specify-an-interpreter).
  + You can configure the Python extension through settings. Learn more in the [Python Settings reference](https://code.visualstudio.com/docs/python/settings-reference).
* Verify Python installation
  + python –version
  + py –version
* From the terminal window, create a folder and navigate to that folder
* Open that folder in VS Code
* Create a file named hello.py and add the following code to it and save the file:

msg = "Hello World"

print(msg)

* The Python extension then provides shortcuts to run Python code in the currently selected interpreter (**Python: Select Interpreter** in the Command Palette):
  + In the text editor: right-click anywhere in the editor and select **Run Python File in Terminal**. If invoked on a selection, only that selection is run.
  + In Explorer: right-click a Python file and select **Run Python File in Terminal**.

## Configure and run the debugger

First, set a breakpoint on line 2 of hello.py by placing the cursor on the print call and pressing F9. Alternately, just click in the editor's left gutter, next to the line numbers. When you set a breakpoint, a red circle appears in the gutter.

Next, to initialize the debugger, press F5. Since this is your first time debugging this file, a configuration menu will open from the Command Palette allowing you to select the type of debug configuration you would like for the opened file.

Just select **Python File**, which is the configuration that runs the current file shown in the editor using the currently selected Python interpreter.

**Note**: VS Code uses JSON files for all of its various configurations; launch.json is the standard name for a file containing debugging configurations.

Select the Debug menu from the left panel, from the dropdown at the top, select Add Configuration. This will create a launch,json in the .vscode folder. Once this file is created, you will not be required to select the Python from the dropdown to run the code.

You can also work with variables in the **Debug Console** (*If you don't see it, select****Debug Console****in the lower right area of VS Code, or select it from the****...****menu*). Then try entering the following lines, one by one, at the **>** prompt at the bottom of the console:

msg

msg.capitalize()

msg.split()

## Install and use packages[#](https://code.visualstudio.com/docs/python/python-tutorial#_install-and-use-packages)

Let's now run an example that's a little more interesting. In Python, packages are how you obtain any number of useful code libraries, typically from [PyPI](https://pypi.org/). For this example, you use the matplotlib and numpy packages to create a graphical plot as is commonly done with data science. (Note that matplotlib cannot show graphs when running in the [Windows Subsystem for Linux](https://docs.microsoft.com/windows/wsl/about) as it lacks the necessary UI support.)

Return to the **Explorer** view (the top-most icon on the left side, which shows files), create a new file called standardplot.py, and paste in the following source code:

import matplotlib.pyplot as plt

import numpy as np

x = np.linspace(0, 20, 100) # Create a list of evenly-spaced numbers over the range

plt.plot(x, np.sin(x)) # Plot the sine of each x point

plt.show() # Display the plot

Next, try running the file in the debugger using the "Python: Current file" configuration as described in the last section.

Unless you're using an Anaconda distribution or have previously installed the matplotlib package, you should see the message, **"ModuleNotFoundError: No module named 'matplotlib'"**. Such a message indicates that the required package isn't available in your system.

To install the matplotlib package (which also installs numpy as a dependency), stop the debugger and use the Command Palette to run **Terminal: Create New Integrated Terminal** (Ctrl+Shift+`). This command opens a command prompt for your selected interpreter.

A best practice among Python developers is to avoid installing packages into a global interpreter environment. You instead use a project-specific virtual environment that contains a copy of a global interpreter. Once you activate that environment, any packages you then install are isolated from other environments. Such isolation reduces many complications that can arise from conflicting package versions. To create a virtual environment and install the required packages, enter the following commands as appropriate for your operating system:

1. Create and activate the virtual environment

**Note**: When you create a new virtual environment, you should be prompted by VS Code to set it as the default for your workspace folder. If selected, the environment will automatically be activated when you open a new terminal.

![Virtual environment dialog](data:image/png;base64,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)

**For Windows**

py -3 -m venv .venv

.venv\scripts\activate

If the activate command generates the message "Activate.ps1 is not digitally signed. You cannot run this script on the current system.", then you need to temporarily change the PowerShell execution policy to allow scripts to run (see [About Execution Policies](https://go.microsoft.com/fwlink/?LinkID=135170) in the PowerShell documentation):

Set-ExecutionPolicy -ExecutionPolicy RemoteSigned -Scope Process

**For macOS/Linux**

python3 -m venv .venv

source .venv/bin/activate

1. Select your new environment by using the **Python: Select Interpreter** command from the **Command Palette**.
2. Install the packages

# Don't use with Anaconda distributions because they include matplotlib already.

# macOS

python3 -m pip install matplotlib

# Windows (may require elevation)

python -m pip install matplotlib

# Linux (Debian)

apt-get install python3-tk

python3 -m pip install matplotlib

1. Rerun the program now (with or without the debugger) and after a few moments a plot window appears with the output:
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1. Once you are finished, type deactivate in the terminal window to deactivate the virtual environment.

## Python REPL

REPL = Red-Evaluate-Print Loop

The process is:

1. **Read:** take user input.
2. **Eval:** evaluate the input.
3. **Print:** shows the output to the user.
4. **Loop:** repeat.

REPL is an interactive read-evaluate-print loop (REPL) window for each of your Python environments, which improves upon the REPL you get with python.exe on the command line.

Just open a command prompt and run “python” to open the REPL interactive environment:
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In the window, start entering python code, which will be executed one line at a time, like an interpreter:
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Some more examples:

>>> "hello world"  
'hello world'  
>>>

>>> 128 / 8  
16.0  
>>> 256 \* 4  
1024  
>>>

>>> width = 10  
>>> height = 20  
>>> size = width\*height  
>>> print(size)  
200  
>>>

To quit:

>>> exit()

# Python Identifiers and Keywords

## Keywords

* The keywords are some predefined and reserved words in python that have special meaning. Keywords are used to define the syntax of the coding.
* The keyword cannot be used as an identifier, function, and variable name.
* All the keywords in python are written in lower case expect True and False.
* There are 33 keywords in Python 3.7, let’s go through all of them one by one.

| **No.** | **Keywords** | **Description** |
| --- | --- | --- |
| 1 | **and** | This is a logical operator it returns true if both the operands are true else return false. |
| 2 | **Or** | This is also a logical operator it returns true if anyone operand is true else return false. |
| 3 | **not** | This is again a logical operator it returns True if the operand is false else return false. |
| 4 | **if** | This is used to make a conditional statement. |
| 5 | **elif** | Elif is a condition statement used with if statement the elif statement is executed if the previous conditions were not true |
| 6 | **else** | Else is used with if and elif conditional statement the else block is executed if the given condition is not true. |
| 7 | **for** | This is created for a loop. |
| 8 | **while** | This keyword is used to create a while loop. |
| 9 | **break** | This is used to terminate the loop. |
| 10 | **as** | This is used to create an alternative. |
| 11 | **def** | It helps us to define functions. |
| 12 | **lambda** | It used to define the anonymous function. |
| 13 | **pass** | This is a null statement that means it will do nothing. |
| 14 | **return** | It will return a value and exit the function. |
| 15 | **True** | This is a boolean value. |
| 16 | **False** | This is also a boolean value. |
| 17 | **try** | It makes a try-except statement. |
| 18 | **with** | The with keyword is used to simplify exception handling. |
| 19 | **assert** | This function is used for debugging purposes. Usually used to check the correctness of code |
| 20 | **class** | It helps us to define a class. |
| 21 | **continue** | It continues to the next iteration of a loop |
| 22 | **del** | It deletes a reference to an object. |
| 23 | **except** | Used with exceptions, what to do when an exception occurs |
| 24 | **finally** | Finally is use with exceptions, a block of code that will be executed no matter if there is an exception or not. |
| 25 | **from** | The form is used to import specific parts of any module. |
| 26 | **global** | This declares a global variable. |
| 27 | **import** | This is used to import a module. |
| 28 | **in** | It’s used to check if a value is present in a list, tuple, etc, or not. |
| 29 | **is** | This is used to check if the two variables are equal or not. |
| 30 | **None** | This is a special constant used to denote a null value or avoid. It’s important to remember, 0, any empty container(e.g empty list) do not compute to None |
| 31 | **nonlocal** | It’s declared a non-local variable. |
| 32 | **raise** | This raises an exception |
| 33 | **yield** | It’s ends a function and returns a generator. |

## Identifiers

An identifier is a name used to identify a variable, function, class, module, etc. The identifier is a combination of character digits and underscore. The identifier should start with a character or Underscore then use digit. The characters are A-Z or a-z,a UnderScore ( \_ ) and digit (0-9). we should not use special characters ( #, @, $, %, ! ) in identifiers.

**Examples of valid identifiers:**

var1

\_var1

\_1\_var

var\_1

**Examples of invalid identifiers:**

!var1

1var

1\_var

var#1

**Example of and, or, not, True, False keywords:**

print("example of True, False, and, or not keywords")

#  compare two operands using and operator

print(True and True)

# compare two operands using or operator

print(True or False)

# use of not operator

print(not False)

**Example of a break, continue.**

# execute for loop

for i in range(1, 11):

    # print the value of i

    print(i)

    # check the value of i is less then 5

    # if i lessthen 5 then continue loop

    if i < 5:

        continue

    # if i greather then 5 then break loop

    else:

        break

**Example of for, in, if, elif and else keyword:**

# run for loop

for t in range(1, 5):

  # print one of t ==1

    if t == 1:

        print('One')

   # print two if t ==2

    elif t == 2:

        print('Two')

    else:

        print('else block execute')

**Example of def, if and else keywords:**

# define GFG() function using def keyword

def GFG():

    i=20

    # check i is odd or not

    # using if and else keyword

    if(i % 2 == 0):

        print("given number is even")

    else:

        print("given number is odd")

# call GFG() function

GFG()

**Example try, except, raise:**

def fun(num):

    try:

        r = 1/num

    except:

        print('Exception raised.')

        return

    return r

print(fun(10))

print(fun(0))

**Example of a lambda keyword:**

# define an anonymous using lambda keyword

# this lambda function increment the value of b

a = lambda b: b+1

# run a for loop

for i in range(1, 6):

    print(a(i))

**Use of return keyword:**

# define a function

def fun():

  # declare a variable

    a = 5

    # return the value of a

    return a

# call fun method and store

# it's return value in a variable

t = fun()

# print the value of t

print(t)

**Use of a del keyword:**

# create a list

l = ['a', 'b', 'c', 'd', 'e']

# print list before using del keyword

print(l)

del l[2]

# print list after using del keyword

print(l)

**Use of global keyword:**

# declare a variable

gvar = 10

# create a function

def fun1():

  # print the value of gvar

    print(gvar)

# declare fun2()

def fun2():

  # declare global value gvar

    global gvar

    gvar = 100

# call fun1()

fun1()

# call fun2()

fun2()

**Example of yield keyword:**

def Generator():

    for i in range(6):

        yield i+1

t = Generator()

for i in t:

    print(i)

**Example of assert keyword:**

def sumOfMoney(money):

    assert len(money) != 0,"List is empty."

    return sum(money)

money = []

print("sum of money:",sumOfMoney(money))

# Python Simple and Compound Statements

We write code blocks in Python and each code block contains sequence of statements. We classified these statements as simple and compound statements. Python program contains collection of these statements; assignments, expressions, computations, functions, loops etc.

## Simple Statements

The statements which are meant for simple operations and mostly written in a single logical line of code.

**For example**, assignment statements are simple statements.

x = 10

which means, we are assigning a value “10” to the variable “x”. This we call as simple statement.

The computation statements (expression statements) also we call simple statements; these statements will compute or calculate some expressions and return the results.

**For example**, x = (10 + 15) is an expression statement.

Other than Assignment and Expression statements; the statements below also we called as Simple Statements: These are the statements formed with Python keyword(s); some of them are break, continue, return and import.

* **break** Statement – We use ***break*** statement, to bypass the execution of the statements which are defined after the break statement. The execution control will go to end of the Compound Statement. Usually we use this statement, within the Compound Statements.
* **continue** statement – **continue** statement is used to skip the statements execution which are defined after this statement. The execution control will go to the beginning of the Compound Statement. These statements also usually use with the Compound Statements.
* Have you noticed the difference between break & continue statements? Control execution will go to the beginning of the Compound Statement when we use continue; where as for break, the control execution will go to end of the Compound Statement.
* **return** statement -We use **return** statements within the function to return from the function with or without a value.
* **import** statement – To import code modules to current namespace, we use **import** statement. Usually, we write these statements at the beginning of the Program code.

## Compound Statements

A compound statement is a statement comprise of group of statements. The compound statements are usually executed, when a condition satisfies or a code block is called directly or through a function call. Compound Statements are spread into multiple logical lines; but aligned them into a particular group.

Class definitions and Function definitions are Compound Statements

Other Compound Statements are:

* The conditional statement – The if statement
* The statements which are grouped with in the Conditional Compound Statement (**The if statement**) are going to execute when the particular condition is satisfied.
* Condition Loop Statements – The for statement AND the while statement
* **for** statement is used to iterate through the elements of a sequence; whereas the statements within the **while** statement are going to execute when the condition is satisfied.
* Using **while** statement also we can iterate through the elements of a sequence; but we need to write additional code to do this; whereas **for**statement syntax by default supports this.
* An Exception Handler – The try statement
* The group of statements with-in **try** are block are going to execute when an exception occurs.

Putting all together the statements; the complete code looks like below:

|  |
| --- |
| #stmts\_example.py |
|  |
| # import statement |
| import math |
|  |
| x = 100 |
| index = 1 |
|  |
| # Display PI value |
| print("PI Value:\n", math.pi) |
|  |
| # conditional statement - The if statement |
| if ( x == 100 ): |
| x = x / 4 |
| print("\nThe result of (100/4) is:\n", x) |
|  |
|  |
| # The for statement |
| print("\n-- The for statement --\n") |
| print("Elements in the sequence are:") |
| sequence = [1, 2, 3, 4, 5] |
| for element in sequence: |
| print(element) |
|  |
|  |
| # The while statement |
| print("\n-- The while statement --\n") |
| print("Print only EVEN numbers:") |
| while(index < x): |
| if( ( index % 2 ) == 0 ): |
| print(index) |
|  |
| index = index + 1 |
|  |
| # The break & continue statements |
| print("\n-- The break & continue statements --\n") |
| print("Enter any value (0 - exit):") |
| while(1): |
| n = int(input()) |
| if ( n == 0 ): |
| break |
|  |
| # skip EVEN numbers to print |
| if( ( n % 2 ) == 0 ): |
| continue |
|  |
| print("You ENTERED the NUMBER : ", n) |
|  |
|  |
| # The try statement |
| print("-- The try statement --") |
| try: |
| div\_by\_0 = (1 / 0) |
| except: |
| print("Hurray!!! we caught, Divide / 0 Error") |

# Python Values, Types and Variables

## Values and types

* A value is one of the most basic things in any program works with.
* A value may be characters i.e., ‘Hello, World!’ or a number like 1,2.2 ,3.5 etc.
* Values belong to different types: 1 is an integer, 2 is a float and ‘Hello, World!’ is a string etc.

**Numbers:**

Python supports 3 types of numbers: integers, float and complex number. If you want to know  what type a value has you can use type() function. Paste the following code and click the run button to check the output.

print(type(1))  
print(type(2.2))  
print(type(complex(2,3)))

**Strings:**

Strings are defined either with a single quote or a double quotes. The difference between the two is that using double quotes makes it easy to include apostrophes.

print(type('Hello World'))  
print(type("Today's News Paper"))

**Variables:**

A variable is nothing but a name that refers to a value. An assignment statement creates new variables and gives them values.

name="Mr. XYZ"  
id=123  
height=165.5

print(name)  
print(id)  
print(height)

The type of a variable means the type of the value it refers to.

print(type(name))  
print(type(id))  
print(type(height))

You can do assignments on more than one variable “simultaneously” on the same line like the following code.

a, b, c = "Make", "Me", "Analyst"  
d=a+b+c  
print(d)

## Python Built-in Data Types

Python has the following data types built-in by default, in these categories:

|  |  |
| --- | --- |
| **Text Type:** | str |
| **Numeric Types:** | int, float, complex |
| **Sequence Types:** | list, tuple, range |
| **Mapping Type:** | dict |
| **Set Types:** | set, frozenset |
| **Boolean Type:** | bool |
| **Binary Types:** | bytes, bytearray, memoryview |

### Getting the Data Type

You can get the data type of any object by using the type() function:

Example: Print the data type of the variable x:

x = 5

print(type(x))

### Setting the Data Type

In Python, the data type is set when you assign a value to a variable:

|  |  |
| --- | --- |
| **Example** | **Data Type** |
| x = "Hello World" | str |
| x = 20 | int |
| x = 20.5 | float |
| x = 1j | complex |
| x = ["apple", "banana", "cherry"] | list |
| x = ("apple", "banana", "cherry") | tuple |
| x = range(6) | range |
| x = {"name" : "John", "age" : 36} | dict |
| x = | set |
| x = frozenset({"apple", "banana", "cherry"}) | frozenset |
| x = True | bool |
| x = b"Hello" | bytes |
| x = bytearray(5) | bytearray |
| x = memoryview(bytes(5)) | memoryview |

# Python Statements

Statements are instructions or piece of codes that Python interpreter can execute. We have already seen two kinds of statements: print and assignment. There are other kinds of statements like if statement, for statement, while statement etc.

When you type a statement, the interpreter executes it and displays the result, if something is there. If you write a script it usually contains a sequence of statements. If there is more than one statement, the results appear one at a time as the statements execute one by one.

print(100)  
x = 200  
y=400  
z=x+y  
print(z)

## Multi-line statement

In Python, end of a statement is marked by a newline character. But You can write a statement with multiple lines using character (\). Check the following example.

st = "I " + "am" + " Mr." + \  
" X."+" I live in " \  
"city Y."

print(st)

Line continuation is implied inside parentheses ( ), brackets [ ] and braces { } in Python. This is called explicit line continuation. For example, you can write the above multi-line statement as the following code.

st = ("I " + "am" + " Mr." +  
" X."+" I live in "  
"city Y.")

print(st)

In Python, end of a statement is marked by a newline character. But You can write a statement with multiple lines using character (\). Check the following example. You can use [ ] and { } for the same purpose described above.

st = ["I " + "am " + "Mr. " +  
" X."+" I live in "+  
"city Y"]  
print(st)

You can write multiple statements in a single line using semicolons, as following example.

x= 100; y = 200; c = x\*y

print(c)

## Python : Indentation

One of the most distinctive features of Python is its use of certain indentation style to mark blocks of code. Once you are wrting python code just be careful of few things:

* In Python white spaces are important!
* The indentation is important!
* If you write program that is not correctly indented, it shows either errors or does not give result what you want!
* Python is case sensitive!
* You can’t safely mix tabs and spaces in Python

Normally, we use tabs or four whitespaces for indentation.

smallest\_so\_far = 50

for the\_num in [9, 41, 12, 3, 74, 15] :

if the\_num < smallest\_so\_far :

smallest\_so\_far = the\_num

print (smallest\_so\_far)

# Python Operators and Expressions

Operators are special symbols that are useful for doing computations like addition, subtraction, multiplication, division, and exponentiation etc. The operators are always applied to some values which are called operands.

Python has so many built-in operators to perform different arithmetic and logical operations. There are 7 main types of operators in Python.

1. Arithmetic Operators
2. Relational Operators
3. Logical Operators
4. Bitwise Operators
5. Assignment operators
6. Identity operators
7. Membership operators

## Arithmetic Operators
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**Examples:**

print(35/6)

print(3.14\*10)

print(10+41)

print(10%4)

print(5\*\*2)

(5+9)\*(15-7)

## Relational Operators

Below table shows the relational operators in Python. These operators are used to compare values.
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**Examples:**

a=10

b=10

print(a<b)

print(a>b)

print(a==b)

print(a<=b)

print(a>=b)

## Bitwise Operators

Bitwise operators act on operands bit by bit as if they are string of binary digits.
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**Examples:**

a=1

b=2

print(a&b)

print(a|b)

print(a^b)

print(~a)

print(a<<b)

print(a>>b)

## Assignment operators

In Python, we use Assignment operators to assign values to variables. Following table covers all assignment operators available in Python.
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## Identity operators

There two identity operators in Python are is and is not. we use Identity Operators to compare the memory location of two objects.
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**Examples:**

a = 2

b=7

print(a is not b)

print(a is b)

x=[1,2,3]

y=[1,2,3]

print(x is y)

## Membership Operators

In Python, there are operators that are mainly useful to test for membership in a sequence such as lists, strings or tuples. Operators test for membership in a sequence such as lists, strings, tuples, set and dictionary.
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**Examples:**

a=[1,2,3,4]

b=3

print(b in a)

x="Make Me Analyst"

y="Analyst"

print(y in x)

print(y not in x)

## Expressions

An expression is a combination of values, variables, and operators. A value all by itself is considered an expression, and so is a variable, so the following are all legal expressions:

## Order of operations

If more than one operator appears in an expression, the order of evaluation depends on the rules of precedence. For mathematical operators, Python follows mathematical convention. The acronym **PEMDAS** is a useful way to remember the rules:

1. Parentheses have the highest precedence. It can be used to force an expression to evaluate in the order you want. Since expressions in parentheses are evaluated first, 2 \* (3-1) is 4, and (1+1)\*\*(5-2) is 8. You can also use parentheses to make an expression easier to read, as in (minute \* 100) / 60, even if it doesn’t change the result.
2. Exponentiation has the next highest precedence, so 2\*\*1+1 is 3, not 4, and 3\*1\*\*3 is 3, not 27.
3. Multiplication and Division have the same precedence, which is higher than Addition and Subtraction, which also have the same precence. So 2\*3-1 is 5, not 4, and 6+4/2 is 8, not 5.
4. Operators with the same precedence are evaluated from left to right. So the expression 5-3-1 is 1, not 3, because the 5-3 happens first and thened 1 is subtracted from 2.

When you have doubt, always put parentheses in your expressions to make sure the computations are performed in the order you intend.

## String operations:

The + operator works perfectly with strings, but keep in mind that it is not addition in the mathematical sense.Actuallly, it performs concatenation, which means joining the strings by linking them end to end. For example:

name="Mr. X"

age="30"

s="I am "+ name + "."+ "My age is "+ age

print(s)

# Take Input from User in Python

Sometimes you would like to take input for a particular variable from the user via keyboard. In python, **input()** function is a built-in function for taking input from user. When this function is called, the program stops and waits for receiving a input. When the user presses Return or Enter, the program resumes and input returns what the user typed as a string.

i = input()  
print(i)

**Output:**

>>> input = input()  
MakeMeAnalyst  
>>> print(input)  
MakeMeAnalyst  
>>>

It is a better to print a prompt telling the user what is the input they should enter . You can pass a string to input to be displayed to the user before pausing for input:

>>> name = input('Enter your name?\n')  
Enter your name?  
Mr. X  
>>> print(name)  
Mr. X  
>>>

The sequence \n at the end of the prompt represents a newline, which is a special character that causes a line break. That’s why the user’s input appears below the prompt.

## Take an integer as an Input

If you expect the user to type an integer, you can try to convert the return value to int using the int() function:

prompt = 'What is your age?\n'  
i=input(prompt)  
print(i)  
print(type(i)) #It returns a string  
i=int(i) #Convert it to integer.  
print(i)

**Output:**

>>>  
What is your age?  
30  
30  
<class ‘str’>  
30  
>>>

# Python Comments

In Python, comments start with the # symbol.

x = 10 # assign 10 to x

print("Value of x is:",x) #print value of x

## Multi-line comments

If you want comments that extend multiple lines, one way of doing it is to put hash (#) in the beginning of each line. For example:

#Here is an example of  
#multi-lines comments  
#in python.

Other way of doing the same multi-line comments just putting triple quotes, either ''' or """.

"""Here is an example of  
multi-lines comments  
in python."""

OR

'''Here is an example of  
multi-lines comments  
in python.'''

## Docstring in Python

Python documentation strings (or docstrings) provide a convenient way of associating documentation with Python modules, functions, classes, and methods. An object’s docstring is defined by including a string constant as the first statement in the object’s definition. For example, the following function defines a docstring:

def my\_fun():

"""Take two numbers as input

and print the sum of the two numbers.

"""

a=10

b=20

c=a+b

print(c)

print(my\_fun.\_\_doc\_\_)

my\_fun()

## Declaration of docstrings

The following Python file shows the declaration of docstrings within a python source file:

"""

Assuming this is file called test.py, then this string is

first statement in the file. This will become the "test" module's

docstring when the file is imported.

"""

class TestClass(object):

"""The test class's docstring"""

def test\_method(self):

"""The test method's docstring"""

def test\_function():

"""The test function's docstring"""

import test  
help(test)  
help(test.TestClass)  
help(test.TestClass.test\_method)  
help(test.test\_function)

**Output:**

>>> import test  
>>> help(test)  
Help on module test:

NAME  
test

DESCRIPTION  
Assuming this is file called test.py, then this string is  
first statement in the file. This will become the “test” module’s  
docstring when the file is imported.

>>> help(test.TestClass.test\_method)  
Help on class TestClass in module test:

>>> help(test.test\_function)  
Help on function test\_method in module test:

# Python Conditional Execution

## if Statement

When we write programs, we almost always need the ability to check conditions and change the behavior of the program accordingly. The simplest form is the if statement. The boolean expression after the if statement is called the condition. We end the if statement with a colon character (:) and the line(s) after the if statement are indented. Check the following example.

x=10  
if x > 0 :

print('x is positive')

## Alternative execution: if-else Statement

A second form of the if statement is alternative execution.,In this case there are two possibilities and the condition determines which one gets executed. The syntax looks like this:

x=11

if x%2 == 0 :

    print('x is even')

else :

    print('x is odd')

## Chained conditionals: if…elif…else

Sometimes there are more than two possibilities. Therefore you need more than two branches. One way to express a computation like that is a chained conditional like below:

a=10

b=20

if a < b:

print('a is less than b')

elif a > b:

print('a is greater than b')

else:

print('a and b are equal')

There is no limit on the number of elif statements. If there is an else clause, it has to be at the end, but there doesn’t have to be one.

a=10

b=20

if a < b:

print('a is less than b')

elif a > b:

print('a is greater than b')

elif a==b:

print('a and b are equal')

## Nested conditionals

One conditional can also be nested within another. You could have written the three-branch example like this:

a=20  
b=10  
if a == b:

print('a and b are equal')

else:

if a < b:

print('a is less than b')

else:

print('a is greater than b')

## Catching exceptions using try and except

There is a conditional execution structure built into Python to handle certain types of expected and unexpected errors called “try / except”. The idea of try and except is that you know that some sequence of instruction(s) may have a problem and you want to add some statements to be executed if an error occurs. These extra statements (the except block) are ignored if there is no error. Lets consider the following the example:

i=int(input("Enter a number\n"))  
print(i)

For the above code if you don’t enter any number just hit enter without giving any input then you will get an error like this:

Traceback (most recent call last):  
File “<pyshell#4>”, line 1, in <module>  
i=int(input(“Enter a number\n”))  
ValueError: invalid literal for int() with base 10: ”

Python starts by executing the sequence of statements in the try block. If all goes well, it skips the except block and proceeds. If an exception occurs in the try block, Python jumps out of the try block and executes the sequence of statements in the except block.

try:

i=int(input("Enter a number\n"))

print(i)

except:

print("Please enter a number")

**Output:**

>>>

Enter a number

Please enter a number  
>>>

# Python Functions

Functions can reduce the program smaller by eliminating repetitive code. Any point of time, if you make a change, you just change it in one place. SO, creating function allows to name a group of statements, which makes your program easier to read, understand, and debug.  Basically, when you define a function, you specify the name and the sequence of statements. Later, you can “call” the function by name. We have already seen one example of a function call:

>> type(10)  
<class 'int'>

Here the name of the function is type. The expression in parentheses is called the argument of the function. The argument is a value or variable that we are passing into the function as input to the function. The result, for the type function, is the type of the argument. A function may “returns” a result. The result is called the return value.

## Define function and function call

def is a keyword that indicates that this is a function definition. A function definition specifies the name of a new function and the sequence of statements that execute when the function is called. Here is an example:

def print\_myname():

print("I'm Mr. K.")

print('I am from city Y.')

Here is the syntax for calling them:

print(print\_myname)  
print(type(print\_myname))  
print\_myname()

### Abstraction and Reusability

The **abstraction of functionality** into a function definition is an example of the Don’t Repeat Yourself (DRY) Principle of software development. This is arguably the strongest motivation for using functions.

### Modularity

Functions allow **complex processes** to be broken up into smaller steps. Imagine, for example, that you have a program that reads in a file, processes the file contents, and then writes an output file. Your code could look like this:

# Main program

# Code to read file in

<statement>

<statement>

<statement>

<statement>

# Code to process file

<statement>

<statement>

<statement>

<statement>

# Code to write file out

<statement>

<statement>

<statement>

<statement>

In this example, the main program is a bunch of code strung together in a long sequence, with whitespace and comments to help organize it. However, if the code were to get much lengthier and more complex, then you’d have an increasingly difficult time wrapping your head around it.

Alternatively, you could structure the code more like the following:

def read\_file():

# Code to read file in

<statement>

<statement>

<statement>

<statement>

def process\_file():

# Code to process file

<statement>

<statement>

<statement>

<statement>

def write\_file():

# Code to write file out

<statement>

<statement>

<statement>

<statement>

# Main program

read\_file()

process\_file()

write\_file()

This example is **modularized**. Instead of all the code being strung together, it’s broken out into separate functions, each of which focuses on a specific task. Those tasks are read, process, and write. The main program now simply needs to call each of these in turn.

### Namespace Separation

A **namespace** is a region of a program in which **identifiers** have meaning (*more about namespaces a bit later*). As you’ll see below, when a Python function is called, a new namespace is created for that function, one that is distinct from all other namespaces that already exist.

The practical upshot of this is that variables can be defined and used within a Python function even if they have the same name as variables defined in other functions or in the main program. In these cases, there will be no confusion or interference because they’re kept in separate namespaces.

This means that when you write code within a function, you can use variable names and identifiers without worrying about whether they’re already used elsewhere outside the function. This helps minimize errors in code considerably.

## Parameters and Arguments

Inside the function, the arguments are assigned to variables called parameters. Here is an example of a user-defined function that takes an argument:

def add(a, b):

add1 = a + b

return add1

x = add(3, 5)

print(x)

## Built-in Functions in Python

Python provides a number of important built-in functions. Those built-in functions can be used without providing the function definition. Few examples are given below.

print(max(1,2,3,4,5))  
print(min(1,2,3,4,5))  
print(len("Hi! I am Mr. K"))

## Type Conversion Functions

Sometimes you need to convert values from one type to another. Python also provides built-in functions for that. For example, The int function takes any value and converts it to an integer, if it can, or give errors otherwise:

print(int('10'))

print(int("Hello! I am Mr. K")) # You will get ValueError for this.

print(int(1.99999))

float converts integers and strings to floating-point numbers:

print(float(12))

print(float('2.190'))

Similarly, str converts its argument to a string:

print(str(12))

print(str(2.1))

## Random Numbers

To create random numbers in python you can use random() function which returns a random float between 0.0 and 1.0 (including 0.0 but not 1.0). Each time you call random, you get the next number in a long series.

Check the following example to produce 5 random numbers.

import random

for i in range(5):

x = random.random()

print(x)

## randint() Function in Python

There is another function called randint which takes the parameters low and high, and returns an integer between low and high (including both).

random.randint(5, 10)

random.randint(15, 20)

## choice() Function in Python

To choose an element from a sequence at random, you can use choice:

t = [1, 2, 3,4,5]

random.choice(t)

## Math functions in Python

Python provides math module for mathematical functions. Before you can use the module, you have to import it:

import math  
print(math.pi)  
print(math.sqrt(16) / 4.0)  
print(math.sin(90))

## Positional Arguments

The most straightforward way to pass arguments to a Python function is with **positional arguments** (also called **required arguments**). In the function definition, you specify a comma-separated list of parameters inside the parentheses:

>>> def f(qty, item, price):

... print(f'{qty} {item} cost ${price:.2f}')

...

When the function is called, you specify a corresponding list of arguments:

>>> f(6, 'bananas', 1.74)

6 bananas cost $1.74

The parameters (qty, item, and price) behave like **variables** that are defined locally to the function. When the function is called, the arguments that are passed (6, 'bananas', and 1.74) are **bound** to the parameters in order, as though by variable assignment.

In some programming texts, the parameters given in the function definition are referred to as **formal parameters**, and the arguments in the function call are referred to as **actual parameters:**
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Although positional arguments are the most straightforward way to pass data to a function, they also afford the least flexibility. For starters, the **order** of the arguments in the call must match the order of the parameters in the definition. There’s nothing to stop you from specifying positional arguments out of order, of course:

>>> f('bananas', 1.74, 6)

bananas 1.74 cost $6.00

The function may even still run, as it did in the example above, but it’s very unlikely to produce the correct results. It’s the responsibility of the programmer who defines the function to [document](https://realpython.com/documenting-python-code/) what the **appropriate arguments** should be, and it’s the responsibility of the user of the function to be aware of that information and abide by it.

With positional arguments, the arguments in the call and the parameters in the definition must agree not only in order but in **number** as well. That’s the reason positional arguments are also referred to as required arguments. You can’t leave any out when calling the function:

>>> # Too few arguments

>>> f(6, 'bananas')

Traceback (most recent call last):

File "<pyshell#6>", line 1, in <module>

f(6, 'bananas')

TypeError: f() missing 1 required positional argument: 'price'

Nor can you specify extra ones:

>>> # Too many arguments

>>> f(6, 'bananas', 1.74, 'kumquats')

Traceback (most recent call last):

File "<pyshell#5>", line 1, in <module>

f(6, 'bananas', 1.74, 'kumquats')

TypeError: f() takes 3 positional arguments but 4 were given

Positional arguments are conceptually straightforward to use, but they’re not very forgiving. You must specify the same number of arguments in the function call as there are parameters in the definition, and in exactly the same order. In the sections that follow, you’ll see some argument-passing techniques that relax these restrictions.

## Keyword Arguments

When you’re calling a function, you can specify arguments in the form <keyword>=<value>. In that case, each <keyword> must match a parameter in the Python function definition. For example, the previously defined function f() may be called with **keyword arguments** as follows:

>>> f(qty=6, item='bananas', price=1.74)

6 bananas cost $1.74

Referencing a keyword that doesn’t match any of the declared parameters generates an exception:

>>> f(qty=6, item='bananas', cost=1.74)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: f() got an unexpected keyword argument 'cost'

Using keyword arguments lifts the restriction on argument order. Each keyword argument explicitly designates a specific parameter by name, so you can specify them in any order and Python will still know which argument goes with which parameter:

>>> f(item='bananas', price=1.74, qty=6)

6 bananas cost $1.74

Like with positional arguments, though, the number of arguments and parameters must still match:

>>> # Still too few arguments

>>> f(qty=6, item='bananas')

Traceback (most recent call last):

File "<pyshell#16>", line 1, in <module>

f(qty=6, item='bananas')

TypeError: f() missing 1 required positional argument: 'price'

So, keyword arguments allow flexibility in the order that function arguments are specified, but the number of arguments is still rigid.

You can call a function using both positional and keyword arguments:

>>> f(6, price=1.74, item='bananas')

6 bananas cost $1.74

>>> f(6, 'bananas', price=1.74)

6 bananas cost $1.74

When positional and keyword arguments are both present, all the positional arguments must come first:

>>> f(6, item='bananas', 1.74)

SyntaxError: positional argument follows keyword argument

Once you’ve specified a keyword argument, there can’t be any positional arguments to the right of it.

## Default Parameters

If a parameter specified in a Python function definition has the form <name>=<value>, then <value> becomes a default value for that parameter. Parameters defined this way are referred to as **default or optional parameters**. An example of a function definition with default parameters is shown below:

>>> def f(qty=6, item='bananas', price=1.74):

... print(f'{qty} {item} cost ${price:.2f}')

...

When this version of f() is called, any argument that’s left out assumes its default value:

>>> f(4, 'apples', 2.24)

4 apples cost $2.24

>>> f(4, 'apples')

4 apples cost $1.74

>>> f(4)

4 bananas cost $1.74

>>> f()

6 bananas cost $1.74

>>> f(item='kumquats', qty=9)

9 kumquats cost $1.74

>>> f(price=2.29)

6 bananas cost $2.29

In summary:

* **Positional arguments** must agree in order and number with the parameters declared in the function definition.
* **Keyword arguments** must agree with declared parameters in number, but they may be specified in arbitrary order.
* **Default parameters** allow some arguments to be omitted when the function is called.

## Mutable Default Parameter Values

Things can get weird if you specify a default parameter value that is a **mutable object**. Consider this Python function definition:

>>> def f(my\_list=[]):

... my\_list.append('###')

... return my\_list

...

f() takes a single list parameter, appends the string '###' to the end of the list, and returns the result:

>>> f(['foo', 'bar', 'baz'])

['foo', 'bar', 'baz', '###']

>>> f([1, 2, 3, 4, 5])

[1, 2, 3, 4, 5, '###']

The default value for parameter my\_list is the empty list, so if f() is called without any arguments, then the return value is a list with the single element '###':

>>> f()

['###']

Everything makes sense so far. Now, what would you expect to happen if f() is called without any parameters a second and a third time? Let’s see:

>>> f()

['###', '###']

>>> f()

['###', '###', '###']

Oops! You might have expected each subsequent call to also return the singleton list ['###'], just like the first. Instead, the return value keeps growing. What happened?

In Python, default parameter values are **defined only once** when the function is defined (that is, when the def statement is executed). The default value isn’t re-defined each time the function is called. Thus, each time you call f() without a parameter, you’re performing [.append()](https://realpython.com/python-append/) on the same list.

You can demonstrate this with id():

>>> def f(my\_list=[]):

... print(id(my\_list))

... my\_list.append('###')

... return my\_list

...

>>> f()

140095566958408

['###']

>>> f()

140095566958408

['###', '###']

>>> f()

140095566958408

['###', '###', '###']

The **object identifier** displayed confirms that, when my\_list is allowed to default, the value is the same object with each call. Since lists are mutable, each subsequent .append() call causes the list to get longer. This is a common and pretty well-documented pitfall when you’re using a mutable object as a parameter’s default value. It potentially leads to confusing code behavior, and is probably best avoided.

As a workaround, consider using a default argument value that signals **no argument has been specified**. Most any value would work, but [None](https://realpython.com/null-in-python/) is a common choice. When the sentinel value indicates no argument is given, create a new empty list inside the function:

>>> def f(my\_list=None):

... if my\_list is None:

... my\_list = []

... my\_list.append('###')

... return my\_list

...

>>> f()

['###']

>>> f()

['###']

>>> f()

['###']

>>> f(['foo', 'bar', 'baz'])

['foo', 'bar', 'baz', '###']

>>> f([1, 2, 3, 4, 5])

[1, 2, 3, 4, 5, '###']

Note how this ensures that my\_list now truly defaults to an empty list whenever f() is called without an argument.

## Pass-By-Value vs Pass-By-Reference

In programming language design, there are two common paradigms for passing an argument to a function:

1. **Pass-by-value:** A copy of the argument is passed to the function.
2. **Pass-by-reference:** A reference to the argument is passed to the function.

Other mechanisms exist, but they are essentially variations on these two.

In many programming languages, the following are essentially the distinction between pass-by-value and pass-by-reference:

* **If a variable is passed by value,** then the function has a copy to work on, but it can’t modify the original value in the calling environment.
* **If a variable is passed by reference,** then any changes the function makes to the corresponding parameter will affect the value in the calling environment.

The reason why comes from what a **reference** means in these languages. Variable values are stored in memory. In Pascal and similar languages, a reference is essentially the address of that memory location, as demonstrated below:
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In the diagram on the left, x has memory allocated in the main program’s namespace. When f() is called, x is **passed by value**, so memory for the corresponding parameter fx is allocated in the namespace of f(), and the value of x is copied there. When f() modifies fx, it’s this local copy that is changed. The value of x in the calling environment remains unaffected.

In the diagram on the right, x is **passed by reference**. The corresponding parameter fx points to the actual address in the main program’s namespace where the value of x is stored. When f() modifies fx, it’s modifying the value in that location, just the same as if the main program were modifying x itself.

### Pass-By-Value vs Pass-By-Reference in Python

Are parameters in Python pass-by-value or pass-by-reference? The answer is they’re neither, exactly. That’s because a reference doesn’t mean quite the same thing in Python as it does in Pascal.

Recall that in Python, every piece of data is an **object**. A reference points to an object, not a specific memory location. That means assignment isn’t interpreted the same way in Python as it is in Pascal. Consider the following pair of statements in Pascal:

x := 5

x := 10

These are interpreted this way:

* **The variable x** references a specific memory location.
* **The first statement** puts the value 5 in that location.
* **The next statement** overwrites the 5 and puts 10 there instead.

By contrast, in Python, the analogous assignment statements are as follows:

x = 5

x = 10

These assignment statements have the following meaning:

* **The first statement** causes x to point to an object whose value is 5.
* **The next statement** reassigns x as a new reference to a different object whose value is 10. Stated another way, the second assignment rebinds x to a different object with value 10.

In Python, when you pass an argument to a function, a similar **rebinding** occurs. Consider this example:

1>>> def f(fx):

2... fx = 10

3...

4>>> x = 5

5>>> f(x)

6>>> x

75

In the main program, the statement x = 5 on line 5 creates a reference named x bound to an object whose value is 5. f() is then called on line 7, with x as an argument. When f() first starts, a new reference called fx is created, which initially points to the same 5 object as x does:

![Function call illustration](data:image/png;base64,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)

However, when the statement fx = 10 on line 2 is executed, f() **rebinds** fx to a new object whose value is 10. The two references, x and fx, are **uncoupled** from one another. Nothing else that f() does will affect x, and when f() terminates, x will still point to the object 5, as it did prior to the function call:

[![Python function call](data:image/png;base64,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)](https://files.realpython.com/media/t.c246f52a6217.png)

You can confirm all this using id(). Here’s a slightly augmented version of the above example that displays the numeric identifiers of the objects involved:

>>> def f(fx):

2... print('fx =', fx, '/ id(fx) = ', id(fx))

3... fx = 10

4... print('fx =', fx, '/ id(fx) = ', id(fx))

5...

6

7>>> x = 5

8>>> print('x =', x, '/ id(x) = ', id(x))

9x = 5 / id(x) = 1357924048

10

11>>> f(x)

12fx = 5 / id(fx) = 1357924048

13fx = 10 / id(fx) = 1357924128

14

15>>> print('x =', x, '/ id(x) = ', id(x))

16x = 5 / id(x) = 1357924048

When f() first starts, fx and x both point to the same object, whose id() is 1357924048. After f() executes the statement fx = 10 on line 3, fx points to a different object whose id() is 1357924128. The connection to the original object in the calling environment is lost.

Argument passing in Python is somewhat of a hybrid between pass-by-value and pass-by-reference. What gets passed to the function is a reference to an object, but the reference is passed by value.

**Note:** Python’s argument-passing mechanism has been called **pass-by-assignment**. This is because parameter names are bound to objects on function entry in Python, and assignment is also the process of binding a name to an object. You may also see the terms pass-by-object, pass-by-object-reference, or pass-by-sharing.

The key takeaway here is that a Python function can’t change the value of an argument by reassigning the corresponding parameter to something else. The following example demonstrates this:

>>> def f(x):

... x = 'foo'

...

>>> for i in (

... 40,

... dict(foo=1, bar=2),

... {1, 2, 3},

... 'bar',

... ['foo', 'bar', 'baz']):

... f(i)

... print(i)

...

40

{'foo': 1, 'bar': 2}

{1, 2, 3}

bar

['foo', 'bar', 'baz']

Here, objects of type int, dict, set, str, and list are passed to f() as arguments. f() tries to assign each to the string object 'foo', but as you can see, once back in the calling environment, they are all unchanged. As soon as f() executes the assignment x = 'foo', the reference is **rebound**, and the connection to the original object is lost.

Does that mean a Python function can never modify its arguments at all? Actually, no, that isn’t the case! Watch what happens here:

>>> def f(x):

... x[0] = '---'

...

>>> my\_list = ['foo', 'bar', 'baz', 'qux']

>>> f(my\_list)

>>> my\_list

['---', 'bar', 'baz', 'qux']

In this case, the argument to f() is a [list](https://realpython.com/python-lists-tuples/#python-lists). When f() is called, a reference to my\_list is passed. You’ve already seen that f() can’t reassign my\_list wholesale. If x were assigned to something else, then it would be bound to a different object, and the connection to my\_list would be lost.

However, f() can use the reference to make modifications inside my\_list. Here, f() has modified the first element. You can see that once the function returns, my\_list has, in fact, been changed in the calling environment. The same concept applies to a dictionary:

>>> def f(x):

... x['bar'] = 22

...

>>> my\_dict = {'foo': 1, 'bar': 2, 'baz': 3}

>>> f(my\_dict)

>>> my\_dict

{'foo': 1, 'bar': 22, 'baz': 3}

Here, f() uses x as a reference to make a change inside my\_dict. That change is reflected in the calling environment after f() returns.

# Python Lambda Functions

Python lambdas are little, anonymous functions, subject to a more restrictive but more concise syntax than regular Python functions.

## Lambda Calculus

Lambda expressions in Python and other programming languages have their roots in lambda calculus, a model of computation invented by Alonzo Church. You’ll uncover when lambda calculus was introduced and why it’s a fundamental concept that ended up in the Python ecosystem.

### History

[Alonzo Church](https://en.wikipedia.org/wiki/Alonzo_Church) formalized [lambda calculus](https://en.wikipedia.org/wiki/Lambda_calculus), a language based on pure abstraction, in the 1930s. Lambda functions are also referred to as lambda abstractions, a direct reference to the abstraction model of Alonzo Church’s original creation.

Lambda calculus can encode any computation. It is [Turing complete](https://simple.wikipedia.org/wiki/Turing_complete), but contrary to the concept of a [Turing machine](https://en.wikipedia.org/wiki/Turing_machine), it is pure and does not keep any state.

[Functional](https://realpython.com/python-functional-programming/) languages get their origin in mathematical logic and lambda calculus, while imperative programming languages embrace the state-based model of computation invented by Alan Turing. The two models of computation, lambda calculus and [Turing machines](https://en.wikipedia.org/wiki/Turing_machine), can be translated into each another. This equivalence is known as the [Church-Turing hypothesis](https://en.wikipedia.org/wiki/Church%E2%80%93Turing_thesis).

Functional languages directly inherit the lambda calculus philosophy, adopting a declarative approach of programming that emphasizes abstraction, data transformation, composition, and purity (no state and no side effects). Examples of functional languages include [Haskell](https://www.haskell.org/), [Lisp](https://en.wikipedia.org/wiki/Lisp_%28programming_language%29), or [Erlang](https://www.erlang.org/).

By contrast, the Turing Machine led to imperative programming found in languages like [Fortran](https://en.wikipedia.org/wiki/Fortran), [C](https://en.wikipedia.org/wiki/C_%28programming_language%29), or [Python](https://www.python.org/).

The imperative style consists of programming with statements, driving the flow of the program step by step with detailed instructions. This approach promotes mutation and requires managing state.

The separation in both families presents some nuances, as some functional languages incorporate imperative features, like [OCaml](http://www.ocaml.org/), while functional features have been permeating the imperative family of languages in particular with the introduction of lambda functions in [Java](https://en.wikipedia.org/wiki/Java_%28programming_language%29), or Python.

Python is not inherently a functional language, but it adopted some functional concepts early on. In January 1994, [map()](https://realpython.com/python-map-function/), filter(), reduce(), and the lambda operator were added to the language.

## First Example

Here are a few examples to give you an appetite for some Python code, functional style.

The identity function, a function that returns its argument, is expressed with a standard Python function definition using the keyword def as follows:

>>> def identity(x):

... return x

identity() takes an argument x and returns it upon invocation.

In contrast, if you use a Python lambda construction, you get the following:

>>> lambda x: x

In the example above, the expression is composed of:

* **The keyword**: lambda
* **A bound variable**: x
* **A body**: x

**Note**: In the context of this article, a **bound variable** is an argument to a lambda function.

In contrast, a **free variable** is not bound and may be referenced in the body of the expression. A free variable can be a constant or a variable defined in the enclosing scope of the function.

You can write a slightly more elaborated example, a function that adds 1 to an argument, as follows:

>>> lambda x: x + 1

You can apply the function above to an argument by surrounding the function and its argument with parentheses:

>>> (lambda x: x + 1)(2)

3

Reduction is a lambda calculus strategy to compute the value of the expression. In the current example, it consists of replacing the bound variable x with the argument 2:

(lambda x: x + 1)(2) = lambda 2: 2 + 1

= 2 + 1

= 3

Because a lambda function is an expression, it can be named. Therefore you could write the previous code as follows:

>>> add\_one = lambda x: x + 1

>>> add\_one(2)

3

The above lambda function is equivalent to writing this:

def add\_one(x):

return x + 1

These functions all take a single argument. You may have noticed that, in the definition of the lambdas, the arguments don’t have parentheses around them. Multi-argument functions (functions that take more than one argument) are expressed in Python lambdas by listing arguments and separating them with a comma (,) but without surrounding them with parentheses:

>>> full\_name = lambda first, last: f'Full name: {first.title()} {last.title()}'

>>> full\_name('guido', 'van rossum')

'Full name: Guido Van Rossum'

The lambda function assigned to full\_name takes two arguments and returns a string interpolating the two parameters first and last. As expected, the definition of the lambda lists the arguments with no parentheses, whereas calling the function is done exactly like a normal Python function, with parentheses surrounding the arguments.

## Anonymous Functions

The following terms may be used interchangeably depending on the programming language type and culture:

* Anonymous functions
* Lambda functions
* Lambda expressions
* Lambda abstractions
* Lambda form
* Function literals

For the rest of this article after this section, you’ll mostly see the term **lambda function**.

Taken literally, an anonymous function is a function without a name. In Python, an anonymous function is created with the lambda keyword. More loosely, it may or not be assigned a name. Consider a two-argument anonymous function defined with lambda but not bound to a variable. The lambda is not given a name:

>>> lambda x, y: x + y

The function above defines a lambda expression that takes two arguments and returns their sum.

Other than providing you with the feedback that Python is perfectly fine with this form, it doesn’t lead to any practical use. You could invoke the function in the Python interpreter:

>>> \_(1, 2)

3

The example above is taking advantage of the interactive interpreter-only feature provided via the underscore (\_). See the note below for more details.

You could not write similar code in a Python module. Consider the \_ in the interpreter as a side effect that you took advantage of. In a Python module, you would assign a name to the lambda, or you would pass the lambda to a function. You’ll use those two approaches later in this article.

**Note**: In the interactive interpreter, the single underscore (\_) is bound to the last expression evaluated. In the example above, the \_ points to the lambda function.

Another pattern used in other languages like JavaScript is to immediately execute a Python lambda function. This is known as an **Immediately Invoked Function Expression** (IIFE, pronounce “iffy”). Here’s an example:

>>> (lambda x, y: x + y)(2, 3)

5

The lambda function above is defined and then immediately called with two arguments (2 and 3). It returns the value 5, which is the sum of the arguments.

Lambda functions are frequently used with higher-order functions, which take one or more functions as arguments or return one or more functions.

A ***higher-order function*** is a function that does at least one of the following:

* takes one or more functions as arguments,
* returns a function as its result.

All other functions are *first-order functions*.

A lambda function can be a higher-order function by taking a function (normal or lambda) as an argument like in the following contrived example:

>>> high\_ord\_func = lambda x, func: x + func(x)

>>> high\_ord\_func(2, lambda x: x \* x)

6

>>> high\_ord\_func(2, lambda x: x + 3)

7

### Arguments

Like a normal function object defined with def, Python lambda expressions support all the different ways of passing arguments. This includes:

* Positional arguments
* Named arguments (sometimes called keyword arguments)
* Variable list of arguments (often referred to as **varargs**)
* Variable list of keyword arguments
* Keyword-only arguments

The following examples illustrate options open to you in order to pass arguments to lambda expressions:

>>> (lambda x, y, z: x + y + z)(1, 2, 3)

6

>>> (lambda x, y, z=3: x + y + z)(1, 2)

6

>>> (lambda x, y, z=3: x + y + z)(1, y=2)

6

>>> (lambda \*args: sum(args))(1,2,3)

6

>>> (lambda \*\*kwargs: sum(kwargs.values()))(one=1, two=2, three=3)

6

>>> (lambda x, \*, y=0, z=0: x + y + z)(1, y=2, z=3)

6

### Closure

A closure is a function where every free variable, everything except parameters, used in that function is bound to a specific value defined in the enclosing scope of that function. In effect, closures define the environment in which they run, and so can be called from anywhere.

The concepts of lambdas and closures are not necessarily related, although lambda functions can be closures in the same way that normal functions can also be closures. Some languages have special constructs for closure or lambda (for example, Groovy with an anonymous block of code as Closure object), or a lambda expression (for example, Java Lambda expression with a limited option for closure).

Here’s a closure constructed with a normal Python function:

1def outer\_func(x):

2 y = 4

3 def inner\_func(z):

4 print(f"x = {x}, y = {y}, z = {z}")

5 return x + y + z

6 return inner\_func

7

8for i in range(3):

9 closure = outer\_func(i)

10 print(f"closure({i+5}) = {closure(i+5)}")

outer\_func() returns inner\_func(), a [nested function](https://realpython.com/inner-functions-what-are-they-good-for/) that computes the sum of three arguments:

* **x** is passed as an argument to outer\_func().
* **y** is a variable local to outer\_func().
* **z** is an argument passed to inner\_func().

To test the behavior of outer\_func() and inner\_func(), outer\_func() is invoked three times in a [for loop](https://realpython.com/python-for-loop/) that prints the following:

x = 0, y = 4, z = 5

closure(5) = 9

x = 1, y = 4, z = 6

closure(6) = 11

x = 2, y = 4, z = 7

closure(7) = 13

On line 9 of the code, inner\_func() returned by the invocation of outer\_func() is bound to the name closure. On line 5, inner\_func() captures x and y because it has access to its embedding environment, such that upon invocation of the closure, it is able to operate on the two free variables x and y.

Similarly, a lambda can also be a closure. Here’s the same example with a Python lambda function:

1def outer\_func(x):

2 y = 4

3 return lambda z: x + y + z

4

5for i in range(3):

6 closure = outer\_func(i)

7 print(f"closure({i+5}) = {closure(i+5)}")

When you execute the code above, you obtain the following output:

closure(5) = 9

closure(6) = 11

closure(7) = 13

On line 6, outer\_func() returns a lambda and assigns it to to the variable closure. On line 3, the body of the lambda function references x and y. The variable y is available at definition time, whereas x is defined at runtime when outer\_func() is invoked.

# Python Exceptions

A Python program terminates as soon as it encounters an error. In Python, an error can be a syntax error or an exception. Let’s see what an exception is and how it differs from a syntax error.
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## Exceptions versus Syntax Errors

Syntax errors occur when the parser detects an incorrect statement. Observe the following example:

>>> print( 0 / 0 ))

File "<stdin>", line 1

print( 0 / 0 ))

^

SyntaxError: invalid syntax

The arrow indicates where the parser ran into the **syntax error**. In this example, there was one bracket too many. Remove it and run your code again:

>>> print( 0 / 0)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

ZeroDivisionError: integer division or modulo by zero

This time, you ran into an **exception error**. This type of error occurs whenever syntactically correct Python code results in an error. The last line of the message indicated what type of exception error you ran into.

Instead of showing the message exception error, Python details what type of exception error was encountered. In this case, it was a ZeroDivisionError. Python comes with various built-in exceptions as well as the possibility to create self-defined exceptions.

## Raising an Exception

We can use raise to throw an exception if a condition occurs. The statement can be complemented with a custom exception.

If you want to throw an error when a certain condition occurs using raise, you could go about it like this:

x = 10

if x > 5:

raise Exception('x should not exceed 5. The value of x was: {}'.format(x))

When you run this code, the output will be the following:

Traceback (most recent call last):

File "<input>", line 4, in <module>

Exception: x should not exceed 5. The value of x was: 10

The program comes to a halt and displays our exception to screen, offering clues about what went wrong.

## The AssertionError Exception

Instead of waiting for a program to crash midway, you can also start by making an assertion in Python. We assert that a certain condition is met. If this condition turns out to be True, then that is excellent! The program can continue. If the condition turns out to be False, you can have the program throw an AssertionError exception.
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Have a look at the following example, where it is asserted that the code will be executed on a Linux system:

import sys

assert ('linux' in sys.platform), "This code runs on Linux only."

If you run this code on a Linux machine, the assertion passes. If you were to run this code on a Windows machine, the outcome of the assertion would be False and the result would be the following:

Traceback (most recent call last):

File "<input>", line 2, in <module>

AssertionError: This code runs on Linux only.

In this example, throwing an AssertionError exception is the last thing that the program will do. The program will come to halt and will not continue. What if that is not what you want?

## The try and except Block: Handling Exceptions

The try and except block in Python is used to catch and handle exceptions. Python executes code following the try statement as a “normal” part of the program. The code that follows the except statement is the program’s response to any exceptions in the preceding try clause.
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As you saw earlier, when syntactically correct code runs into an error, Python will throw an exception error. This exception error will crash the program if it is unhandled. The except clause determines how your program responds to exceptions.

The following function can help you understand the try and except block:

def linux\_interaction():

assert ('linux' in sys.platform), "Function can only run on Linux systems."

print('Doing something.')

The linux\_interaction() can only run on a Linux system. The assert in this function will throw an AssertionError exception if you call it on an operating system other than Linux.

You can give the function a try using the following code:

try:

linux\_interaction()

except:

pass

The way you handled the error here is by handing out a pass. If you were to run this code on a Windows machine, you would get no output.

You got nothing. The good thing here is that the program did not crash. But it would be nice to see if some type of exception occurred whenever you ran your code. To this end, you can change the pass into something that would generate an informative message, like so:

try:

linux\_interaction()

except:

print('Linux function was not executed')

Execute this code on a Windows machine and you get:

Linux function was not executed

When an exception occurs in a program running this function, the program will continue as well as inform you about the fact that the function call was not successful.

What you did not get to see was the type of error that was thrown as a result of the function call. In order to see exactly what went wrong, you would need to catch the error that the function threw.

The following code is an example where you capture the AssertionError and output that message to screen:

try:

linux\_interaction()

except AssertionError as error:

print(error)

print('The linux\_interaction() function was not executed')

Running this function on a Windows machine outputs the following:

Function can only run on Linux systems.

The linux\_interaction() function was not executed

The first message is the AssertionError, informing you that the function can only be executed on a Linux machine. The second message tells you which function was not executed.

In the previous example, you called a function that you wrote yourself. When you executed the function, you caught the AssertionError exception and printed it to screen.

Here’s another example where you open a file and use a built-in exception:

try:

with open('file.log') as file:

read\_data = file.read()

except:

print('Could not open file.log')

If file.log does not exist, this block of code will output the following:

Could not open file.log

This is an informative message, and our program will still continue to run. In the Python docs, you can see that there are a lot of built-in exceptions that you can use here. One exception described on that page is the following:

**Exception** FileNotFoundError

**Raised** when a file or directory is requested but doesn’t exist. Corresponds to errno ENOENT.

To catch this type of exception and print it to screen, you could use the following code:

try:

with open('file.log') as file:

read\_data = file.read()

except FileNotFoundError as fnf\_error:

print(fnf\_error)

In this case, if file.log does not exist, the output will be the following:

[Errno 2] No such file or directory: 'file.log'

You can have more than one function call in your try clause and anticipate catching various exceptions. A thing to note here is that the code in the try clause will stop as soon as an exception is encountered.

**Warning:** Catching Exception hides all errors…even those which are completely unexpected. This is why you should avoid bare except clauses in your Python programs. Instead, you’ll want to refer to specific exception classes you want to catch and handle.

Look at the following code. Here, you first call the linux\_interaction() function and then try to open a file:

try:

linux\_interaction()

with open('file.log') as file:

read\_data = file.read()

except FileNotFoundError as fnf\_error:

print(fnf\_error)

except AssertionError as error:

print(error)

print('Linux linux\_interaction() function was not executed')

If the file does not exist, running this code on a Windows machine will output the following:

Function can only run on Linux systems.

Linux linux\_interaction() function was not executed

Inside the try clause, you ran into an exception immediately and did not get to the part where you attempt to open file.log. Now look at what happens when you run the code on a Linux machine:

[Errno 2] No such file or directory: 'file.log'

Here are the key takeaways:

* A try clause is executed up until the point where the first exception is encountered.
* Inside the except clause, or the exception handler, you determine how the program responds to the exception.
* You can anticipate multiple exceptions and differentiate how the program should respond to them.
* Avoid using bare except clauses.

## The else Clause

In Python, using the else statement, you can instruct a program to execute a certain block of code only in the absence of exceptions.
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Look at the following example:

try:

linux\_interaction()

except AssertionError as error:

print(error)

else:

print('Executing the else clause.')

If you were to run this code on a Linux system, the output would be the following:

Doing something.

Executing the else clause.

Because the program did not run into any exceptions, the else clause was executed.

You can also try to run code inside the else clause and catch possible exceptions there as well:

try:

linux\_interaction()

except AssertionError as error:

print(error)

else:

try:

with open('file.log') as file:

read\_data = file.read()

except FileNotFoundError as fnf\_error:

print(fnf\_error)

If you were to execute this code on a Linux machine, you would get the following result:

Doing something.

[Errno 2] No such file or directory: 'file.log'

From the output, you can see that the linux\_interaction() function ran. Because no exceptions were encountered, an attempt to open file.log was made. That file did not exist, and instead of opening the file, you caught the FileNotFoundError exception.

## Cleaning Up After Using finally

Imagine that you always had to implement some sort of action to clean up after executing your code. Python enables you to do so using the finally clause.
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Have a look at the following example:

try:

linux\_interaction()

except AssertionError as error:

print(error)

else:

try:

with open('file.log') as file:

read\_data = file.read()

except FileNotFoundError as fnf\_error:

print(fnf\_error)

finally:

print('Cleaning up, irrespective of any exceptions.')

In the previous code, everything in the finally clause will be executed. It does not matter if you encounter an exception somewhere in the try or else clauses. Running the previous code on a Windows machine would output the following:

Function can only run on Linux systems.

Cleaning up, irrespective of any exceptions.

# Python Loops

## Python While Loop

Iteration is very common in any programming language. Python provides several features to make it easier. One form of iteration in Python is the while statement.  
Flow of execution for a while statement:

* 1. Evaluate the condition is True or False.
  2. If the condition is false, exit the while statement and continue execution atthe next statement.
  3. If the condition is true, execute the body and then go back to step 1.

Here is a simple program:

# To take input from the user.

# n = int(input("Enter n: "))

n = 10

while n <15 :

print(n)

n = n + 1

print('STOP!!!')

For the above loop, we would say, “It had five iterations”, which means that the body of the loop was executed five times.

The body of the loop should change the value of one or more variables so that the condition becomes false and the loop terminates. The variable which helps to finish the loop is called iteration variable. If there is no iteration variable, the loop will repeat forever, resulting in an infinite loop.

## Python “Infinite loops” and break

You can write an infinite loop on purpose and then use the break statement to jump out of the loop.

n = 10

while True :

print(n)

n = n + 1

print('STOP!!!')

If you mistakenly run the above code then you will see that it will run forever. While this is a dysfunctional infinite loop, we can still use this pattern to build useful loops as long as we carefully add code to the body of the loop to explicitly exit the loop using **break** when we have reached the exit condition. For example, suppose you want to take input from the user until they type done.  
You could write:

while True:

line = input('Enter "STOP" to stop the loop\n')

if line == 'STOP':

break

print(line)

print('STOP!')

Here, the loop condition is True, which is always true, so the loop runs repeatedly until it hits the break statement.

## Finishing iterations with continue in Python

Sometimes you are in an iteration of a loop and want to finish the current iteration and immediately jump to the next iteration. In that case you can use the continue statement to skip to the next iteration without finishing the body of the loop for the current iteration.

Here is an example of a loop that copies its input until the user types “STOP”, but treats lines that start with the hash character as lines not to be printed (kind of like Python comments).

while True:

line = input('> ')

if line[0] == '#':

continue

if line == 'done':

break

print(line)

print('Done!')

**Example 2:**

for i in "Make Me Analyst":

if i == "M":

continue

print(i)

print("STOP")

## Python for Loop

Sometimes You want to loop through a set of things such as a list of words, the lines in a file, or a list of numbers. When you have a list of things to loop through, you can construct a definite loop using a for statement. You call the while statement an indefinite loop because it simply loops until some condition becomes False, whereas the for loop is looping through a known set of items so it runs through as many iterations as there are items in the set. The syntax of a for loop is similar to the while loop in that there is a for statement and a loop body:

emp = ['Seba', 'Kattula', 'Mohan']

for e in emp:

print('Hello:', e)

print('Done!')

**Example 2:**

arr=[1,2,3,4,5]

for i in arr:

print(i)

## The range() function in Python

You can generate a sequence of numbers using range() function. range(5) will generate numbers from 0 to 4 (5 numbers). You can also define the start, stop and step size as **range(start,stop,step size)**. step size defaults to 1 if not provided. You can use this function in a list() to output all the items in it.

# Program to iterate through a list using indexing

arr = [1,2,3,4,5]

# iterate over the list using index

for i in range(len(arr)):

print(arr[i])

**Example 2:**

# Program to iterate through a list using indexing

arr = ["A","B","C","D"]

# iterate over the list using index

for i in range(len(arr)):

print(arr[i])

## Bonus Example: Counting and summing loops

count = 0

for i in [1,2,3,4,5]:

count = count + 1

print('Count: ', count)

## Bonus Example: Maximum and minimum loops

largest = None

print('Before:', largest)

for i in [3, 4, 12, 90, 44, 150]:

if largest is None or i > largest :

largest = i

print('Loop:', i, largest)

print('Largest:', largest)

smallest = None

print('Before:', smallest)

for i in [3, 4, 12, 90, 44, 150]:

if smallest is None or i < smallest :

smallest = i

print('Loop:', i, smallest)

print(Smallest:', smallest)

# Python Strings

A string is a sequence of characters. You can access the characters one at a time with the bracket operator. The expression in brackets is called an index. The index indicates which character in the sequence you want to print.

name="Mr. X"  
l = name[0]  
print(l)

## Getting the length of a string using len() function

print(len(name))

To get the last letter of a string, you might try this:

print(l[len(l)-1])

Alternatively, you can use negative indices, which count backward from the end of the string. The expression l[-1] yields the last letter, l[-2] yields the second to last, and so on.

print(name[-1])  
print(name[-2])

## String Methods

Here are some of the most common string methods. A method is like a function, but it runs "on" an object. If the variable s is a string, then the code s.lower() runs the lower() method on that string object and returns the result (this idea of a method running on an object is one of the basic ideas that make up Object Oriented Programming, OOP). Here are some of the most common string methods:

* s.lower(), s.upper() -- returns the lowercase or uppercase version of the string
* s.strip() -- returns a string with whitespace removed from the start and end
* s.isalpha()/s.isdigit()/s.isspace()... -- tests if all the string chars are in the various character classes
* s.startswith('other'), s.endswith('other') -- tests if the string starts or ends with the given other string
* s.find('other') -- searches for the given other string (not a regular expression) within s, and returns the first index where it begins or -1 if not found
* s.replace('old', 'new') -- returns a string where all occurrences of 'old' have been replaced by 'new'
* s.split('delim') -- returns a list of substrings separated by the given delimiter. The delimiter is not a regular expression, it's just text. 'aaa,bbb,ccc'.split(',') -> ['aaa', 'bbb', 'ccc']. As a convenient special case s.split() (with no arguments) splits on all whitespace chars.
* s.join(list) -- opposite of split(), joins the elements in the given list together using the string as the delimiter. e.g. '---'.join(['aaa', 'bbb', 'ccc']) -> aaa---bbb---ccc

### String %

Python has a printf()-like facility to put together a string. The % operator takes a printf-type format string on the left (%d int, %s string, %f/%g floating point), and the matching values in a tuple on the right (a tuple is made of values separated by commas, typically grouped inside parentheses):

# % operator  
text = "%d little pigs come out, or I'll %s, and I'll %s, and I'll blow your %s down." % (3, 'huff', 'puff', 'house')

# Add parentheses to make the long line work:  
text = (  
  "%d little pigs come out, or I'll %s, and I'll %s, and I'll blow your %s down."  
  % (3, 'huff', 'puff', 'house'))

# Split the line into chunks, which are concatenated automatically by Python  
  text = (  
    "%d little pigs come out, "  
    "or I'll %s, and I'll %s, "  
    "and I'll blow your %s down."  
    % (3, 'huff', 'puff', 'house'))

## Single, Double and Triple Quotes

### Single Quotes

Generally use single quotes for string literals.

word = 'Ask?'

print(word)

sentence = 'Python Programming'

print(sentence)

name = '"Hi" ABC'

print(name)

congrat = 'We congrat's you.'

print(congrat)

**Output**

|  |
| --- |
| Ask?  Python Programming  Hi ABC  Invalid Syntax |

### Double Quotes

Use Double Quotes for string representation.

wish = "Hello World!"

print(wish)

hey = "AskPython says "Hi""

print(hey)

famous ="'Taj Mahal' is in Agra."

print(famous)

**Output**

|  |
| --- |
| Hello World!  Invalid Syntax  'Taj Mahal' is in Agra. |

### Triple Quotes

What if you have to use strings that may include both single and double quotes? For this, Python allows you to use triple quotes. A simple example for the same is shown below. Triple quotes also allow you to add multi-line strings to Python variables instead of being limited to single lines.

**Example of triple quotes**

|  |
| --- |
| sentence1 = '''He asked, "did you speak with him?"'''  print(sentence1)  sentence2 = '''"That's great", she said.'''  print(sentence2) |

Output:

|  |
| --- |
| He asked, "did you speak with him?"  "That's great", she said. |

## Traversing a  string with a loop

One way to write a traversal is with a **while loop**:

i = 0

while i < len(name):

letter = name[i]

print(letter)

i = i + 1

One way to write a traversal is with a **for loop**:

for char in name:

print(char)

## String slices

A segment of a string is called a slice. Selecting a slice is similar to selecting a character:

s = 'Make Me Analyst'

print(s[0:4])

print(s[8:len(s)])

print(s[:4])

print(s[:len(s)])

## Strings are immutable

Strings are immutable in Python. It means you can’t change an existing string. Let’s try the below example:

str = 'Make Me Analyst'  
str[0]='T'

If you run the above code, you will get an error like this: TypeError: ‘str’ object does not support item assignment  
The reason for the error is that strings are immutable. The best you can do is create a new string that is a variation on the original:

str = 'Make Me Analyst'  
new\_str='Hi! '+ str[8:len(str)]

This example concatenates a new first word onto a slice of the string and it has no effect on the original string.

## Looping and counting

The following program counts the number of times the letter “M” appears in a string:

str = 'Make Me Analyst'

count = 0

for letter in str:

if letter == 'M':

count = count + 1

print(count)

## The in operator in Python

str = 'Make Me Analyst'

a='Analyst' in str

print(a)

b='x' in str

print(b)

## String comparison

The comparison operators work on strings.  Following code checks if two strings are equal:

word='Analyst'

if word=='Analyst':

print('Both are same!')

Some comparison operations are useful for putting words in alphabetical order:

word='Orange'

if word < 'Apple':

print('Your word, ' + word + ', comes before Apple')

elif word > 'Apple':

print('Your word, ' + word + ', comes after Apple.')

else:

print('All right, Orange!!!')

**Note:**Python does not handle uppercase and lowercase letters the same way that people do. All the uppercase letters come before all the lowercase letters

# Python Lists

Like a [**string**](http://makemeanalyst.com/python-programming/strings/), a list is a sequence of values. In a string, the values are characters; in a list, they can be any type. The values in list are called elements or sometimes items.

A list is a collection of arbitrary objects, somewhat akin to an array in many other programming languages but more flexible. Lists are defined in Python by enclosing a comma-separated sequence of objects in square brackets ([]), as shown below:

>>> a = ['foo', 'bar', 'baz', 'qux']

>>> print(a)

['foo', 'bar', 'baz', 'qux']

>>> a

['foo', 'bar', 'baz', 'qux']

The important characteristics of Python lists are as follows:

* Lists are ordered.
* Lists can contain any arbitrary objects.
* List elements can be accessed by index.
* Lists can be nested to arbitrary depth.
* Lists are mutable.
* Lists are dynamic.

## How to create a list?

There are several ways to create a new list; the simplest is to enclose the elements in square brackets ([ and ]):

This is an example of a list of five integers.

numbers = [10, 20, 30, 40, 50]  
print(numbers)

Here is an empty list.

empty = []

Below example is a list of three strings.

food = ['Hot dog','Sandwich', 'Hamburger']  
print(food)

You can also create a list with mixed datatypes

mixed\_list = [1, "Python", 1.5]  
print(mixed\_list)

The following list contains a string, a float, an integer, and another list:

nested\_list = ['Python', 2.0, 5, [10, 20]]  
print(nested\_list)

## Lists are mutable

The syntax for accessing the elements of a list is the same as for accessing the characters of a [**string**](http://makemeanalyst.com/python-programming/strings/): the bracket operator. The expression inside the brackets specifies the index. Remember that the indices start at 0:

food = ['Hot dog','Sandwich', 'Hamburger']  
print(food[0])  
print(food[1])

Unlike strings, lists are mutable because you can change the order of items in a list or reassign an item in a list. When the bracket operator appears on the left side of an assignment, it identifies the element of the list that will be assigned.

numbers = [10, 20]  
numbers[0] = 100  
numbers[1] = 200  
print(numbers)

The in operator also works on lists.

print('Hot dog' in food)  
print('French fries' in food)

## How to access elements from a list?

You have already seen in the above example that we can use the index operator [] to access an item in a list. Index starts from 0.  So, a list having 3 elements will have index from 0 to 2.

## List Index

food=['Hot dog','Sandwich', 'Hamburger']  
print(food[0])  
print(food[1])

If you try to read or write an element that does not exist, you get an IndexError

print(food[3])

## Negative indexing

If an index has a negative value, it counts backward from the end of the list.

food=['Hot dog','Sandwich', 'Hamburger']  
print(food[-1])  
print(food[-2])

## Traversing a list

The most common way to traverse the elements of a list is with a for loop.

food=['Hot dog','Sandwich', 'Hamburger']

for i in food:

print(i)

Above method works well if you only need to read the elements of the list. But if you want to write or update the elements, you need the indices. A common way to traverse the list is to combine the functions range and len:

food=['Hot dog','Sandwich', 'Hamburger']

for i in range(len(food)):

print(food[i])

## List operations

The + operator concatenates lists:

a = [1, 2, 3]  
b = [4, 5, 6]  
c = a + b  
print(c)

Similarly, the operator repeats a list a given number of times:

a=[0]\*4  
print(a)  
b=[1,2,3]\*3  
print(b)

The first example repeats four times. The second example repeats the list three times.

## How to slice lists in Python?

The slice operator also works on lists. You can access a range of items in a list by using the slicing operator (colon).

l = ['make','me', 'analyst']  
# get elements 2nd to 3rd  
print(l[1:3])  
# get elements beginning to 2nd  
print(l[:-1])  
# get elements 2nd to end  
print(l[1:])  
# elements beginning to end  
print(l[:])

Since lists are mutable, it is often useful to make a copy before performing operations  
that fold, spindle, or mutilate lists.

A slice operator on the left side of an assignment can update multiple elements:

t = ['a', 'b', 'c', 'd', 'e', 'f']  
t[1:3] = ['x', 'y']  
print(t)

## List methods

Python provides methods that operate on lists. For example, **append** adds a new element to the end of a list:

x = ['a', 'b', 'c']  
x.append('d')  
print(x)

**extend** takes a list as an argument and appends all of the elements:

x1 = ['a', 'b', 'c']  
x2 = ['d', 'e']  
x1.extend(x2)  
print(x1)

This example leaves x2 unmodified.

**sort** arranges the elements of the list from low to high:

t = ['d', 'c', 'e', 'b', 'a']  
t.sort()  
print(t)

Most list methods are void; they modify the list and return None. If you accidentally write t = t.sort(), you will be disappointed with the result.

## How to delete or remove elements from a list?

### ***pop*** *operator*

There are several ways to delete elements from a list. If you know the index of the element you want, you can use **pop**:

t = ['a', 'b', 'c']  
x = t.pop(1)  
print(t)  
print(x)

### ***del*** operator

pop modifies the list and returns the element that was removed. If you don’t provide an index, it deletes and returns the last element.

If you don’t need the removed value, you can use the **del** operator:

t = ['a', 'b', 'c']  
del t[1]  
print(t)

### remove() Function

If you know the element you want to remove (but not the index), you can use **remove**:

t = ['a', 'b', 'c']  
t.remove('b')  
print(t)

The return value from remove is None. To remove more than one element, you can use del with a slice index:

t = ['a', 'b', 'c', 'd', 'e', 'f']  
del t[1:5]  
print(t)

As usual, the slice selects all the elements up to, but not including, the second index.

## Lists and functions

There are a number of built-in functions that can be used on lists that allow you to quickly look through a list without writing your own loops:

nums = [3, 4, 5, 6, 7, 8]  
print(len(nums))  
print(max(nums))  
print(min(nums))  
print(sum(nums))  
print(sum(nums)/len(nums))

The ***sum()*** function only works when the list elements are numbers. The other functions (***max()***, **len()**, etc.) work with lists of strings and other types that can be comparable.

You could rewrite an earlier program that computed the average of a list of numbers entered by the user using a list. First, the program to compute an average without a list:

total = 0

count = 0

while (True):

inp = input('Enter a number: ')

if inp == 'done': break

value = float(inp)

total = total + value

count = count + 1

average = total / count

print('Average:', average)

In this program, you have count and total variables to keep the number and running total of the user’s numbers as we repeatedly prompt the user for a number. You could simply remember each number as the user entered it and use built-in functions to compute the sum and count at the end.

numlist = list()

while (True):

inp = input('Enter a number: ')

if inp == 'done': break

value = float(inp)

numlist.append(value)

average = sum(numlist) / len(numlist)

print('Average:', average)

We make an empty list before the loop starts, and then each time we have a number, we append it to the list. At the end of the program, we simply compute the sum of the numbers in the list and divide it by the count of the numbers in the list to come up with the average.

## Lists and strings

A string is a sequence of characters and a list is a sequence of values, but a list of characters is not the same as a string. To convert from a string to a list of characters, you can use list:

l="Make Me Aanlyst"  
t = list(l)  
print(t)

The list function breaks a string into individual letters. If you want to break a string into words, you can use the split method:

s = 'Make Me Aanlyst'  
t = s.split()  
print(t)

Once you have used split to break the string into a list of words, you can use the index operator (square bracket) to look at a particular word in the list. You can call split with an optional argument called a delimiter that specifies which characters to use as word boundaries. The following example uses a hyphen.

s = 'make-me-analyst'  
delimiter = '-'  
s.split(delimiter)

***join*** is the inverse of split. It takes a list of strings and concatenates the elements. join is a string method, so you have to invoke it on the delimiter and pass the list as a parameter:

t = ['Make', 'Me', 'Analyst']  
delimiter = ' '  
delimiter.join(t)

## List arguments

When you pass a list to a function, the function gets a reference to the list. If the function modifies a list parameter, the caller sees the change. For example, delete\_head removes the first element from a list:

def delete\_head(t):

del t[0]

Here’s how it is used:

letters = ['a', 'b', 'c']

delete\_head(letters)

print(letters)

The parameter t and the variable letters are aliases for the same object. It is important to distinguish between operations that modify lists and operations that create new lists. For example, the append method modifies a list, but the + operator creates a new list:

t1 = [1, 2]

t2 = t1.append(3)

print(t1)

print(t2)

t3 = t1 + [3]

print(t3)

t2 is t3

## Lists Are Ordered

A list is not merely a collection of objects. It is an ordered collection of objects. The order in which you specify the elements when you define a list is an innate characteristic of that list and is maintained for that list’s lifetime (y*ou will see a Python data type that is not ordered: dictionaries*).

Lists that have the same elements in a different order are not the same:

>>> a = ['foo', 'bar', 'baz', 'qux']

>>> b = ['baz', 'qux', 'bar', 'foo']

>>> a == b

False

>>> a is b

False

>>> [1, 2, 3, 4] == [4, 1, 3, 2]

False

## Lists Can Contain Arbitrary Objects

A list can contain any assortment of objects. The elements of a list can all be the same type:

>>> a = [2, 4, 6, 8]

>>> a

[2, 4, 6, 8]

Or the elements can be of varying types:

>>> a = [21.42, 'foobar', 3, 4, 'bark', False, 3.14159]

>>> a

[21.42, 'foobar', 3, 4, 'bark', False, 3.14159]

Lists can even contain complex objects, like functions, classes, and modules (*more about modules later*).

>>> int

<class 'int'>

>>> len

<built-in function len>

>>> def foo():

... pass

...

>>> foo

<function foo at 0x035B9030>

>>> import math

>>> math

<module 'math' (built-in)>

>>> a = [int, len, foo, math]

>>> a

[<class 'int'>, <built-in function len>, <function foo at 0x02CA2618>,

<module 'math' (built-in)>]

A list can contain any number of objects, from zero to as many as your computer’s memory will allow:

>>> a = []

>>> a

[]

>>> a = [ 'foo' ]

>>> a

['foo']

>>> a = [0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20,

... 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 33, 34, 35, 36, 37, 38, 39, 40,

... 41, 42, 43, 44, 45, 46, 47, 48, 49, 50, 51, 52, 53, 54, 55, 56, 57, 58, 59, 60,

... 61, 62, 63, 64, 65, 66, 67, 68, 69, 70, 71, 72, 73, 74, 75, 76, 77, 78, 79, 80,

... 81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96, 97, 98, 99, 100]

>>> a

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20,

21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 33, 34, 35, 36, 37, 38, 39,

40, 41, 42, 43, 44, 45, 46, 47, 48, 49, 50, 51, 52, 53, 54, 55, 56, 57, 58,

59, 60, 61, 62, 63, 64, 65, 66, 67, 68, 69, 70, 71, 72, 73, 74, 75, 76, 77,

78, 79, 80, 81, 82, 83, 84, 85, 86, 87, 88, 89, 90, 91, 92, 93, 94, 95, 96,

97, 98, 99, 100]

(A list with a single object is sometimes referred to as a singleton list.)

List objects needn’t be unique. A given object can appear in a list multiple times:

>>> a = ['bark', 'meow', 'woof', 'bark', 'cheep', 'bark']

>>> a

['bark', 'meow', 'woof', 'bark', 'cheep', 'bark']

## List Elements Can Be Accessed by Index

Individual elements in a list can be accessed using an index in square brackets. This is exactly analogous to accessing individual characters in a string. List indexing is zero-based as it is with strings.

Consider the following list:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

The indices for the elements in a are shown below:

[![Diagram of a Python list](data:image/png;base64,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)](https://files.realpython.com/media/t.eb0b38e642c5.png)

Here is Python code to access some elements of a:

>>> a[0]

'foo'

>>> a[2]

'baz'

>>> a[5]

'corge'

Virtually everything about string indexing works similarly for lists. For example, a negative list index counts from the end of the list:
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>>> a[-1]

'corge'

>>> a[-2]

'quux'

>>> a[-5]

'bar'

Slicing also works. If a is a list, the expression a[m:n] returns the portion of a from index m to, but not including, index n:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[2:5]

['baz', 'qux', 'quux']

Other features of string slicing work analogously for list slicing as well:

* Both positive and negative indices can be specified:

>>> a[-5:-2]

['bar', 'baz', 'qux']

>>> a[1:4]

['bar', 'baz', 'qux']

>>> a[-5:-2] == a[1:4]

True

* Omitting the first index starts the slice at the beginning of the list, and omitting the second index extends the slice to the end of the list:

>>> print(a[:4], a[0:4])

['foo', 'bar', 'baz', 'qux'] ['foo', 'bar', 'baz', 'qux']

>>> print(a[2:], a[2:len(a)])

['baz', 'qux', 'quux', 'corge'] ['baz', 'qux', 'quux', 'corge']

>>> a[:4] + a[4:]

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[:4] + a[4:] == a

True

* You can specify a stride—either positive or negative (e.g.; pick every 2nd element):

>>> a[0:6:2]

['foo', 'baz', 'quux']

>>> a[1:6:2]

['bar', 'qux', 'corge']

>>> a[6:0:-2]

['corge', 'qux', 'bar']

* The syntax for reversing a list works the same way it does for strings:

>>> a[::-1]

['corge', 'quux', 'qux', 'baz', 'bar', 'foo']

* The [:] syntax works for lists. However, there is an important difference between how this operation works with a list and how it works with a string.

If s is a string, s[:] returns a reference to the same object:

>>> s = 'foobar'

>>> s[:]

'foobar'

>>> s[:] is s

True

Conversely, if a is a list, a[:] returns a new object that is a copy of a:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[:]

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[:] is a

False

Several Python operators and built-in functions can also be used with lists in ways that are analogous to strings:

* The in and not in operators:

>>> a

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> 'qux' in a

True

>>> 'thud' not in a

True

* The concatenation (+) and replication (\*) operators:

>>> a

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a + ['grault', 'garply']

['foo', 'bar', 'baz', 'qux', 'quux', 'corge', 'grault', 'garply']

>>> a \* 2

['foo', 'bar', 'baz', 'qux', 'quux', 'corge', 'foo', 'bar', 'baz',

'qux', 'quux', 'corge']

* The len(), min(), and max() functions:

>>> a

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> len(a)

6

>>> min(a)

'bar'

>>> max(a)

'qux'

It’s not an accident that strings and lists behave so similarly. They are both special cases of a more general object type called an *iterable*.

By the way, in each example above, the list is always assigned to a variable before an operation is performed on it. But you can operate on a list literal as well:

>>> ['foo', 'bar', 'baz', 'qux', 'quux', 'corge'][2]

'baz'

>>> ['foo', 'bar', 'baz', 'qux', 'quux', 'corge'][::-1]

['corge', 'quux', 'qux', 'baz', 'bar', 'foo']

>>> 'quux' in ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

True

>>> ['foo', 'bar', 'baz'] + ['qux', 'quux', 'corge']

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> len(['foo', 'bar', 'baz', 'qux', 'quux', 'corge'][::-1])

6

For that matter, you can do likewise with a string literal:

>>> 'If Comrade Napoleon says it, it must be right.'[::-1]

'.thgir eb tsum ti ,ti syas noelopaN edarmoC fI'

## Lists Can Be Nested

You have seen that an element in a list can be any sort of object. That includes another list. A list can contain sublists, which in turn can contain sublists themselves, and so on to arbitrary depth.

Consider this (admittedly contrived) example:

>>> x = ['a', ['bb', ['ccc', 'ddd'], 'ee', 'ff'], 'g', ['hh', 'ii'], 'j']

>>> x

['a', ['bb', ['ccc', 'ddd'], 'ee', 'ff'], 'g', ['hh', 'ii'], 'j']

The object structure that x references is diagrammed below:

![Nested lists diagram](data:image/png;base64,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)

x[0], x[2], and x[4] are strings, each one character long:

>>> print(x[0], x[2], x[4])

a g j

But x[1] and x[3] are sublists:

>>> x[1]

['bb', ['ccc', 'ddd'], 'ee', 'ff']

>>> x[3]

['hh', 'ii']

To access the items in a sublist, simply append an additional index:

>>> x[1]

['bb', ['ccc', 'ddd'], 'ee', 'ff']

>>> x[1][0]

'bb'

>>> x[1][1]

['ccc', 'ddd']

>>> x[1][2]

'ee'

>>> x[1][3]

'ff'

>>> x[3]

['hh', 'ii']

>>> print(x[3][0], x[3][1])

hh ii

x[1][1] is yet another sublist, so adding one more index accesses its elements:

>>> x[1][1]

['ccc', 'ddd']

>>> print(x[1][1][0], x[1][1][1])

ccc ddd

There is no limit, short of the extent of your computer’s memory, to the depth or complexity with which lists can be nested in this way.

All the usual syntax regarding indices and slicing applies to sublists as well:

>>> x[1][1][-1]

'ddd'

>>> x[1][1:3]

[['ccc', 'ddd'], 'ee']

>>> x[3][::-1]

['ii', 'hh']

However, be aware that operators and functions apply to only the list at the level you specify and are not recursive. Consider what happens when you query the length of x using len():

>>> x

['a', ['bb', ['ccc', 'ddd'], 'ee', 'ff'], 'g', ['hh', 'ii'], 'j']

>>> len(x)

5

>>> x[0]

'a'

>>> x[1]

['bb', ['ccc', 'ddd'], 'ee', 'ff']

>>> x[2]

'g'

>>> x[3]

['hh', 'ii']

>>> x[4]

'j'

x has only five elements—three strings and two sublists. The individual elements in the sublists don’t count toward x’s length.

You’d encounter a similar situation when using the in operator:

>>> 'ddd' in x

False

>>> 'ddd' in x[1]

False

>>> 'ddd' in x[1][1]

True

'ddd' is not one of the elements in x or x[1]. It is only directly an element in the sublist x[1][1]. An individual element in a sublist does not count as an element of the parent list(s).

## Lists Are Mutable

Once a list has been created, elements can be added, deleted, shifted, and moved around at will. Python provides a wide range of ways to modify lists.

### Modifying a Single List Value

A single value in a list can be replaced by indexing and simple assignment:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a

['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[2] = 10

>>> a[-1] = 20

>>> a

['foo', 'bar', 10, 'qux', 'quux', 20]

You can’t do this with a string:

>>> s = 'foobarbaz'

>>> s[2] = 'x'

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: 'str' object does not support item assignment

A list item can be deleted with the del command:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> del a[3]

>>> a

['foo', 'bar', 'baz', 'quux', 'corge']

### Modifying Multiple List Values

What if you want to change several contiguous elements in a list at one time? Python allows this with slice assignment, which has the following syntax:

a[m:n] = <iterable>

Again, for the moment, think of an iterable as a list. This assignment replaces the specified slice of a with <iterable>:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[1:4]

['bar', 'baz', 'qux']

>>> a[1:4] = [1.1, 2.2, 3.3, 4.4, 5.5]

>>> a

['foo', 1.1, 2.2, 3.3, 4.4, 5.5, 'quux', 'corge']

>>> a[1:6]

[1.1, 2.2, 3.3, 4.4, 5.5]

>>> a[1:6] = ['Bark!']

>>> a

['foo', 'Bark!', 'quux', 'corge']

The number of elements inserted need not be equal to the number replaced. Python just grows or shrinks the list as needed.

You can insert multiple elements in place of a single element—just use a slice that denotes only one element:

>>> a = [1, 2, 3]

>>> a[1:2] = [2.1, 2.2, 2.3]

>>> a

[1, 2.1, 2.2, 2.3, 3]

Note that this is not the same as replacing the single element with a list:

>>> a = [1, 2, 3]

>>> a[1] = [2.1, 2.2, 2.3]

>>> a

[1, [2.1, 2.2, 2.3], 3]

You can also insert elements into a list without removing anything. Simply specify a slice of the form [n:n] (a zero-length slice) at the desired index:

>>> a = [1, 2, 7, 8]

>>> a[2:2] = [3, 4, 5, 6]

>>> a

[1, 2, 3, 4, 5, 6, 7, 8]

You can delete multiple elements out of the middle of a list by assigning the appropriate slice to an empty list. You can also use the del statement with the same slice:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[1:5] = []

>>> a

['foo', 'corge']

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> del a[1:5]

>>> a

['foo', 'corge']

## Prepending or Appending Items to a List

Additional items can be added to the start or end of a list using the + concatenation operator or the += augmented assignment operator:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a += ['grault', 'garply']

>>> a

['foo', 'bar', 'baz', 'qux', 'quux', 'corge', 'grault', 'garply']

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a = [10, 20] + a

>>> a

[10, 20, 'foo', 'bar', 'baz', 'qux', 'quux', 'corge']

Note that a list must be concatenated with another list, so if you want to add only one element, you need to specify it as a singleton list:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a += 20

Traceback (most recent call last):

File "<pyshell#58>", line 1, in <module>

a += 20

TypeError: 'int' object is not iterable

>>> a += [20]

>>> a

['foo', 'bar', 'baz', 'qux', 'quux', 'corge', 20]

## Methods That Modify a List

Finally, Python supplies several built-in methods that can be used to modify lists. Information on these methods is detailed below.

**Note:** The string methods you saw in the previous tutorial did not modify the target string directly. That is because strings are immutable. Instead, string methods return a new string object that is modified as directed by the method. They leave the original target string unchanged:

>>> s = 'foobar'

>>> t = s.upper()

>>> print(s, t)

foobar FOOBAR

List methods are different. Because lists are mutable, the list methods shown here modify the target list in place.

**a.append(<obj>)**

Appends an object to a list.

a.append(<obj>) appends object <obj> to the end of list a:

>>> a = ['a', 'b']

>>> a.append(123)

>>> a

['a', 'b', 123]

Remember, list methods modify the target list in place. They do not return a new list:

>>> a = ['a', 'b']

>>> x = a.append(123)

>>> print(x)

None

>>> a

['a', 'b', 123]

Remember that when the + operator is used to concatenate to a list, if the target operand is an iterable, then its elements are broken out and appended to the list individually:

>>> a = ['a', 'b']

>>> a + [1, 2, 3]

['a', 'b', 1, 2, 3]

The .append() method does not work that way! If an iterable is appended to a list with .append(), it is added as a single object:

>>> a = ['a', 'b']

>>> a.append([1, 2, 3])

>>> a

['a', 'b', [1, 2, 3]]

Thus, with .append(), you can append a string as a single entity:

>>> a = ['a', 'b']

>>> a.append('foo')

>>> a

['a', 'b', 'foo']

**a.extend(<iterable>)**

Extends a list with the objects from an iterable.

Yes, this is probably what you think it is. .extend() also adds to the end of a list, but the argument is expected to be an iterable. The items in <iterable> are added individually:

>>> a = ['a', 'b']

>>> a.extend([1, 2, 3])

>>> a

['a', 'b', 1, 2, 3]

In other words, .extend() behaves like the + operator. More precisely, since it modifies the list in place, it behaves like the += operator:

>>> a = ['a', 'b']

>>> a += [1, 2, 3]

>>> a

['a', 'b', 1, 2, 3]

**a.insert(<index>, <obj>)**

Inserts an object into a list.

a.insert(<index>, <obj>) inserts object <obj> into list a at the specified <index>. Following the method call, a[<index>] is <obj>, and the remaining list elements are pushed to the right:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a.insert(3, 3.14159)

>>> a[3]

3.14159

>>> a

['foo', 'bar', 'baz', 3.14159, 'qux', 'quux', 'corge']

**a.remove(<obj>)**

Removes an object from a list.

a.remove(<obj>) removes object <obj> from list a. If <obj> isn’t in a, an exception is raised:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a.remove('baz')

>>> a

['foo', 'bar', 'qux', 'quux', 'corge']

>>> a.remove('Bark!')

Traceback (most recent call last):

File "<pyshell#13>", line 1, in <module>

a.remove('Bark!')

ValueError: list.remove(x): x not in list

**a.pop(index=-1)**

Removes an element from a list.

This method differs from .remove() in two ways:

1. You specify the index of the item to remove, rather than the object itself.
2. The method returns a value: the item that was removed.

a.pop() simply removes the last item in the list:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a.pop()

'corge'

>>> a

['foo', 'bar', 'baz', 'qux', 'quux']

>>> a.pop()

'quux'

>>> a

['foo', 'bar', 'baz', 'qux']

If the optional <index> parameter is specified, the item at that index is removed and returned. <index> may be negative, as with string and list indexing:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a.pop(1)

'bar'

>>> a

['foo', 'baz', 'qux', 'quux', 'corge']

>>> a.pop(-3)

'qux'

>>> a

['foo', 'baz', 'quux', 'corge']

<index> defaults to -1, so a.pop(-1) is equivalent to a.pop().

## Lists Are Dynamic

The last characteristic of a Python List is that lists are dynamic. You have seen many examples of this in the sections above. When items are added to a list, it grows as needed:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[2:2] = [1, 2, 3]

>>> a += [3.14159]

>>> a

['foo', 'bar', 1, 2, 3, 'baz', 'qux', 'quux', 'corge', 3.14159]

Similarly, a list shrinks to accommodate the removal of items:

>>> a = ['foo', 'bar', 'baz', 'qux', 'quux', 'corge']

>>> a[2:3] = []

>>> del a[0]

>>> a

['bar', 'qux', 'quux', 'corge']

# Python Tuples

Python provides another type that is an ordered collection of objects, called a tuple.

Pronunciation varies depending on whom you ask. Some pronounce it as though it were spelled “too-ple” (rhyming with “Mott the Hoople”), and others as though it were spelled “tup-ple” (rhyming with “supple”). My inclination is the latter, since it presumably derives from the same origin as “quintuple,” “sextuple,” “octuple,” and so on, and everyone I know pronounces these latter as though they rhymed with “supple.”

## Defining and Using Tuples

Tuples are identical to lists in all respects, except for the following properties:

* Tuples are defined by enclosing the elements in parentheses (()) instead of square brackets ([]).
* Tuples are immutable.

Here is a short example showing a tuple definition, indexing, and slicing:

>>> t = ('foo', 'bar', 'baz', 'qux', 'quux', 'corge')

>>> t

('foo', 'bar', 'baz', 'qux', 'quux', 'corge')

>>> t[0]

'foo'

>>> t[-1]

'corge'

>>> t[1::2]

('bar', 'qux', 'corge')

Never fear! Our favorite string and list reversal mechanism works for tuples as well:

>>> t[::-1]

('corge', 'quux', 'qux', 'baz', 'bar', 'foo')

**Note:** Even though tuples are defined using parentheses, you still index and slice tuples using square brackets, just as for strings and lists.

Everything you’ve learned about lists—they are ordered, they can contain arbitrary objects, they can be indexed and sliced, they can be nested—is true of tuples as well. But they can’t be modified:

>>> t = ('foo', 'bar', 'baz', 'qux', 'quux', 'corge')

>>> t[2] = 'Bark!'

Traceback (most recent call last):

File "<pyshell#65>", line 1, in <module>

t[2] = 'Bark!'

TypeError: 'tuple' object does not support item assignment

Why use a tuple instead of a list?

* Program execution is faster when manipulating a tuple than it is for the equivalent list. (This is probably not going to be noticeable when the list or tuple is small.)
* Sometimes you don’t want data to be modified. If the values in the collection are meant to remain constant for the life of the program, using a tuple instead of a list guards against accidental modification.
* There is another Python data type that you will encounter shortly called a dictionary, which requires as one of its components a value that is of an immutable type. A tuple can be used for this purpose, whereas a list can’t be.

In the REPL window, you can display the values of several objects simultaneously by entering them directly at the >>> prompt, separated by commas:

>>> a = 'foo'

>>> b = 42

>>> a, 3.14159, b

('foo', 3.14159, 42)

Python displays the response in parentheses because it is implicitly interpreting the input as a tuple.

There is one peculiarity regarding tuple definition that you should be aware of. There is no ambiguity when defining an empty tuple, nor one with two or more elements. Python knows you are defining a tuple:

>>> t = ()

>>> type(t)

<class 'tuple'>

>>> t = (1, 2)

>>> type(t)

<class 'tuple'>

>>> t = (1, 2, 3, 4, 5)

>>> type(t)

<class 'tuple'>

But what happens when you try to define a tuple with one item:

>>> t = (2)

>>> type(t)

<class 'int'>

*Doh!* Since parentheses are also used to define operator precedence in expressions, Python evaluates the expression (2) as simply the integer 2 and creates an int object. To tell Python that you really want to define a singleton tuple, include a trailing comma (,) just before the closing parenthesis:

>>> t = (2,)

>>> type(t)

<class 'tuple'>

>>> t[0]

2

>>> t[-1]

2

You probably won’t need to define a singleton tuple often, but there has to be a way.

When you display a singleton tuple, Python includes the comma, to remind you that it’s a tuple:

>>> print(t)

(2,)

## Tuple Assignment, Packing, and Unpacking

As you have already seen above, a literal tuple containing several items can be assigned to a single object:

>>> t = ('foo', 'bar', 'baz', 'qux')

When this occurs, it is as though the items in the tuple have been “packed” into the object:
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>>> t

('foo', 'bar', 'baz', 'qux')

>>> t[0]

'foo'

>>> t[-1]

'qux'

If that “packed” object is subsequently assigned to a new tuple, the individual items are “unpacked” into the objects in the tuple:
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>>> (s1, s2, s3, s4) = t

>>> s1

'foo'

>>> s2

'bar'

>>> s3

'baz'

>>> s4

'qux'

When unpacking, the number of variables on the left must match the number of values in the tuple:

>>> (s1, s2, s3) = t

Traceback (most recent call last):

File "<pyshell#16>", line 1, in <module>

(s1, s2, s3) = t

ValueError: too many values to unpack (expected 3)

>>> (s1, s2, s3, s4, s5) = t

Traceback (most recent call last):

File "<pyshell#17>", line 1, in <module>

(s1, s2, s3, s4, s5) = t

ValueError: not enough values to unpack (expected 5, got 4)

Packing and unpacking can be combined into one statement to make a compound assignment:

>>> (s1, s2, s3, s4) = ('foo', 'bar', 'baz', 'qux')

>>> s1

'foo'

>>> s2

'bar'

>>> s3

'baz'

>>> s4

'qux'

Again, the number of elements in the tuple on the left of the assignment must equal the number on the right:

>>> (s1, s2, s3, s4, s5) = ('foo', 'bar', 'baz', 'qux')

Traceback (most recent call last):

File "<pyshell#63>", line 1, in <module>

(s1, s2, s3, s4, s5) = ('foo', 'bar', 'baz', 'qux')

ValueError: not enough values to unpack (expected 5, got 4)

In assignments like this and a small handful of other situations, Python allows the parentheses that are usually used for denoting a tuple to be left out:

>>> t = 1, 2, 3

>>> t

(1, 2, 3)

>>> x1, x2, x3 = t

>>> x1, x2, x3

(1, 2, 3)

>>> x1, x2, x3 = 4, 5, 6

>>> x1, x2, x3

(4, 5, 6)

>>> t = 2,

>>> t

(2,)

It works the same whether the parentheses are included or not, so if you have any doubt as to whether they’re needed, go ahead and include them.

### Swap in Python using Tuple (assignment)

Tuple assignment allows for a curious bit of idiomatic Python. Frequently when programming, you have two variables whose values you need to swap. In most programming languages, it is necessary to store one of the values in a temporary variable while the swap occurs like this:

>>> a = 'foo'

>>> b = 'bar'

>>> a, b

('foo', 'bar')

>>># We need to define a temp variable to accomplish the swap.

>>> temp = a

>>> a = b

>>> b = temp

>>> a, b

('bar', 'foo')

In Python, the swap can be done with a single tuple assignment:

>>> a = 'foo'

>>> b = 'bar'

>>> a, b

('foo', 'bar')

>>># Magic time!

>>> a, b = b, a

>>> a, b

('bar', 'foo')

As anyone who has ever had to swap values using a temporary variable knows, being able to do it this way in Python is the pinnacle of modern technological achievement. It will never get better than this.

# Python Dictionaries

A dictionary is like a list, but more general. In a list, the index positions have to be integers; in a dictionary, the indices can be (almost) any type. Dictionary as a mapping between a set of indices (which are called keys) and a set of values. Each key maps to a value.

The association of a key and a value is called a key-value pair or sometimes an item. As an example, we’ll build a dictionary that maps from English to German words, so the keys and the values are all strings.

## How to create a dictionary?

The function dict creates a new dictionary with no items. Because dict is the name of a built-in function, you should avoid using it as a variable name.

eng2gr = dict()

print(eng2gr)

The curly brackets, {}, represent an empty dictionary. To add items to the dictionary, you can use square brackets:

eng2gr['one'] = 'eins'

This line creates an item that maps from the key ’one’ to the value “eins”. If you print the dictionary again, you see a key-value pair with a colon between the key and value:

print(eng2gr)

This output format is also an input format. For example, you can create a new dictionary with three items. But if you print eng2gr, you might be surprised:

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei'}

print(eng2gr)

## How to access elements from a dictionary?

The order of the key-value pairs is not the same. In fact, if you type the same example on your computer, you might get a different result. In general, the order of items in a dictionary is unpredictable. But that’s not a problem because the elements of a dictionary are never indexed with integer indices. Instead, you use the keys to look up the corresponding values:

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei'}

print(eng2gr['two'])

The key ’two’ always maps to the value “zwei” so the order of the items doesn’t matter.If the key isn’t in the dictionary, you get an exception:

>>> print(eng2gr['four'])  
KeyError: 'four'

While indexing is used with other container types to access values, dictionary uses keys. Key can be used either inside square brackets or with the get() method.

The difference while using get() is that it returns None instead of KeyError, if the key is not found.

print(eng2gr.get('two'))

print(eng2gr.get('three'))

The len function works on dictionaries; it returns the number of key-value pairs:

len(eng2gr)

## How to change or add elements in a dictionary?

Dictionaries are mutable. We can add new items or change the value of existing items using assignment operator. If the key is already present, value gets updated, else a new key: value pair is added to the dictionary.

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei'}

eng2gr['four'] = 'four' #Add Element

print(eng2gr)

eng2gr['four'] = 'vier'  #Update Element

print(eng2gr)

## Dictionary Membership Test

The in operator works on dictionaries; it tells you whether something appears as a key in the dictionary.

>>> 'one' in eng2gr  
True  
>>> 'eins' in eng2gr  
False

To see whether something appears as a value in a dictionary, you can use the method values, which returns the values as a list, and then use the**in** operator:

vals = list(eng2gr.values())

>>>'eins' in vals

True

The in operator uses different algorithms for lists and dictionaries. For lists, it uses a linear search algorithm. As the list gets longer, the search time gets longer in direct proportion to the length of the list. For dictionaries, Python uses an algorithm called a hash table that has a remarkable property: the ***in*** operator takes about the same amount of time no matter how many items there are in a  
dictionary. I won’t explain why hash functions are so magical, but you can read more about it at [wikipedia.org/wiki/Hash\_table](http://wikipedia.org/wiki/Hash_table).

## How to delete or remove elements from a dictionary?

You can remove a particular item in a dictionary by using the method pop(). This method removes as item with the provided key and returns the value.

The method, popitem() can be used to remove and return an arbitrary item (key, value) form the dictionary. All the items can be removed at once using the clear() method.

You can also use the del keyword to remove individual items or the entire dictionary itself.

eng2gr = {'one': 'eins', 'two': 'zwei', 'three': 'drei', 'four':'vier'}

# remove a particular item

print(eng2gr.pop('four'))

print(eng2gr)

# remove an arbitrary item

print(eng2gr.popitem())

print(eng2gr)

# delete a particular item

del eng2gr['one']

print(eng2gr)

# remove all items

eng2gr.clear()

## Python Dictionary Methods

Methods that are available with dictionary are tabulated below. Some of them have already been used in the above examples.

|  |  |
| --- | --- |
| Python Dictionary Methods | |
| **Method** | **Description** |
| clear() | Remove all items form the dictionary. |
| copy() | Return a shallow copy of the dictionary. |
| fromkeys(seq[, v]) | Return a new dictionary with keys from seq and value equal to v(defaults to None). |
| get(key[,d]) | Return the value of key. If key doesnot exit, return d (defaults to None). |
| items() | Return a new view of the dictionary’s items (key, value). |
| keys() | Return a new view of the dictionary’s keys. |
| pop(key[,d]) | Remove the item with key and return its value or d if key is not found. If d is not provided and key is not found, raises KeyError. |
| popitem() | Remove and return an arbitary item (key, value). Raises KeyError if the dictionary is empty. |
| setdefault(key[,d]) | If key is in the dictionary, return its value. If not, insert key with a value of d and return d (defaults to None). |
| update([other]) | Update the dictionary with the key/value pairs from other, overwriting existing keys. |
| values() | Return a new view of the dictionary’s values |

Here are a few example use of these methods.

fruits = {}.fromkeys(['Orange','Apple','Banana'], 0)

print(fruits)

for item in fruits.items():

print(item)

list(sorted(fruits.keys()))

# Python Sets

A rigorous definition of a set can be abstract and difficult to grasp. Practically though, a set can be thought of simply as a well-defined collection of distinct objects, typically called **elements** or **members**.

Grouping objects into a set can be useful in programming as well, and Python provides a built-in set type to do so. Sets are distinguished from other object types by the unique operations that can be performed on them.

## Defining a Set

Python’s built-in set type has the following characteristics:

* Sets are unordered.
* Set elements are unique. Duplicate elements are not allowed.
* A set itself may be modified, but the elements contained in the set must be of an immutable type.

Let’s see what all that means, and how you can work with sets in Python.

A set can be created in two ways. First, you can define a set with the built-in set() function:

x = set(<iter>)

In this case, the argument <iter> is an iterable—again, for the moment, think list or tuple—that generates the list of objects to be included in the set. This is analogous to the <iter> argument given to the .extend() list method:

>>> x = set(['foo', 'bar', 'baz', 'foo', 'qux'])

>>> x

{'qux', 'foo', 'bar', 'baz'}

>>> x = set(('foo', 'bar', 'baz', 'foo', 'qux'))

>>> x

{'qux', 'foo', 'bar', 'baz'}

Strings are also iterable, so a string can be passed to set() as well. You have already seen that list(s) generates a list of the characters in the string s. Similarly, set(s) generates a set of the characters in s:

>>> s = 'quux'

>>> list(s)

['q', 'u', 'u', 'x']

>>> set(s)

{'x', 'u', 'q'}

You can see that the resulting sets are unordered: the original order, as specified in the definition, is not necessarily preserved. Additionally, duplicate values are only represented in the set once, as with the string 'foo' in the first two examples and the letter 'u' in the third.

Alternately, a set can be defined with curly braces ({}):

x = {<obj>, <obj>, ..., <obj>}

When a set is defined this way, each <obj> becomes a distinct element of the set, even if it is an iterable. This behavior is similar to that of the .append() list method.

Thus, the sets shown above can also be defined like this:

>>> x = {'foo', 'bar', 'baz', 'foo', 'qux'}

>>> x

{'qux', 'foo', 'bar', 'baz'}

>>> x = {'q', 'u', 'u', 'x'}

>>> x

{'x', 'q', 'u'}

Observe the difference between these two set definitions:

>>> {'foo'}

{'foo'}

>>> set('foo')

{'f', 'o'}

A set can be empty. However, recall that Python interprets empty curly braces ({}) as an empty dictionary, so the only way to define an empty set is with the set() function:

>>> x = set()

>>> type(x)

<class 'set'>

>>> x

set()

>>> x = {}

>>> type(x)

<class 'dict'>

An empty set is falsy in a Boolean context:

>>> x = set()

>>> bool(x)

False

>>> x or 1

1

>>> x and 1

set()

You might think the most intuitive sets would contain similar objects—for example, even numbers or surnames:

>>> s1 = {2, 4, 6, 8, 10}

>>> s2 = {'Smith', 'McArthur', 'Wilson', 'Johansson'}

Python does not require this, though. The elements in a set can be objects of different types:

>>> x = {42, 'foo', 3.14159, None}

>>> x

{None, 'foo', 42, 3.14159}

Don’t forget that set elements must be immutable. For example, a tuple may be included in a set:

>>> x = {42, 'foo', (1, 2, 3), 3.14159}

>>> x

{42, 'foo', 3.14159, (1, 2, 3)}

But lists and dictionaries are mutable, so they can’t be set elements:

>>> a = [1, 2, 3]

>>> {a}

Traceback (most recent call last):

File "<pyshell#70>", line 1, in <module>

{a}

TypeError: unhashable type: 'list'

>>> d = {'a': 1, 'b': 2}

>>> {d}

Traceback (most recent call last):

File "<pyshell#72>", line 1, in <module>

{d}

TypeError: unhashable type: 'dict'

## Set Size and Membership

The len() function returns the number of elements in a set, and the in and not in operators can be used to test for membership:

>>> x = {'foo', 'bar', 'baz'}

>>> len(x)

3

>>> 'bar' in x

True

>>> 'qux' in x

False

## Operating on a Set

Many of the operations that can be used for Python’s other composite data types don’t make sense for sets. For example, sets can’t be indexed or sliced. However, Python provides a whole host of operations on set objects that generally mimic the operations that are defined for mathematical sets.

### Operators vs. Methods

Most, though not quite all, set operations in Python can be performed in two different ways: by operator or by method. Let’s take a look at how these operators and methods work, using set union as an example.

Given two sets, x1 and x2, the union of x1 and x2 is a set consisting of all elements in either set.

Consider these two sets:

x1 = {'foo', 'bar', 'baz'}

x2 = {'baz', 'qux', 'quux'}

The union of x1 and x2 is {'foo', 'bar', 'baz', 'qux', 'quux'}.

**Note:** Notice that the element 'baz', which appears in both x1 and x2, appears only once in the union. Sets never contain duplicate values.

In Python, set union can be performed with the | operator:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'baz', 'qux', 'quux'}

>>> x1 | x2

{'baz', 'quux', 'qux', 'bar', 'foo'}

Set union can also be obtained with the .union() method. The method is invoked on one of the sets, and the other is passed as an argument:

>>> x1.union(x2)

{'baz', 'quux', 'qux', 'bar', 'foo'}

The way they are used in the examples above, the operator and method behave identically. But there is a subtle difference between them. When you use the | operator, both operands must be sets. The .union() method, on the other hand, will take any iterable as an argument, convert it to a set, and then perform the union.

Observe the difference between these two statements:

>>> x1 | ('baz', 'qux', 'quux')

Traceback (most recent call last):

File "<pyshell#43>", line 1, in <module>

x1 | ('baz', 'qux', 'quux')

TypeError: unsupported operand type(s) for |: 'set' and 'tuple'

>>> x1.union(('baz', 'qux', 'quux'))

{'baz', 'quux', 'qux', 'bar', 'foo'}

Both attempt to compute the union of x1 and the tuple ('baz', 'qux', 'quux'). This fails with the | operator but succeeds with the .union() method.

### Available Operators and Methods

Below is a list of the set operations available in Python. Some are performed by operator, some by method, and some by both. The principle outlined above generally applies: where a set is expected, methods will typically accept any iterable as an argument, but operators require actual sets as operands.

**Union**

x1.union(x2[, x3 ...])

x1 | x2 [| x3 ...]

Compute the union of two or more sets.

x1.union(x2) and x1 | x2 both return the set of all elements in either x1 or x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'baz', 'qux', 'quux'}

>>> x1.union(x2)

{'foo', 'qux', 'quux', 'baz', 'bar'}

>>> x1 | x2

{'foo', 'qux', 'quux', 'baz', 'bar'}

More than two sets may be specified with either the operator or the method:

>>> a = {1, 2, 3, 4}

>>> b = {2, 3, 4, 5}

>>> c = {3, 4, 5, 6}

>>> d = {4, 5, 6, 7}

>>> a.union(b, c, d)

{1, 2, 3, 4, 5, 6, 7}

>>> a | b | c | d

{1, 2, 3, 4, 5, 6, 7}

The resulting set contains all elements that are present in any of the specified sets.

**Intersection**

x1.intersection(x2[, x3 ...])

x1 & x2 [& x3 ...]

Compute the intersection of two or more sets.

x1.intersection(x2) and x1 & x2 return the set of elements common to both x1 and x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'baz', 'qux', 'quux'}

>>> x1.intersection(x2)

{'baz'}

>>> x1 & x2

{'baz'}

You can specify multiple sets with the intersection method and operator, just like you can with set union:

>>> a = {1, 2, 3, 4}

>>> b = {2, 3, 4, 5}

>>> c = {3, 4, 5, 6}

>>> d = {4, 5, 6, 7}

>>> a.intersection(b, c, d)

{4}

>>> a & b & c & d

{4}

The resulting set contains only elements that are present in all of the specified sets.

**Difference**

x1.difference(x2[, x3 ...])

x1 - x2 [- x3 ...]

Compute the difference between two or more sets.

x1.difference(x2) and x1 - x2 return the set of all elements that are in x1 but not in x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'baz', 'qux', 'quux'}

>>> x1.difference(x2)

{'foo', 'bar'}

>>> x1 - x2

{'foo', 'bar'}

Another way to think of this is that x1.difference(x2) and x1 - x2 return the set that results when any elements in x2 are removed or subtracted from x1.

Once again, you can specify more than two sets:

>>> a = {1, 2, 3, 30, 300}

>>> b = {10, 20, 30, 40}

>>> c = {100, 200, 300, 400}

>>> a.difference(b, c)

{1, 2, 3}

>>> a - b - c

{1, 2, 3}

When multiple sets are specified, the operation is performed from left to right. In the example above, a - b is computed first, resulting in {1, 2, 3, 300}. Then c is subtracted from that set, leaving {1, 2, 3}:
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**Subset**

x1.issubset(x2)

x1 <= x2

Determine whether one set is a subset of the other.

In set theory, a set x1 is considered a subset of another set x2 if every element of x1 is in x2.

x1.issubset(x2) and x1 <= x2 return True if x1 is a subset of x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x1.issubset({'foo', 'bar', 'baz', 'qux', 'quux'})

True

>>> x2 = {'baz', 'qux', 'quux'}

>>> x1 <= x2

False

A set is considered to be a subset of itself:

>>> x = {1, 2, 3, 4, 5}

>>> x.issubset(x)

True

>>> x <= x

True

It seems strange, perhaps. But it fits the definition—every element of x is in x.

**Proper Subset**

x1 < x2

Determines whether one set is a proper subset of the other.

A proper subset is the same as a subset, except that the sets can’t be identical. A set x1 is considered a proper subset of another set x2 if every element of x1 is in x2, and x1 and x2 are not equal.

x1 < x2 returns True if x1 is a proper subset of x2:

>>> x1 = {'foo', 'bar'}

>>> x2 = {'foo', 'bar', 'baz'}

>>> x1 < x2

True

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'foo', 'bar', 'baz'}

>>> x1 < x2

False

While a set is considered a subset of itself, it is not a proper subset of itself:

>>> x = {1, 2, 3, 4, 5}

>>> x <= x

True

>>> x < x

False

**Note:** The < operator is the only way to test whether a set is a proper subset. There is no corresponding method.

**Superset**

x1.issuperset(x2)

x1 >= x2

Determine whether one set is a superset of the other.

A superset is the reverse of a subset. A set x1 is considered a superset of another set x2 if x1 contains every element of x2.

x1.issuperset(x2) and x1 >= x2 return True if x1 is a superset of x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x1.issuperset({'foo', 'bar'})

True

>>> x2 = {'baz', 'qux', 'quux'}

>>> x1 >= x2

False

You have already seen that a set is considered a subset of itself. A set is also considered a superset of itself:

>>>

>>> x = {1, 2, 3, 4, 5}

>>> x.issuperset(x)

True

>>> x >= x

True

**Proper Superset**

x1 > x2

Determines whether one set is a proper superset of the other.

A proper superset is the same as a superset, except that the sets can’t be identical. A set x1 is considered a proper superset of another set x2 if x1 contains every element of x2, and x1 and x2 are not equal.

x1 > x2 returns True if x1 is a proper superset of x2:

>>>

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'foo', 'bar'}

>>> x1 > x2

True

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'foo', 'bar', 'baz'}

>>> x1 > x2

False

A set is not a proper superset of itself:

>>> x = {1, 2, 3, 4, 5}

>>> x > x

False

**Note:** The > operator is the only way to test whether a set is a proper superset. There is no corresponding method.

## Modifying a Set

Although the elements contained in a set must be of immutable type, sets themselves can be modified. Like the operations above, there are a mix of operators and methods that can be used to change the contents of a set.

### Augmented Assignment Operators and Methods

Each of the union, intersection, difference, and symmetric difference operators listed above has an augmented assignment form that can be used to modify a set. For each, there is a corresponding method as well.

**Union Update**

x1.update(x2[, x3 ...])

x1 |= x2 [| x3 ...]

Modify a set by union.

x1.update(x2) and x1 |= x2 add to x1 any elements in x2 that x1 does not already have:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'foo', 'baz', 'qux'}

>>> x1 |= x2

>>> x1

{'qux', 'foo', 'bar', 'baz'}

>>> x1.update(['corge', 'garply'])

>>> x1

{'qux', 'corge', 'garply', 'foo', 'bar', 'baz'}

**Intersection Update**

x1.intersection\_update(x2[, x3 ...])

x1 &= x2 [& x3 ...]

Modify a set by intersection.

x1.intersection\_update(x2) and x1 &= x2 update x1, retaining only elements found in both x1 and x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'foo', 'baz', 'qux'}

>>> x1 &= x2

>>> x1

{'foo', 'baz'}

>>> x1.intersection\_update(['baz', 'qux'])

>>> x1

{'baz'}

**Difference Update**

x1.difference\_update(x2[, x3 ...])

x1 -= x2 [| x3 ...]

Modify a set by difference.

x1.difference\_update(x2) and x1 -= x2 update x1, removing elements found in x2:

>>> x1 = {'foo', 'bar', 'baz'}

>>> x2 = {'foo', 'baz', 'qux'}

>>> x1 -= x2

>>> x1

{'bar'}

>>> x1.difference\_update(['foo', 'bar', 'qux'])

>>> x1

set()

### Other Methods For Modifying Sets

Aside from the augmented operators above, Python supports several additional methods that modify sets.

**Add**

x.add(<elem>)

Adds an element to a set.

x.add(<elem>) adds <elem>, which must be a single immutable object, to x:

>>> x = {'foo', 'bar', 'baz'}

>>> x.add('qux')

>>> x

{'bar', 'baz', 'foo', 'qux'}

**Remove**

x.remove(<elem>)

Removes an element from a set.

x.remove(<elem>) removes <elem> from x. Python raises an exception if <elem> is not in x:

>>> x = {'foo', 'bar', 'baz'}

>>> x.remove('baz')

>>> x

{'bar', 'foo'}

>>> x.remove('qux')

Traceback (most recent call last):

File "<pyshell#58>", line 1, in <module>

x.remove('qux')

KeyError: 'qux'

**Discard**

x.discard(<elem>)

Removes an element from a set.

x.discard(<elem>) also removes <elem> from x. However, if <elem> is not in x, this method quietly does nothing instead of raising an exception:

>>> x = {'foo', 'bar', 'baz'}

>>> x.discard('baz')

>>> x

{'bar', 'foo'}

>>> x.discard('qux')

>>> x

{'bar', 'foo'}

**Pop**

x.pop()

Removes a random element from a set.

x.pop() removes and returns an arbitrarily chosen element from x. If x is empty, x.pop() raises an exception:

>>> x = {'foo', 'bar', 'baz'}

>>> x.pop()

'bar'

>>> x

{'baz', 'foo'}

>>> x.pop()

'baz'

>>> x

{'foo'}

>>> x.pop()

'foo'

>>> x

set()

>>> x.pop()

Traceback (most recent call last):

File "<pyshell#82>", line 1, in <module>

x.pop()

KeyError: 'pop from an empty set'

**Clear**

x.clear()

Clears a set.

x.clear() removes all elements from x:

>>> x = {'foo', 'bar', 'baz'}

>>> x

{'foo', 'bar', 'baz'}

>>>

>>> x.clear()

>>> x

set()

## Frozen Sets

Python provides another built-in type called a **frozenset**, which is in all respects exactly like a set, except that a frozenset is immutable. You can perform non-modifying operations on a frozenset:

>>> x = frozenset(['foo', 'bar', 'baz'])

>>> x

frozenset({'foo', 'baz', 'bar'})

>>> len(x)

3

>>> x & {'baz', 'qux', 'quux'}

frozenset({'baz'})

But methods that attempt to modify a frozenset fail:

>>> x = frozenset(['foo', 'bar', 'baz'])

>>> x.add('qux')

Traceback (most recent call last):

File "<pyshell#127>", line 1, in <module>

x.add('qux')

AttributeError: 'frozenset' object has no attribute 'add'

>>> x.pop()

Traceback (most recent call last):

File "<pyshell#129>", line 1, in <module>

x.pop()

AttributeError: 'frozenset' object has no attribute 'pop'

>>> x.clear()

Traceback (most recent call last):

File "<pyshell#131>", line 1, in <module>

x.clear()

AttributeError: 'frozenset' object has no attribute 'clear'

>>> x

frozenset({'foo', 'bar', 'baz'})

# Object Oriented Programming in Python 3

**Object-oriented programming** (OOP) is a method of structuring a program by bundling related properties and behaviors into individual **objects**.

An object contains data, like the raw or preprocessed materials at each step on an assembly line, and behavior, like the action each assembly line component performs.

Object-oriented programming is a programming paradigm that provides a means of structuring programs so that properties and behaviors are bundled into individual **objects**.

For instance, an object could represent a person with **properties** like a name, age, and address and **behaviors** such as walking, talking, breathing, and running. Or it could represent an email with properties like a recipient list, subject, and body and behaviors like adding attachments and sending.

Another common programming paradigm is **procedural programming**, which structures a program like a recipe in that it provides a set of steps, in the form of functions and code blocks, that flow sequentially in order to complete a task.

The key takeaway is that objects are at the center of object-oriented programming in Python, not only representing the data, as in procedural programming, but in the overall structure of the program as well.

## Define a Class in Python

Primitive data structures—like numbers, strings, and lists—are designed to represent simple pieces of information, such as the cost of an apple, the name of a poem, or your favorite colors, respectively. What if you want to represent something more complex?

For example, let’s say you want to track employees in an organization. You need to store some basic information about each employee, such as their name, age, position, and the year they started working.

One way to do this is to represent each employee as a list:

kirk = ["James Kirk", 34, "Captain", 2265]

spock = ["Spock", 35, "Science Officer", 2254]

mccoy = ["Leonard McCoy", "Chief Medical Officer", 2266]

There are a number of issues with this approach.

First, it can make larger code files more difficult to manage. If you reference kirk[0] several lines away from where the kirk list is declared, will you remember that the element with index 0 is the employee’s name?

Second, it can introduce errors if not every employee has the same number of elements in the list. In the mccoy list above, the age is missing, so mccoy[1] will return "Chief Medical Officer" instead of Dr. McCoy’s age.

A great way to make this type of code more manageable and more maintainable is to use **classes**.

### Classes vs Instances

Classes are used to create user-defined data structures. Classes define functions called **methods**, which identify the behaviors and actions that an object created from the class can perform with its data.

A class is a blueprint for how something should be defined. It doesn’t actually contain any data. The Dog class specifies that a name and an age are necessary for defining a dog, but it doesn’t contain the name or age of any specific dog.

While the class is the blueprint, an **instance** is an object that is built from a class and contains real data. An instance of the Dog class is not a blueprint anymore. It’s an actual dog with a name, like Miles, who’s four years old.

### How to Define a Class

All class definitions start with the class keyword, which is followed by the name of the class and a colon. Any code that is indented below the class definition is considered part of the class’s body.

Here’s an example of a Dog class:

class Dog:

pass

The body of the Dog class consists of a single statement: the pass keyword. pass is often used as a placeholder indicating where code will eventually go. It allows you to run this code without Python throwing an error.

**Note:** Python class names are written in CapitalizedWords notation by convention. For example, a class for a specific breed of dog like the Jack Russell Terrier would be written as JackRussellTerrier.

The Dog class isn’t very interesting right now, so let’s spruce it up a bit by defining some properties that all Dog objects should have. There are a number of properties that we can choose from, including name, age, coat color, and breed. To keep things simple, we’ll just use name and age.

The properties that all Dog objects must have are defined in a method called .\_\_init\_\_(). Every time a new Dog object is created, .\_\_init\_\_() sets the initial **state** of the object by assigning the values of the object’s properties. That is, .\_\_init\_\_() initializes each new instance of the class.

You can give .\_\_init\_\_() any number of parameters, but the first parameter will always be a [variable](https://realpython.com/python-variables/) called self. When a new class instance is created, the instance is automatically passed to the self parameter in .\_\_init\_\_() so that new **attributes** can be defined on the object.

Let’s update the Dog class with an .\_\_init\_\_() method that creates .name and .age attributes:

class Dog:

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

Notice that the .\_\_init\_\_() method’s signature is indented four spaces. The body of the method is indented by eight spaces. This indentation is vitally important. It tells Python that the .\_\_init\_\_() method belongs to the Dog class.

In the body of .\_\_init\_\_(), there are two statements using the self variable:

1. **self.name = name** creates an attribute called name and assigns to it the value of the name parameter.
2. **self.age = age** creates an attribute called age and assigns to it the value of the age parameter.

Attributes created in .\_\_init\_\_() are called **instance attributes**. An instance attribute’s value is specific to a particular instance of the class. All Dog objects have a name and an age, but the values for the name and age attributes will vary depending on the Dog instance.

On the other hand, **class attributes** are attributes that have the same value for all class instances. You can define a class attribute by assigning a value to a [variable](https://realpython.com/python-variables/) name outside of .\_\_init\_\_().

For example, the following Dog class has a class attribute called species with the value "Canis familiaris":

class Dog:

# Class attribute

species = "Canis familiaris"

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

Class attributes are defined directly beneath the first line of the class name and are indented by four spaces. They must always be assigned an initial value. When an instance of the class is created, class attributes are automatically created and assigned to their initial values.

Use class attributes to define properties that should have the same value for every class instance. Use instance attributes for properties that vary from one instance to another.

Now that we have a Dog class, let’s create some dogs!

## Instantiate an Object in Python

Open Python’s interactive window and type the following:

>>> class Dog:

... pass

This creates a new Dog class with no attributes or methods.

Creating a new object from a class is called **instantiating** an object. You can instantiate a new Dog object by typing the name of the class, followed by opening and closing parentheses:

>>> Dog()

<\_\_main\_\_.Dog object at 0x106702d30>

You now have a new Dog object at 0x106702d30. This funny-looking string of letters and numbers is a **memory address** that indicates where the Dog object is stored in your computer’s memory. Note that the address you see on your screen will be different.

Now instantiate a second Dog object:

>>> Dog()

<\_\_main\_\_.Dog object at 0x0004ccc90>

The new Dog instance is located at a different memory address. That’s because it’s an entirely new instance and is completely unique from the first Dog object that you instantiated.

To see this another way, type the following:

>>> a = Dog()

>>> b = Dog()

>>> a == b

False

In this code, you create two new Dog objects and assign them to the variables a and b. When you compare a and b using the == operator, the result is False. Even though a and b are both instances of the Dog class, they represent two distinct objects in memory.

### Class and Instance Attributes

Now create a new Dog class with a class attribute called .species and two instance attributes called .name and .age:

>>> class Dog:

... species = "Canis familiaris"

... def \_\_init\_\_(self, name, age):

... self.name = name

... self.age = age

To instantiate objects of this Dog class, you need to provide values for the name and age. If you don’t, then Python raises a TypeError:

>>> Dog()

Traceback (most recent call last):

File "<pyshell#6>", line 1, in <module>

Dog()

TypeError: \_\_init\_\_() missing 2 required positional arguments: 'name' and 'age'

To pass arguments to the name and age parameters, put values into the parentheses after the class name:

>>> buddy = Dog("Buddy", 9)

>>> miles = Dog("Miles", 4)

This creates two new Dog instances—one for a nine-year-old dog named Buddy and one for a four-year-old dog named Miles.

The Dog class’s .\_\_init\_\_() method has three parameters, so why are only two arguments passed to it in the example?

When you instantiate a Dog object, Python creates a new instance and passes it to the first parameter of .\_\_init\_\_(). This essentially removes the self parameter, so you only need to worry about the name and age parameters.

After you create the Dog instances, you can access their instance attributes using **dot notation**:

>>> buddy.name

'Buddy'

>>> buddy.age

9

>>> miles.name

'Miles'

>>> miles.age

4

You can access class attributes the same way:

>>> buddy.species

'Canis familiaris'

One of the biggest advantages of using classes to organize data is that instances are guaranteed to have the attributes you expect. All Dog instances have .species, .name, and .age attributes, so you can use those attributes with confidence knowing that they will always return a value.

Although the attributes are guaranteed to exist, their values can be changed dynamically:

>>> buddy.age = 10

>>> buddy.age

10

>>> miles.species = "Felis silvestris"

>>> miles.species

'Felis silvestris'

In this example, you change the .age attribute of the buddy object to 10. Then you change the .species attribute of the miles object to "Felis silvestris", which is a species of cat. That makes Miles a pretty strange dog, but it is valid Python!

The key takeaway here is that custom objects are mutable by default. An object is mutable if it can be altered dynamically. For example, lists and dictionaries are mutable, but strings and tuples are immutable.

## Instance Methods

**Instance methods** are functions that are defined inside a class and can only be called from an instance of that class. Just like .\_\_init\_\_(), an instance method’s first parameter is always self.

Open a new Python interactive window and type in the following Dog class:

class Dog:

species = "Canis familiaris"

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# Instance method

def description(self):

return f"{self.name} is {self.age} years old"

# Another instance method

def speak(self, sound):

return f"{self.name} says {sound}"

This Dog class has two instance methods:

1. **.description()** returns a string displaying the name and age of the dog.
2. **.speak()** has one parameter called sound and returns a string containing the dog’s name and the sound the dog makes.

Save the modified Dog class to a file called dog.py and run it in VS Code. Then open the interactive window and type the following to see your instance methods in action:

>>> miles = Dog("Miles", 4)

>>> miles.description()

'Miles is 4 years old'

>>> miles.speak("Woof Woof")

'Miles says Woof Woof'

>>> miles.speak("Bow Wow")

'Miles says Bow Wow'

In the above Dog class, .description() returns a string containing information about the Dog instance miles. When writing your own classes, it’s a good idea to have a method that returns a string containing useful information about an instance of the class. However, .description() isn’t the most Pythonic way of doing this.

When you create a list object, you can use print() to display a string that looks like the list:

>>> names = ["Fletcher", "David", "Dan"]

>>> print(names)

['Fletcher', 'David', 'Dan']

Let’s see what happens when you print() the miles object:

>>> print(miles)

<\_\_main\_\_.Dog object at 0x00aeff70>

When you print(miles), you get a cryptic looking message telling you that miles is a Dog object at the memory address 0x00aeff70. This message isn’t very helpful. You can change what gets printed by defining a special instance method called .\_\_str\_\_().

In the editor window, change the name of the Dog class’ .description() method to .\_\_str\_\_():

class Dog:

# Leave other parts of Dog class as-is

# Replace .description() with \_\_str\_\_()

def \_\_str\_\_(self):

return f"{self.name} is {self.age} years old"

Save the file and run it. Now, when you print(miles), you get a much friendlier output:

>>> miles = Dog("Miles", 4)

>>> print(miles)

'Miles is 4 years old'

Methods like .\_\_init\_\_() and .\_\_str\_\_() are called **dunder methods** because they begin and end with double underscores. There are many dunder methods that you can use to customize classes in Python. Although too advanced a topic for a beginning Python book, understanding dunder methods is an important part of mastering object-oriented programming in Python.

## Inherit From Other Classes in Python

Inheritance is the process by which one class takes on the attributes and methods of another. Newly formed classes are called **child classes**, and the classes that child classes are derived from are called **parent classes**.

Child classes can override or extend the attributes and methods of parent classes. In other words, child classes inherit all of the parent’s attributes and methods but can also specify attributes and methods that are unique to themselves.

Although the analogy isn’t perfect, you can think of object inheritance sort of like genetic inheritance.

You may have inherited your hair color from your mother. It’s an attribute you were born with. Let’s say you decide to color your hair purple. Assuming your mother doesn’t have purple hair, you’ve just **overridden** the hair color attribute that you inherited from your mom.

You also inherit, in a sense, your language from your parents. If your parents speak English, then you’ll also speak English. Now imagine you decide to learn a second language, like German. In this case you’ve **extended** your attributes because you’ve added an attribute that your parents don’t have.

### Example

*Base / Super class*:

class Person:

  def \_\_init\_\_(self, fname, lname):

    self.firstname = fname

    self.lastname = lname

  def printname(self):  
    print(self.firstname, self.lastname)

#Use the Person class to create an object, and then execute the printname method:

x = Person("John", "Doe")

x.printname()

*Sub / Child class*:

class Student(Person):  
  pass

x = Student("Mike", "Olsen")

x.printname()

### Add the \_\_init\_\_() Function

So far we have created a child class that inherits the properties and methods from its parent.

We want to add the \_\_init\_\_() function to the child class (instead of the pass keyword).

**Note:** The \_\_init\_\_() function is called automatically every time the class is being used to create a new object.

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):

    #add properties etc.

When you add the \_\_init\_\_() function, the child class will no longer inherit the parent's \_\_init\_\_() function.

**Note:** The child's \_\_init\_\_() function **overrides** the inheritance of the parent's \_\_init\_\_() function.

To keep the inheritance of the parent's \_\_init\_\_() function, add a call to the parent's \_\_init\_\_() function:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):

    Person.\_\_init\_\_(self, fname, lname)

### Use the super() Function

Python also has a super() function that will make the child class inherit all the methods and properties from its parent:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):

    super().\_\_init\_\_(fname, lname)

By using the super() function, you do not have to use the name of the parent element, it will automatically inherit the methods and properties from its parent.

### Add Properties

Add a property called graduationyear to the Student class:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname):

    super().\_\_init\_\_(fname, lname)

    self.graduationyear = 2019

In the example below, the year 2019 should be a variable, and passed into the Student class when creating student objects. To do so, add another parameter in the \_\_init\_\_() function:

Add a year parameter, and pass the correct year when creating objects:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname, year):

    super().\_\_init\_\_(fname, lname)

    self.graduationyear = year

x = Student("Mike", "Olsen", 2019)

### Add Methods

Add a method called welcome to the Student class:

class Student(Person):  
  def \_\_init\_\_(self, fname, lname, year):

    super().\_\_init\_\_(fname, lname)

    self.graduationyear = year

  def welcome(self):

    print("Welcome", self.firstname, self.lastname, "to the class of", self.graduationyear)

If you add a method in the child class with the same name as a function in the parent class, the inheritance of the parent method will be overridden.

### Dog Park Example

Pretend for a moment that you’re at a dog park. There are many dogs of different breeds at the park, all engaging in various dog behaviors.

Suppose now that you want to model the dog park with Python classes. The Dog class that you wrote in the previous section can distinguish dogs by name and age but not by breed.

You could modify the Dog class in the editor window by adding a .breed attribute:

class Dog:

species = "Canis familiaris"

def \_\_init\_\_(self, name, age, breed):

self.name = name

self.age = age

self.breed = breed

The instance methods defined earlier are omitted here because they aren’t important for this discussion.

Press F5 to save the file. Now you can model the dog park by instantiating a bunch of different dogs in the interactive window:

>>> miles = Dog("Miles", 4, "Jack Russell Terrier")

>>> buddy = Dog("Buddy", 9, "Dachshund")

>>> jack = Dog("Jack", 3, "Bulldog")

>>> jim = Dog("Jim", 5, "Bulldog")

Each breed of dog has slightly different behaviors. For example, bulldogs have a low bark that sounds like *woof*, but dachshunds have a higher-pitched bark that sounds more like *yap*.

Using just the Dog class, you must supply a string for the sound argument of .speak() every time you call it on a Dog instance:

>>> buddy.speak("Yap")

'Buddy says Yap'

>>> jim.speak("Woof")

'Jim says Woof'

>>> jack.speak("Woof")

'Jack says Woof'

Passing a string to every call to .speak() is repetitive and inconvenient. Moreover, the string representing the sound that each Dog instance makes should be determined by its .breed attribute, but here you have to manually pass the correct string to .speak() every time it’s called.

You can simplify the experience of working with the Dog class by creating a child class for each breed of dog. This allows you to extend the functionality that each child class inherits, including specifying a default argument for .speak().

### Parent Classes vs Child Classes

Let’s create a child class for each of the three breeds mentioned above: Jack Russell Terrier, Dachshund, and Bulldog.

For reference, here’s the full definition of the Dog class:

class Dog:

species = "Canis familiaris"

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

def \_\_str\_\_(self):

return f"{self.name} is {self.age} years old"

def speak(self, sound):

return f"{self.name} says {sound}"

Remember, to create a child class, you create new class with its own name and then put the name of the parent class in parentheses. Add the following to the dog.py file to create three new child classes of the Dog class:

class JackRussellTerrier(Dog):

pass

class Dachshund(Dog):

pass

class Bulldog(Dog):

pass

Press F5 to save and run the file. With the child classes defined, you can now instantiate some dogs of specific breeds in the interactive window:

>>> miles = JackRussellTerrier("Miles", 4)

>>> buddy = Dachshund("Buddy", 9)

>>> jack = Bulldog("Jack", 3)

>>> jim = Bulldog("Jim", 5)

Instances of child classes inherit all of the attributes and methods of the parent class:

>>> miles.species

'Canis familiaris'

>>> buddy.name

'Buddy'

>>> print(jack)

Jack is 3 years old

>>> jim.speak("Woof")

'Jim says Woof'

To determine which class a given object belongs to, you can use the built-in type():

>>> type(miles)

<class '\_\_main\_\_.JackRussellTerrier'>

What if you want to determine if miles is also an instance of the Dog class? You can do this with the built-in isinstance():

>>> isinstance(miles, Dog)

True

Notice that isinstance() takes two arguments, an object and a class. In the example above, isinstance() checks if miles is an instance of the Dog class and returns True.

The miles, buddy, jack, and jim objects are all Dog instances, but miles is not a Bulldog instance, and jack is not a Dachshund instance:

>>> isinstance(miles, Bulldog)

False

>>> isinstance(jack, Dachshund)

False

More generally, all objects created from a child class are instances of the parent class, although they may not be instances of other child classes.

Now that you’ve created child classes for some different breeds of dogs, let’s give each breed its own sound.

### Extend the Functionality of a Parent Class

Since different breeds of dogs have slightly different barks, you want to provide a default value for the sound argument of their respective .speak() methods. To do this, you need to override .speak() in the class definition for each breed.

To override a method defined on the parent class, you define a method with the same name on the child class. Here’s what that looks like for the JackRussellTerrier class:

class JackRussellTerrier(Dog):

def speak(self, sound="Arf"):

return f"{self.name} says {sound}"

Now .speak() is defined on the JackRussellTerrier class with the default argument for sound set to "Arf".

Update dog.py with the new JackRussellTerrier class and press F5 to save and run the file. You can now call .speak() on a JackRussellTerrier instance without passing an argument to sound:

>>> miles = JackRussellTerrier("Miles", 4)

>>> miles.speak()

'Miles says Arf'

Sometimes dogs make different barks, so if Miles gets angry and growls, you can still call .speak() with a different sound:

>>> miles.speak("Grrr")

'Miles says Grrr'

One thing to keep in mind about class inheritance is that changes to the parent class automatically propagate to child classes. This occurs as long as the attribute or method being changed isn’t overridden in the child class.

For example, in the editor window, change the string returned by .speak() in the Dog class:

class Dog:

# Leave other attributes and methods as they are

# Change the string returned by .speak()

def speak(self, sound):

return f"{self.name} barks: {sound}"

Save the file and press F5. Now, when you create a new Bulldog instance named jim, jim.speak() returns the new string:

>>>

>>> jim = Bulldog("Jim", 5)

>>> jim.speak("Woof")

'Jim barks: Woof'

However, calling .speak() on a JackRussellTerrier instance won’t show the new style of output:

>>> miles = JackRussellTerrier("Miles", 4)

>>> miles.speak()

'Miles says Arf'

Sometimes it makes sense to completely override a method from a parent class. But in this instance, we don’t want the JackRussellTerrier class to lose any changes that might be made to the formatting of the output string of Dog.speak().

To do this, you still need to define a .speak() method on the child JackRussellTerrier class. But instead of explicitly defining the output string, you need to call the Dog class’s .speak() *inside* of the child class’s .speak() using the same arguments that you passed to JackRussellTerrier.speak().

You can access the parent class from inside a method of a child class by using super():

class JackRussellTerrier(Dog):

def speak(self, sound="Arf"):

return super().speak(sound)

When you call super().speak(sound) inside JackRussellTerrier, Python searches the parent class, Dog, for a .speak() method and calls it with the variable sound.

Update dog.py with the new JackRussellTerrier class. Save the file and press F5 so you can test it in the interactive window:

>>> miles = JackRussellTerrier("Miles", 4)

>>> miles.speak()

'Miles barks: Arf'

Now when you call miles.speak(), you’ll see output reflecting the new formatting in the Dog class.

# Namespaces

We have seen the importance of **objects** in Python. Objects are everywhere! Virtually everything that your Python program creates or acts on is an object.

An **assignment statement** creates a **symbolic name** that you can use to reference an object. The statement x = 'foo' creates a symbolic name x that refers to the string object 'foo'.

In a program of any complexity, you’ll create hundreds or thousands of such names, each pointing to a specific object. How does Python keep track of all these names so that they don’t interfere with one another?

## Namespaces in Python

A namespace is a collection of currently defined symbolic names along with information about the object that each name references. You can think of a namespace as a dictionary in which the keys are the object names and the values are the objects themselves. Each key-value pair maps a name to its corresponding object.

Python uses them extensively. In a Python program, there are four types of namespaces:

1. Built-In
2. Global
3. Enclosing
4. Local

These have differing lifetimes. As Python executes a program, it creates namespaces as necessary and deletes them when they’re no longer needed. Typically, many namespaces will exist at any given time.

### The Built-In Namespace

The **built-in namespace** contains the names of all of Python’s built-in objects. These are available at all times when Python is running. You can list the objects in the built-in namespace with the following command:

>>> dir(\_\_builtins\_\_)

['ArithmeticError', 'AssertionError', 'AttributeError',

'BaseException','BlockingIOError', 'BrokenPipeError', 'BufferError',

'BytesWarning', 'ChildProcessError', 'ConnectionAbortedError',

'ConnectionError', 'ConnectionRefusedError', 'ConnectionResetError',

'DeprecationWarning', 'EOFError', 'Ellipsis', 'EnvironmentError',

'Exception', 'False', 'FileExistsError', 'FileNotFoundError',

'FloatingPointError', 'FutureWarning', 'GeneratorExit', 'IOError',

'ImportError', 'ImportWarning', 'IndentationError', 'IndexError',

'InterruptedError', 'IsADirectoryError', 'KeyError', 'KeyboardInterrupt',

'LookupError', 'MemoryError', 'ModuleNotFoundError', 'NameError', 'None',

'NotADirectoryError', 'NotImplemented', 'NotImplementedError', 'OSError',

'OverflowError', 'PendingDeprecationWarning', 'PermissionError',

'ProcessLookupError', 'RecursionError', 'ReferenceError', 'ResourceWarning',

'RuntimeError', 'RuntimeWarning', 'StopAsyncIteration', 'StopIteration',

'SyntaxError', 'SyntaxWarning', 'SystemError', 'SystemExit', 'TabError',

'TimeoutError', 'True', 'TypeError', 'UnboundLocalError',

'UnicodeDecodeError', 'UnicodeEncodeError', 'UnicodeError',

'UnicodeTranslateError', 'UnicodeWarning', 'UserWarning', 'ValueError',

'Warning', 'ZeroDivisionError', '\_', '\_\_build\_class\_\_', '\_\_debug\_\_',

'\_\_doc\_\_', '\_\_import\_\_', '\_\_loader\_\_', '\_\_name\_\_', '\_\_package\_\_',

'\_\_spec\_\_', 'abs', 'all', 'any', 'ascii', 'bin', 'bool', 'bytearray',

'bytes', 'callable', 'chr', 'classmethod', 'compile', 'complex',

'copyright', 'credits', 'delattr', 'dict', 'dir', 'divmod', 'enumerate',

'eval', 'exec', 'exit', 'filter', 'float', 'format', 'frozenset',

'getattr', 'globals', 'hasattr', 'hash', 'help', 'hex', 'id', 'input',

'int', 'isinstance', 'issubclass', 'iter', 'len', 'license', 'list',

'locals', 'map', 'max', 'memoryview', 'min', 'next', 'object', 'oct',

'open', 'ord', 'pow', 'print', 'property', 'quit', 'range', 'repr',

'reversed', 'round', 'set', 'setattr', 'slice', 'sorted', 'staticmethod',

'str', 'sum', 'super', 'tuple', 'type', 'vars', 'zip']

You’ll see some objects here that you may recognize from previous tutorials—for example, the StopIteration exception, built-in functions like max() and len(), and object types like int and str.

The Python interpreter creates the built-in namespace when it starts up. This namespace remains in existence until the interpreter terminates.

### The Global Namespace

The **global namespace** contains any names defined at the level of the main program. Python creates the global namespace when the main program body starts, and it remains in existence until the interpreter terminates.

Strictly speaking, this may not be the only global namespace that exists. The interpreter also creates a global namespace for any **module** that your program loads with the import statement.

When you see the term global namespace, think of the one belonging to the main program.

### The Local and Enclosing Namespaces

As you learned in functions, the interpreter creates a new namespace whenever a function executes. That namespace is local to the function and remains in existence until the function terminates.

Functions don’t exist independently from one another only at the level of the main program. You can also define one function inside another:

>>> def f():

... print('Start f()')

... def g():

... print('Start g()')

... print('End g()')

... return

... g()

... print('End f()')

... return

...

>>> f()

Start f()

Start g()

End g()

End f()

In this example, function g() is defined within the body of f(). Here’s what’s happening in this code:

* **Lines 1 to 12** define f(), the **enclosing** function.
* **Lines 4 to 7** define g(), the **enclosed** function.
* On **line 15**, the main program calls f().
* On **line 9**, f() calls g().

When the main program calls f(), Python creates a new namespace for f(). Similarly, when f() calls g(), g() gets its own separate namespace. The namespace created for g() is the **local namespace**, and the namespace created for f() is the **enclosing namespace**.

Each of these namespaces remains in existence until its respective function terminates. Python might not immediately reclaim the memory allocated for those namespaces when their functions terminate, but all references to the objects they contain cease to be valid.

## Variable Scope

The existence of multiple, distinct namespaces means several different instances of a particular name can exist simultaneously while a Python program runs. As long as each instance is in a different namespace, they’re all maintained separately and won’t interfere with one another.

But that raises a question: Suppose you refer to the name x in your code, and x exists in several namespaces. How does Python know which one you mean?

The answer lies in the concept of **scope**. The scope of a name is the region of a program in which that name has meaning. The interpreter determines this at runtime based on where the name definition occurs and where in the code the name is referenced.

To return to the above question, if your code refers to the name x, then Python searches for x in the following namespaces in the order shown:

1. **Local**: If you refer to x inside a function, then the interpreter first searches for it in the innermost scope that’s local to that function.
2. **Enclosing**: If x isn’t in the local scope but appears in a function that resides inside another function, then the interpreter searches in the enclosing function’s scope.
3. **Global**: If neither of the above searches is fruitful, then the interpreter looks in the global scope next.
4. **Built-in**: If it can’t find x anywhere else, then the interpreter tries the built-in scope.

This is the **LEGB rule** as it’s commonly called in Python literature (although the term doesn’t actually appear in the Python documentation). The interpreter searches for a name from the inside out, looking in the **l**ocal, **e**nclosing, **g**lobal, and finally the **b**uilt-in scope:
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If the interpreter doesn’t find the name in any of these locations, then Python raises a NameError exception.

**Examples**

Several examples of the LEGB rule appear below. In each case, the innermost enclosed function g() attempts to display the value of a variable named x to the console. Notice how each example prints a different value for x depending on its scope.

**Example 1: Single Definition**

In the first example, x is defined in only one location. It’s outside both f() and g(), so it resides in the global scope:

>>> x = 'global'

>>> def f():

... def g():

... print(x)

... g()

...

>>> f()

global

The print() statement on **line 6** can refer to only one possible x. It displays the x object defined in the global namespace, which is the string 'global'.

**Example 2: Double Definition**

In the next example, the definition of x appears in two places, one outside f() and one inside f() but outside g():

>>> x = 'global'

>>> def f():

... x = 'enclosing'

... def g():

... print(x)

... g()

...

>>> f()

enclosing

As in the previous example, g() refers to x. But this time, it has two definitions to choose from:

* **Line 1** defines x in the global scope.
* **Line 4** defines x again in the enclosing scope.

According to the LEGB rule, the interpreter finds the value from the enclosing scope before looking in the global scope. So the print() statement on **line 7** displays 'enclosing' instead of 'global'.

**Example 3: Triple Definition**

Next is a situation in which x is defined here, there, and everywhere. One definition is outside f(), another one is inside f() but outside g(), and a third is inside g():

>>> x = 'global'

>>> def f():

... x = 'enclosing'

... def g():

... x = 'local'

... print(x)

... g()

...

>>> f()

local

Now the print() statement on **line 8** has to distinguish between three different possibilities:

* **Line 1** defines x in the global scope.
* **Line 4** defines x again in the enclosing scope.
* **Line 7** defines x a third time in the scope that’s local to g().

Here, the LEGB rule dictates that g() sees its own locally defined value of x first. So the print() statement displays 'local'.

**Example 4: No Definition**

Last, we have a case in which g() tries to print the value of x, but x isn’t defined anywhere. That won’t work at all:

>>> def f():

... def g():

... print(x)

... g()

...

>>> f()

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

File "<stdin>", line 6, in f

File "<stdin>", line 4, in g

NameError: name 'x' is not defined

This time, Python doesn’t find x in any of the namespaces, so the print() statement on **line 4** generates a NameError exception.

## Python Namespace Dictionaries

Earlier, when namespaces were first introduced, you were encouraged to think of a namespace as a dictionary in which the keys are the object names and the values are the objects themselves. In fact, for global and local namespaces, that’s precisely what they are! Python really does implement these namespaces as dictionaries.

**Note:** The built-in namespace doesn’t behave like a dictionary. Python implements it as a module.

Python provides built-in functions called globals() and locals() that allow you to access global and local namespace dictionaries.

### The globals() function

The built-in function globals() returns a reference to the current global namespace dictionary. You can use it to access the objects in the global namespace. Here’s an example of what it looks like when the main program starts:

>>> type(globals())

<class 'dict'>

>>> globals()

{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>}

As you can see, the interpreter has put several entries in globals() already. Depending on your Python version and operating system, it may look a little different in your environment. But it should be similar.

Now watch what happens when you define a variable in the global scope:

>>> x = 'foo'

>>> globals()

{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

'x': 'foo'}

After the assignment statement x = 'foo', a new item appears in the global namespace dictionary. The dictionary key is the object’s name, x, and the dictionary value is the object’s value, 'foo'.

You would typically access this object in the usual way, by referring to its symbolic name, x. But you can also access it indirectly through the global namespace dictionary:

>>> x

'foo'

>>> globals()['x']

'foo'

>>> x is globals()['x']

True

The is comparison on **line 6** confirms that these are in fact the same object.

You can create and modify entries in the global namespace using the globals() function as well:

>>> globals()['y'] = 100

>>> globals()

{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

'x': 'foo', 'y': 100}

>>> y

100

>>> globals()['y'] = 3.14159

>>> y

153.14159

The statement on **line 1** has the same effect as the assignment statement y = 100. The statement on **line 12** is equivalent to y = 3.14159.

It’s a little off the beaten path to create and modify objects in the global scope this way when simple assignment statements will do. But it works, and it illustrates the concept nicely.

### The locals() function

Python also provides a corresponding built-in function called locals(). It’s similar to globals() but accesses objects in the local namespace instead:

>>> def f(x, y):

... s = 'foo'

... print(locals())

...

>>> f(10, 0.5)

{'s': 'foo', 'y': 0.5, 'x': 10}

When called within f(), locals() returns a dictionary representing the function’s local namespace. Notice that, in addition to the locally defined variable s, the local namespace includes the function parameters x and y since these are local to f() as well.

If you call locals() outside a function in the main program, then it behaves the same as globals().

**Deep Dive: A Subtle Difference Between globals() and locals()**

There’s one small difference between globals() and locals() that’s useful to know about.

globals() returns an actual reference to the dictionary that contains the global namespace. That means if you call globals(), save the return value, and subsequently define additional variables, then those new variables will show up in the dictionary that the saved return value points to:

1>>> g = globals()

2>>> g

3{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

4'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

5'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

6'g': {...}}

7

8>>> x = 'foo'

9>>> y = 29

10>>> g

11{'\_\_name\_\_': '\_\_main\_\_', '\_\_doc\_\_': None, '\_\_package\_\_': None,

12'\_\_loader\_\_': <class '\_frozen\_importlib.BuiltinImporter'>, '\_\_spec\_\_': None,

13'\_\_annotations\_\_': {}, '\_\_builtins\_\_': <module 'builtins' (built-in)>,

14'g': {...}, 'x': 'foo', 'y': 29}

Here, g is a reference to the global namespace dictionary. After the assignment statements on **lines 8 and 9**, x and y appear in the dictionary that g points to.

locals(), on the other hand, returns a dictionary that is a current copy of the local namespace, not a reference to it. Further additions to the local namespace won’t affect a previous return value from locals() until you call it again. Also, you can’t modify objects in the actual local namespace using the return value from locals():

1>>> def f():

2... s = 'foo'

3... loc = locals()

4... print(loc)

5...

6... x = 20

7... print(loc)

8...

9... loc['s'] = 'bar'

10... print(s)

11...

12

13>>> f()

14{'s': 'foo'}

15{'s': 'foo'}

16foo

In this example, loc points to the return value from locals(), which is a copy of the local namespace. The statement x = 20 on **line 6** adds x to the local namespace but *not* to the copy that loc points to. Similarly, the statement on **line 9** modifies the value for key 's' in the copy that loc points to, but this has no effect on the value of s in the actual local namespace.

It’s a subtle difference, but it could cause you trouble if you don’t remember it.

## Modify Variables Out of Scope

Earlier in this series, in the tutorial on user-defined Python functions, you learned that argument passing in Python is a bit like pass-by-value and a bit like pass-by-reference. Sometimes a function can modify its argument in the calling environment by making changes to the corresponding parameter, and sometimes it can’t:

* An **immutable** argument can never be modified by a function.
* A **mutable** argument can’t be redefined wholesale, but it can be modified in place.

A similar situation exists when a function tries to modify a variable outside its local scope. A function can’t modify an immutable object outside its local scope at all:

>>> x = 20

>>> def f():

... x = 40

... print(x)

...

>>> f()

40

>>> x

20

When f() executes the assignment x = 40 on **line 3**, it creates a new local reference to an integer object whose value is 40. At that point, f() loses the reference to the object named x in the global namespace. So, the assignment statement doesn’t affect the global object.

Note that when f() executes print(x) on **line 4**, it displays 40, the value of its own local x. But after f() terminates, x in the global scope is still 20.

A function can modify an object of mutable type that’s outside its local scope if it modifies the object in place:

>>> my\_list = ['foo', 'bar', 'baz']

>>> def f():

... my\_list[1] = 'quux'

...

>>> f()

>>> my\_list

['foo', 'quux', 'baz']

In this case, my\_list is a list, and lists are mutable. f() can make changes inside my\_list even though it’s outside the local scope.

But if f() tries to reassign my\_list entirely, then it will create a new local object and won’t modify the global my\_list:

>>> my\_list = ['foo', 'bar', 'baz']

>>> def f():

... my\_list = ['qux', 'quux']

...

>>> f()

>>> my\_list

['foo', 'bar', 'baz']

This is similar to what happens when f() tries to modify a mutable function argument.

### The global Declaration

What if you really do need to modify a value in the global scope from within f()? This is possible in Python using the global declaration:

>>> x = 20

>>> def f():

... global x

... x = 40

... print(x)

...

>>> f()

40

>>> x

40

The global x statement indicates that while f() executes, references to the name x will refer to the x that is in the global namespace. That means the assignment x = 40 doesn’t create a new reference. It assigns a new value to x in the global scope instead:
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As you’ve already seen, globals() returns a reference to the global namespace dictionary. If you wanted to, instead of using a global statement, you could accomplish the same thing using globals():

>>> x = 20

>>> def f():

... globals()['x'] = 40

... print(x)

...

>>> f()

40

>>> x

40

There isn’t much reason to do it this way since the global declaration arguably makes the intent clearer. But it does provide another illustration of how globals() works.

If the name specified in the global declaration doesn’t exist in the global scope when the function starts, then a combination of the global statement and an assignment will create it:

1>>> y

2Traceback (most recent call last):

3 File "<pyshell#79>", line 1, in <module>

4 y

5NameError: name 'y' is not defined

6

7>>> def g():

8... global y

9... y = 20

10...

11

12>>> g()

13>>> y

1420

In this case, there’s no object named y in the global scope when g() starts, but g() creates one with the global y statement on **line 8**.

You can also specify several comma-separated names in a single global declaration:

>>> x, y, z = 10, 20, 30

>>> def f():

... global x, y, z

...

The intent of the global x statement on **line 3** is to make references to x refer to an object in the global scope. But the print() statement on **line 2** refers to x to prior to the global declaration. This raises a SyntaxError exception.

### The nonlocal Declaration

A similar situation exists with nested function definitions. The global declaration allows a function to access and modify an object in the global scope. What if an enclosed function needs to modify an object in the enclosing scope? Consider this example:

>>> def f():

2... x = 20

3...

4... def g():

5... x = 40

6...

7... g()

8... print(x)

9...

10

11>>> f()

1220

In this case, the first definition of x is in the enclosing scope, not the global scope. Just as g() can’t directly modify a variable in the global scope, neither can it modify x in the enclosing function’s scope. Following the assignment x = 40 on **line 5**, x in the enclosing scope remains 20.

The global keyword isn’t a solution for this situation:

>>> def f():

... x = 20

...

... def g():

... global x

... x = 40

...

... g()

... print(x)

...

>>> f()

20

Since x is in the enclosing function’s scope, not the global scope, the global keyword doesn’t work here. After g() terminates, x in the enclosing scope remains 20.

In fact, in this example, the global x statement not only fails to provide access to x in the enclosing scope, but it also creates an object called x in the global scope whose value is 40:

>>> def f():

... x = 20

...

... def g():

... global x

... x = 40

...

... g()

... print(x)

...

>>> f()

20

>>> x

40

To modify x in the enclosing scope from inside g(), you need the analogous keyword [nonlocal](https://realpython.com/python-keywords/#variable-handling-keywords-del-global-nonlocal). Names specified after the nonlocal keyword refer to variables in the nearest enclosing scope:

1>>> def f():

2... x = 20

3...

4... def g():

5... nonlocal x

6... x = 40

7...

8... g()

9... print(x)

10...

11

12>>> f()

1340

After the nonlocal x statement on **line 5**, when g() refers to x, it refers to the x in the nearest enclosing scope, whose definition is in f() on **line 2**:
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The print() statement at the end of f() on **line 9** confirms that the call to g() has changed the value of x in the enclosing scope to 40.

# Python File Handling

Python too supports file handling and allows users to handle files i.e., to read and write files, along with many other file handling options, to operate on files. The concept of file handling has stretched over various other languages, but the implementation is either complicated or lengthy, but alike other concepts of Python, this concept here is also easy and short. Python treats file differently as text or binary and this is important. Each line of code includes a sequence of characters and they form text file. Each line of a file is terminated with a special character, called the EOL or End of Line characters like comma {,} or newline character. It ends the current line and tells the interpreter a new one has begun. Let’s start with Reading and Writing files.

## open()

We use **open ()** function in Python to open a file in read or write mode. As explained above, open ( ) will return a file object. To return a file object we use **open()** function along with two arguments, that accepts file name and the mode, whether to read or write. So, the syntax being: **open(filename, mode)**. There are three kinds of mode, that Python provides and how files can be opened:

* “**r**“, for reading.
* “**w**“, for writing.
* “**a**“, for appending.
* “**r+**“, for both reading and writing.
* “**x**”, Creates a new file. If file already exists, the operation fails.
* “**t**”, This is the default mode. It opens in text mode.
* “**b**”, This opens in binary mode.
* “**+**”, This will open a file for reading and writing (updating)

One must keep in mind that the mode argument is not mandatory. If not passed, then Python will assume it to be “**r**” by default. Let’s look at this program and try to analyze how the read mode works:

# a file named "geek", will be opened with the reading mode.

file = open('geek.txt', 'r')

# This will print every line one by one in the file

for each in file:

    print (each)

The open command will open the file in the read mode and the for loop will print each line present in the file.

## read()

There is more than one way to read a file in Python. If you need to extract a string that contains all characters in the file then we can use **file.read()**. The full code would work like this:

|  |
| --- |
| # Python code to illustrate read() mode  file = open("file.text", "r")  print (file.read()) |

Another way to read a file is to call a certain number of characters like in the following code the interpreter will read the first five characters of stored data and return it as a string:

|  |
| --- |
| # Python code to illustrate read() mode character wise  file = open("file.txt", "r")  print (file.read(5)) |

def main():

f=open("guru99.txt", "r")

if f.mode == 'r':

contents = f.read()

print(contents)

f.close()

if \_\_name\_\_ == “\_\_main\_\_”:

main()

## readlines()

def main():

f=open("guru99.txt", "r")

lines = f.readlines()

for line in lines:

print(line)

f.close()

if \_\_name\_\_ == “\_\_main\_\_”:

main()

## **write()**

Let’s see how to create a file and how write mode works. To manipulate the file, write the following in your Python environment:

# Python code to create a file

file = open('geek.txt','w')

file.write("This is the write command")

file.write("It allows us to write in a particular file")

file.close()

The close() command terminates all the resources in use and frees the system of this particular program.

def main():

f = open("guru99.txt","w+")

for i in range(10):

f.write("This is line %d\r\n" % (i+1))

f.close()

if \_\_name\_\_ == “\_\_main\_\_”:

main()

## append()

Let’s see how the append mode works:

# Python code to illustrate append() mode

file = open('geek.txt','a')

file.write("This will add this line")

file.close()

def main():

f=open("guru99.txt", "a+")

for i in range(2):

f.write("Appended line %d\r\n" % (i+1))

f.close()

if \_\_name\_\_ == “\_\_main\_\_”:

main()

There are also various other commands in file handling that is used to handle various tasks like:

rstrip(): This function strips each line of a file off spaces from the right-hand side.

lstrip(): This function strips each line of a file off spaces from the left-hand side.

It is designed to provide much cleaner syntax and exceptions handling when you are working with code. That explains why it’s good practice to use them with a statement where applicable. This is helpful because using this method any files opened will be closed automatically after one is done, so auto-cleanup.  
**Example:**

# Python code to illustrate with()

with open("file.txt") as file:

    data = file.read()

# do something with data

## **with()**

We can also use write function along with with() function:

# Python code to illustrate with() alongwith write()

with open("file.txt", "w") as f:

    f.write("Hello World!!!")

## **split()**

We can also split lines using file handling in Python. This splits the variable when space is encountered. You can also split using any characters as we wish. Here is the code:

# Python code to illustrate split() function

with open("file.text", "r") as file:

    data = file.readlines()

    for line in data:

        word = line.split()

        print (word)

# Logging in Python

Logging is a very useful tool in a programmer’s toolbox. It can help you develop a better understanding of the flow of a program and discover scenarios that you might not even have thought of while developing.

Logs provide developers with an extra set of eyes that are constantly looking at the flow that an application is going through. They can store information, like which user or IP accessed the application. If an error occurs, then they can provide more insights than a stack trace by telling you what the state of the program was before it arrived at the line of code where the error occurred.

By logging useful data from the right places, you can not only debug errors easily but also use the data to analyze the performance of the application to plan for scaling or look at usage patterns to plan for marketing.

Python provides a logging system as a part of its standard library, so you can quickly add logging to your application.

## The Logging Module

The logging module in Python is a ready-to-use and powerful module that is designed to meet the needs of beginners as well as enterprise teams. It is used by most of the third-party Python libraries, so you can integrate your log messages with the ones from those libraries to produce a homogeneous log for your application.

Adding logging to your Python program is as easy as this:

import logging

With the logging module imported, you can use something called a “logger” to log messages that you want to see. By default, there are 5 standard levels indicating the severity of events. Each has a corresponding method that can be used to log events at that level of severity. The defined levels, in order of increasing severity, are the following:

* DEBUG
* INFO
* WARNING
* ERROR
* CRITICAL

The logging module provides you with a default logger that allows you to get started without needing to do much configuration. The corresponding methods for each level can be called as shown in the following example:

import logging

logging.debug('This is a debug message')

logging.info('This is an info message')

logging.warning('This is a warning message')

logging.error('This is an error message')

logging.critical('This is a critical message')

The output of the above program would look like this:

WARNING:root:This is a warning message

ERROR:root:This is an error message

CRITICAL:root:This is a critical message

Notice that the debug() and info() messages didn’t get logged. This is because, by default, the logging module logs the messages with a severity level of WARNING or above. You can change that by configuring the logging module to log events of all levels if you want. You can also define your own severity levels by changing configurations, but it is generally not recommended as it can cause confusion with logs of some third-party libraries that you might be using.

## Basic Configurations

You can use the basicConfig(\*\**kwargs*) method to configure the logging:

Some of the commonly used parameters for basicConfig() are the following:

* level: The root logger will be set to the specified severity level.
* filename: This specifies the file.
* filemode: If filename is given, the file is opened in this mode. The default is a, which means append.
* format: This is the format of the log message.

By using the level parameter, you can set what level of log messages you want to record. This can be done by passing one of the constants available in the class, and this would enable all logging calls at or above that level to be logged. Here’s an example:

import logging

logging.basicConfig(level=logging.DEBUG)

logging.debug('This will get logged')

OUTPUT:

DEBUG:root:This will get logged

All events at or above DEBUG level will now get logged.

Similarly, for logging to a file rather than the console, filename and filemode can be used, and you can decide the format of the message using format. The following example shows the usage of all three:

import logging

logging.basicConfig(filename='app.log', filemode='w', format='%(name)s - %(levelname)s - %(message)s')

logging.warning('This will get logged to a file')

OUTPUT:

root - ERROR - This will get logged to a file

The message will look like this but will be written to a file named app.log instead of the console. The filemode is set to w, which means the log file is opened in “write mode” each time basicConfig() is called, and each run of the program will rewrite the file. The default configuration for filemode is a, which is append.

You can customize the root logger even further by using more parameters for basicConfig(), which can be found [here](https://docs.python.org/3/library/logging.html#logging.basicConfig) (<https://docs.python.org/3/library/logging.html#logging.basicConfig>).

It should be noted that calling basicConfig() to configure the root logger works only if the root logger has not been configured before. **Basically, this function can only be called once.**

debug(), info(), warning(), error(), and critical() also call basicConfig() without arguments automatically if it has not been called before. This means that after the first time one of the above functions is called, you can no longer configure the root logger because they would have called the basicConfig() function internally.

The default setting in basicConfig() is to set the logger to write to the console in the following format:

ERROR:root:This is an error message

## Formatting the Output

While you can pass any variable that can be represented as a string from your program as a message to your logs, there are some basic elements that are already a part of the LogRecord and can be easily added to the output format. If you want to log the process ID along with the level and message, you can do something like this:

import logging

logging.basicConfig(format='%(process)d-%(levelname)s-%(message)s')

logging.warning('This is a Warning')

OUTPUT:

18472-WARNING-This is a Warning

format can take a string with LogRecord attributes in any arrangement you like. The entire list of available attributes can be found [here](https://docs.python.org/3/library/logging.html#logrecord-attributes) (<https://docs.python.org/3/library/logging.html#logrecord-attributes>).

Here’s another example where you can add the date and time info:

import logging

logging.basicConfig(format='%(asctime)s - %(message)s', level=logging.INFO)

logging.info('Admin logged in')

OUTPUT:

2018-07-11 20:12:06,288 - Admin logged in

%(asctime)s adds the time of creation of the LogRecord. The format can be changed using the datefmt attribute, which uses the same formatting language as the formatting functions in the datetime module, such as time.strftime():

import logging

logging.basicConfig(format='%(asctime)s - %(message)s', datefmt='%d-%b-%y %H:%M:%S')

logging.warning('Admin logged out')

OUTPUT:

12-Jul-18 20:53:19 - Admin logged out

### Logging Variable Data

In most cases, you would want to include dynamic information from your application in the logs. You have seen that the logging methods take a string as an argument, and it might seem natural to format a string with variable data in a separate line and pass it to the log method. But this can actually be done directly by using a format string for the message and appending the variable data as arguments. Here’s an example:

import logging

name = 'John'

logging.error('%s raised an error', name)

OUTPUT:

ERROR:root:John raised an error

The arguments passed to the method would be included as variable data in the message.

While you can use any formatting style, the f-strings introduced in Python 3.6 are an awesome way to format strings as they can help keep the formatting short and easy to read:

import logging

name = 'John'

logging.error(f'{name} raised an error')

OUTPUT:

ERROR:root:John raised an error

### Capturing Stack Traces

The logging module also allows you to capture the full stack traces in an application. Exception information can be captured if the exc\_info parameter is passed as True, and the logging functions are called like this:

import logging

a = 5

b = 0

try:

c = a / b

except Exception as e:

logging.error("Exception occurred", exc\_info=True)

OUTPUT:

ERROR:root:Exception occurred

Traceback (most recent call last):

File "exceptions.py", line 6, in <module>

c = a / b

ZeroDivisionError: division by zero

[Finished in 0.2s]

If exc\_info is not set to True, the output of the above program would not tell us anything about the exception, which, in a real-world scenario, might not be as simple as a ZeroDivisionError. Imagine trying to debug an error in a complicated codebase with a log that shows only this:

ERROR:root:Exception occurred

Here’s a quick tip: if you’re logging from an exception handler, use the logging.exception() method, which logs a message with level ERROR and adds exception information to the message. To put it more simply, calling logging.exception() is like calling logging.error(exc\_info=True). But since this method always dumps exception information, it should only be called from an exception handler. Take a look at this example:

import logging

a = 5

b = 0

try:

c = a / b

except Exception as e:

logging.exception("Exception occurred")

ERROR:root:Exception occurred

Traceback (most recent call last):

File "exceptions.py", line 6, in <module>

c = a / b

ZeroDivisionError: division by zero

[Finished in 0.2s]

Using logging.exception() would show a log at the level of ERROR. If you don’t want that, you can call any of the other logging methods from debug() to critical() and pass the exc\_info parameter as True.

## Classes and Functions

So far, we have seen the default logger named root, which is used by the logging module whenever its functions are called directly like this: logging.debug(). You can (and should) define your own logger by creating an object of the Logger class, especially if your application has multiple modules. Let’s have a look at some of the classes and functions in the module.

The most commonly used classes defined in the logging module are the following:

* **Logger:** This is the class whose objects will be used in the application code directly to call the functions.
* **LogRecord:** Loggers automatically create LogRecord objects that have all the information related to the event being logged, like the name of the logger, the function, the line number, the message, and more.
* **Handler:** Handlers send the LogRecord to the required output destination, like the console or a file. Handler is a base for subclasses like StreamHandler, FileHandler, SMTPHandler, HTTPHandler, and more. These subclasses send the logging outputs to corresponding destinations, like sys.stdout or a disk file.
* **Formatter:** This is where you specify the format of the output by specifying a string format that lists out the attributes that the output should contain.

Out of these, we mostly deal with the objects of the Logger class, which are instantiated using the module-level function logging.getLogger(name). Multiple calls to getLogger() with the same name will return a reference to the same Logger object, which saves us from passing the logger objects to every part where it’s needed. Here’s an example:

import logging

logger = logging.getLogger('example\_logger')

logger.warning('This is a warning')

This is a warning

This creates a custom logger named example\_logger, but unlike the root logger, the name of a custom logger is not part of the default output format and has to be added to the configuration. Configuring it to a format to show the name of the logger would give an output like this:

WARNING:example\_logger:This is a warning

Again, unlike the root logger, a custom logger can’t be configured using basicConfig(). You have to configure it using Handlers and Formatters.

## Using Handlers

Handlers come into the picture when you want to configure your own loggers and send the logs to multiple places when they are generated. Handlers send the log messages to configured destinations like the standard output stream or a file or over HTTP or to your email via SMTP.

A logger that you create can have more than one handler, which means you can set it up to be saved to a log file and also send it over email.

Like loggers, you can also set the severity level in handlers. This is useful if you want to set multiple handlers for the same logger but want different severity levels for each of them. For example, you may want logs with level WARNING and above to be logged to the console, but everything with level ERROR and above should also be saved to a file. Here’s a program that does that:

# logging\_example.py

import logging

# Create a custom logger

logger = logging.getLogger(\_\_name\_\_)

# Create handlers

c\_handler = logging.StreamHandler()

f\_handler = logging.FileHandler('file.log')

c\_handler.setLevel(logging.WARNING)

f\_handler.setLevel(logging.ERROR)

# Create formatters and add it to handlers

c\_format = logging.Formatter('%(name)s - %(levelname)s - %(message)s')

f\_format = logging.Formatter('%(asctime)s - %(name)s - %(levelname)s - %(message)s')

c\_handler.setFormatter(c\_format)

f\_handler.setFormatter(f\_format)

# Add handlers to the logger

logger.addHandler(c\_handler)

logger.addHandler(f\_handler)

logger.warning('This is a warning')

logger.error('This is an error')

\_\_main\_\_ - WARNING - This is a warning

\_\_main\_\_ - ERROR - This is an error

Here, logger.warning() is creating a LogRecord that holds all the information of the event and passing it to all the Handlers that it has: c\_handler and f\_handler.

c\_handler is a StreamHandler with level WARNING and takes the info from the LogRecord to generate an output in the format specified and prints it to the console. f\_handler is a FileHandler with level ERROR, and it ignores this LogRecord as its level is WARNING.

When logger.error() is called, c\_handler behaves exactly as before, and f\_handler gets a LogRecord at the level of ERROR, so it proceeds to generate an output just like c\_handler, but instead of printing it to console, it writes it to the specified file in this format:

2018-08-03 16:12:21,723 - \_\_main\_\_ - ERROR - This is an error

The name of the logger corresponding to the \_\_name\_\_ variable is logged as \_\_main\_\_, which is the name Python assigns to the module where execution starts. If this file is imported by some other module, then the \_\_name\_\_ variable would correspond to its name logging\_example. Here’s how it would look:

# run.py

import logging\_example

logging\_example - WARNING - This is a warning

logging\_example - ERROR - This is an error

# Python Collections

The Python collections module contains a number of specialized data structures that you can use in addition to—or as an alternative to—Python’s built-in containers. Because collections is a module, we have to import it into our program. However it is built into Python, so we do not need to import secondary libraries.

The four most commonly used data structures from the collections module are as follows:

* Counter
* namedtuple
* defaultdict
* ChainMap

## Counter

Counter() is a subclass of the dictionary object and can be used to count hashable objects. The Counter() function takes in an iterable as an argument and returns a dictionary.

So, let’s say that we have a list of sandwich orders for January and want to know how many BLT sandwiches we sold during that month. We could use the Counter() function to do this.

Here’s an example of the code we would use:

from collections import Counter

sandwich\_sales = ["BLT", "Egg Mayo", "Ham", "Ham", "Ham", "Cheese", "BLT", "Cheese"]

our\_counter = Counter(sandwich\_sales) ‘

print(our\_counter["BLT"])

# A Python program to show different

# ways to create Counter

from collections import Counter

# With sequence of items

print(Counter(['B','B','A','B','C','A','B',

               'B','A','C']))

# with dictionary

print(Counter({'A':3, 'B':5, 'C':2}))

# with keyword arguments

print(Counter(A=3, B=5, C=2))

## namedtuple

The namedtuple() method returns a tuple with names for each position in the tuple. When you’re working with a standard tuple, the only way you can access individual values is by referencing the tuple’s index numbers. If you’re working with a big tuple, this can quickly get confusing.

Here’s an example of using the namedtuple() method to store a sandwich’s name and price:

from collections import namedtuple

Sandwich = namedtuple("Sandwich", "name, price")

first\_sandwich = Sandwich("Chicken Teriyaki", "$3.00")

print(first\_sandwich.price)

You can also create a namedtuple() using a list. Here’s an example:

second\_sandwich = Sandwich.\_make(["Spicy Italian", "$3.75"])

print(second\_sandwich.name)

Our program returns: Spicy Italian. In this example, we use \_make in addition to our Sandwich item to denote that we want to turn our list into a namedtuple().

# Python code to demonstrate namedtuple()

from collections import namedtuple

# Declaring namedtuple()

Student = namedtuple('Student',['name','age','DOB'])

# Adding values

S = Student('Nandini','19','2541997')

# Access using index

print ("The Student age using index is : ",end ="")

print (S[1])

# Access using name

print ("The Student name using keyname is : ",end ="")

print (S.name)

## defaultdict

The defaultdict() method can be used to create a Python dictionary that does not throw a KeyError when you try to access an object that does not exist. Instead, if you reference an object that does not exist, the dictionary will return a predefined data type.

Here’s an example that uses the defaultdict() method to declare a dictionary that will return an str if we reference a non-existent object:

from collections import defaultdict

sandwiches = defaultdict(str)

sandwiches[0] = "Ham and Cheese"

sandwiches[1] = "BLT"

print(sandwiches[1])

print(sandwiches[2])

In the above example, we created a dictionary with values at index positions 0 and 1. When we print out sandwiches[1], we can see that our dictionary stored our values. However, when we try to print out the item associated with the index value 2, our program returns a blank line because there is no value assigned to that index.

In a standard dictionary, our program would return a KeyError. However, because we used defaultdict, our program instead returns the data type we specified when we created the dictionary. In the above example, we stated that any invalid key should return an str, but we could have coded it to return an integer or any other valid data type.

This function can be useful when you’re working with a dictionary to perform an operation on multiple items but the operation may not work on each item. Instead of causing your program to return an error, the defaultdict() will return a default value and keep running.

# Python program to demonstrate defaultdict

from collections import defaultdict

# Defining the dict

d = defaultdict(int)

L = [1, 2, 3, 4, 2, 4, 1, 2]

# Iterate through the list

# for keeping the count

for i in L:

    # The default value is 0

    # so there is no need to

    # enter the key first

    d[i] += 1

print(d)

## ChainMap

The ChainMap() method is used to combine two or more dictionaries; it returns a list of dictionaries. For example, let’s say that we have two menus—a standard menu and a secret menu—that we want to merge into one big menu. In order to do this, we could use the ChainMap() function.

Here’s an example of using ChainMap() to merge our standard and secret menus:

from collections import ChainMap

standard\_menu = { "BLT": "$3.05", "Roast Beef": "$3.55", "Cheese": "$2.85", "Shrimp": "$3.55", "Ham": "$2.85" }

secret\_menu = { "Steak": "$3.60", "Tuna Special": "$3.20", "Turkey Club": "$3.20" }

menu = ChainMap(standard\_menu, secret\_menu)

print(menu)

Our code returns a ChainMap object that merged our two menus together, as follows:

ChainMap({'BLT': '$3.05', 'Roast Beef': '$3.55', 'Cheese': '$2.85', 'Shrimp': '$3.55', 'Ham': '$2.85'}, {'Steak': '$3.60', 'Tuna Special': '$3.20', 'Turkey Club': '$3.20'})

We can access each value in our ChainMap by referencing its key name. For example, here’s a line of code that allows us to retrieve the price of the BLT sandwich:

print(menu["BLT"])

Our program returns: $3.05

In addition, it’s important to note that ChainMap updates when the dictionaries it contains are updated. So, if you change a value in the standard\_menu or secret\_menu dictionaries, the ChainMap object will also be updated. Here’s an example:

print(menu)

standard\_menu["BLT"] = "$3.10"

print(menu)

Our code returns:

ChainMap({'BLT': '$3.10', 'Roast Beef': '$3.55', 'Cheese': '$2.85', 'Shrimp': '$3.55', 'Ham': '$2.85'}, {'Steak': '$3.60', 'Tuna Special': '$3.20', 'Turkey Club': '$3.20'})

As you can see, the price of our BLT changed from $3.05 to $3.10 because we changed its price in our standard\_menu dictionary.

The ChainMap object also includes two functions that can be used to retrieve the keys or values from an object. We can illustrate this using the keys() and values() methods. These methods return the keys of our data (which we can use to reference a particular value) and the values they have been assigned:

print(list(menu.keys()))

print(list(menu.values()))

Our code returns the following:

['Steak', 'Tuna Special', 'Turkey Club', 'BLT', 'Roast Beef', 'Cheese', 'Prawn', 'Ham']

['$3.60', '$3.20', '$3.20', '$3.05', '$3.55', '$2.85', '$3.55', '$2.85']

Our code returned the keys and values of each item in our ChainMap object when we used the keys() and values() methods above.

In addition, you can add a new dictionary to a ChainMap object using the new\_child() method. Let’s say that our sandwich chef has been trying out new sandwiches on a test menu and wants to add two of them to our new menu. We could use the following code to achieve this goal:

test\_menu = {"Veggie Deluxe": "$3.00", "House Club Special": "$3.65"}

new\_menu = menu.new\_child(test\_menu)

print(new\_menu)

Our code returns an updated ChainMap with our new sandwiches at the start of the dictionary, as follows:

ChainMap({'Veggie Deluxe': '$3.00', 'House Club Special': '$3.65'}, {'BLT': '$3.05', 'Roast Beef': '$3.55', 'Cheese': '$2.85', 'Shrimp': '$3.55', 'Ham': '$2.85'}, {'Steak': '$3.60', 'Tuna Special': '$3.20', 'Turkey Club': '$3.20'})

# Python Datetime

Working with dates and times is one of the biggest challenges in programming. Between dealing with time zones, daylight saving time, and different written date formats, it can be tough to keep track of which days and times you’re referencing. Fortunately, the built-in Python **datetime** module can help you manage the complex nature of dates and times.

## Programming With Dates and Times

If you’ve ever worked on software that needed to keep track of times across several geographic areas, then you probably have a sense of why programming with time can be such a pain. The fundamental disconnect is that computer programs prefer events that are perfectly ordered and regular, but the way in which most humans use and refer to time is highly irregular.

One great example of this irregularity is **daylight saving time**. In the United States and Canada, clocks are set forward by one hour on the second Sunday in March and set back by one hour on the first Sunday in November. However, this has only been the case since 2007. Prior to 2007, clocks were set forward on the first Sunday in April and set back on the last Sunday in October.

Things get even more complicated when you consider **time zones**. Ideally, time zone boundaries would follow lines of longitude exactly. However, for historical and political reasons, time zone lines are rarely straight. Often, areas that are separated by large distances find themselves in the same time zone, and adjacent areas are in different time zones. There are some time zones out there with pretty funky shapes.

### How Computers Count Time

Nearly all computers count time from an instant called the **Unix epoch**.

**Unix time** (also known as **Epoch time**, **POSIX time**, **seconds since the Epoch**, or **UNIX Epoch time**) is a system for describing a point in time. It is the number of seconds that have elapsed since the *Unix epoch*, minus leap seconds; the Unix epoch is 00:00:00 [UTC](https://en.wikipedia.org/wiki/Coordinated_Universal_Time) on 1 January 1970 (an arbitrary date); leap seconds are ignored, with a leap second having the same Unix time as the second before it, and every day is treated as if it contains exactly 86400 seconds. Due to this treatment Unix time is not a true representation of UTC.

This occurred on January 1, 1970, at 00:00:00 UTC. UTC stands for **Coordinated Universal Time** and refers to the time at a longitude of 0°. UTC is often also called Greenwich Mean Time, or GMT. UTC is not adjusted for daylight saving time, so it consistently keeps twenty-four hours in every day.

By definition, Unix time elapses at the same rate as UTC, so a one-second step in UTC corresponds to a one-second step in Unix time. You can usually figure out the date and time in UTC of any given instant since January 1, 1970, by counting the number of seconds since the Unix epoch, with the exception of **leap seconds**. Leap seconds are occasionally added to UTC to account for the slowing of the Earth’s rotation but are not added to Unix time.

Nearly all programming languages, including Python, incorporate the concept of Unix time. Python’s standard library includes a module called time that can print the number of seconds since the Unix epoch:

>>> import time

>>> time.time()

1579718137.550164

In this example, you import the time module and execute time() to print the Unix time, or number of seconds (excluding leap seconds) since the epoch.

In addition to Unix time, computers need a way to convey time information to users. As you saw in the last example, Unix time is nearly impossible for a human to parse. Instead, Unix time is typically converted to UTC, which can then be converted into a local time using **time zone offsets**.

The **Internet Assigned Numbers Authority (IANA)** maintains a database of all of the values of time zone offsets. IANA also releases regular updates that include any changes in time zone offsets. This database is often included with your operating system, although certain applications may include an updated copy.

The database contains a copy of all the designated time zones and how many hours and minutes they’re offset from UTC. So, during the winter, when daylight saving time is not in effect, the US Eastern time zone has an offset of -05:00, or negative five hours from UTC. Other regions have different offsets, which may not be integer hours. The UTC offset for Nepal, for example, is +05:45, or positive five hours and forty-five minutes from UTC.

### How Standard Dates Can Be Reported

Unix time is how computers count time, but it would be incredibly inefficient for humans to determine the time by calculating the number of seconds from an arbitrary date. Instead, we work in terms of years, months, days, and so forth. But even with these conventions in place, another layer of complexity stems from the fact that different languages and cultures have different ways of writing the date.

For instance, in the United States, dates are usually written starting with the month, then the day, then the year. This means that January 31, 2020, is written as **01-31-2020**. This closely matches the long-form written version of the date.

However, most of Europe and many other areas write the date starting with the day, then the month, then the year. This means that January 31, 2020, is written as **31-01-2020**. These differences can cause all sorts of confusion when communicating across cultures.

To help avoid communication mistakes, the International Organization for Standardization (ISO) developed **ISO 8601**. This standard specifies that all dates should be written in order of most-to-least-significant data. This means the format is year, month, day, hour, minute, and second:

YYYY-MM-DD HH:MM:SS

In this example, YYYY represents a four-digit year, and MM and DD are the two-digit month and day, starting with a zero if necessary. After that, HH, MM, and SS represent the two-digit hours, minutes, and seconds, starting with a zero if necessary.

The advantage of this format is that the date can be represented with no ambiguity. Dates written as DD-MM-YYYY or MM-DD-YYYY can be misinterpreted if the day is a valid month number. You’ll see a little later on how you can use the ISO 8601 format with Python datetime.

### How Time Should Be Stored in Your Program

Most developers who have worked with time have heard the advice to convert local time to UTC and store that value for later reference. In many cases, especially when you’re storing dates from the past, this is enough information to do any necessary arithmetic.

However, a problem can happen if a user of your program inputs a future date in their local time. Time zone and daylight saving time rules change fairly frequently, as you saw earlier with the 2007 change in daylight saving time for the United States and Canada. If the time zone rules for your user’s location change before the future date that they inputted, then UTC won’t provide enough information to convert back to the correct local time.

In this case, you need to store the local time, including the time zone, that the user inputted as well as the version of the IANA time zone database that was in effect when the user saved the time. This way, you’ll always be able to convert the local time to UTC. However, this approach won’t always allow you to convert UTC to the correct local time.

## Using the Python datetime Module

As you can see, working with dates and times in programming can be complicated. Fortunately, you rarely need to implement complicated features from scratch these days since many open-source libraries are available to help out. This is definitely the case in Python, which includes three separate modules in the standard library to work with dates and times:

* **calendar** outputs calendars and provides functions using an idealized Gregorian calendar.
* **datetime** supplies classes for manipulating dates and times.
* **time** provides time-related functions where dates are not needed.

The main focus of datetime is to make it less complicated to access attributes of the object related to dates, times, and time zones. Since these objects are so useful, calendar also returns instances of classes from datetime.

time is less powerful and more complicated to use than datetime. Many functions in time return a special [**struct\_time**](https://docs.python.org/3/library/time.html#time.struct_time) instance. This object has a named tuple interface for accessing stored data, making it similar to an instance of datetime. However, it doesn’t support all of the features of datetime, especially the ability to perform arithmetic with time values.

datetime provides three classes that make up the high-level interface that most people will use:

1. **datetime.date** is an idealized date that assumes the Gregorian calendar extends infinitely into the future and past. This object stores the year, month, and day as attributes.
2. **datetime.time** is an idealized time that assumes there are 86,400 seconds per day with no leap seconds. This object stores the hour, minute, second, microsecond, and tzinfo (time zone information).
3. **datetime.datetime** is a combination of a date and a time. It has all the attributes of both classes.

### Creating Python datetime Instances

The three classes that represent dates and times in datetime have similar **initializers**. They can be instantiated by passing keyword arguments for each of the attributes, such as year, date, or hour. You can try the code below to get a sense of how each object is created:

>>> from datetime import date, time, datetime

>>> date(year=2020, month=1, day=31)

datetime.date(2020, 1, 31)

>>> time(hour=13, minute=14, second=31)

datetime.time(13, 14, 31)

>>> datetime(year=2020, month=1, day=31, hour=13, minute=14, second=31)

datetime.datetime(2020, 1, 31, 13, 14, 31)

In this code, you import the three main classes from datetime and **instantiate** each of them by passing arguments to the constructor. You can see that this code is somewhat verbose, and if you don’t have the information you need as integers, these techniques can’t be used to create datetime instances.

Fortunately, datetime provides several other convenient ways to create datetime instances. These methods don’t require you to use integers to specify each attribute, but instead allow you to use some other information:

1. **date.today()** creates a datetime.date instance with the current local date.
2. **datetime.now()** creates a datetime.datetime instance with the current local date and time.
3. **datetime.combine()** combines instances of datetime.date and datetime.time into a single datetime.datetime instance.

These three ways of creating datetime instances are helpful when you don’t know in advance what information you need to pass into the basic initializers. You can try out this code to see how the alternate initializers work:

>>> from datetime import date, time, datetime

>>> today = date.today()

>>> today

datetime.date(2020, 1, 24)

>>> now = datetime.now()

>>> now

datetime.datetime(2020, 1, 24, 14, 4, 57, 10015)

>>> current\_time = time(now.hour, now.minute, now.second)

>>> datetime.combine(today, current\_time)

datetime.datetime(2020, 1, 24, 14, 4, 57)

In this code, you use date.today(), datetime.now(), and datetime.combine() to create instances of date, datetime, and time objects. Each instance is stored in a different variable:

1. **today** is a date instance that has only the year, month, and day.
2. **now** is a datetime instance that has the year, month, day, hour, minute, second, and microseconds.
3. **current\_time** is a time instance that has the hour, minute, and second set to the same values as now.

On the last line, you combine the date information in today with the time information in current\_time to produce a new datetime instance.

**Warning:** datetime also provides datetime.utcnow(), which returns an instance of datetime at the current UTC. However, the Python documentation recommends against using this method because it doesn’t include any time zone information in the resulting instance.

Using datetime.utcnow() may produce some surprising results when doing arithmetic or comparisons between datetime instances.

### Using Strings to Create Python datetime Instances

Another way to create date instances is to use .fromisoformat(). To use this method, you provide a string with the date in the ISO 8601 format that you learned about earlier. For instance, you might provide a string with the year, month, and date specified:

2020-01-31

This string represents the date January 31, 2020, according to the ISO 8601 format. You can create a date instance with the following example:

>>> from datetime import date

>>> date.fromisoformat("2020-01-31")

datetime.date(2020, 1, 31)

In this code, you use date.fromisoformat() to create a date instance for January 31, 2020. This method is very useful because it’s based on the ISO 8601 standard. But what if you have a string that represents a date and time but isn’t in the ISO 8601 format?

Fortunately, Python datetime provides a method called .strptime() to handle this situation. This method uses a special **mini-language** to tell Python which parts of the string are associated with the datetime attributes.

To construct a datetime from a string using .strptime(), you have to tell Python what each of the parts of the string represents using formatting codes from the mini-language. You can try this example to see how .strptime() works:

1 >>> date\_string = "01-31-2020 14:45:37"

2 >>> format\_string = "%m-%d-%Y %H:%M:%S"

On **line 1**, you create date\_string, which represents the date and time January 31, 2020, at 2:45:37 PM. On **line 2**, you create format\_string, which uses the mini-language to specify how the parts of date\_string will be turned into datetime attributes.

In format\_string, you include several formatting codes and all of the dashes (-), colons (:), and spaces exactly as they appear in date\_string. To process the date and time in date\_string, you include the following formatting codes:

| **Component** | **Code** | **Value** |
| --- | --- | --- |
| Year (as four-digit integer ) | %Y | 2020 |
| Month (as zero-padded decimal) | %m | 01 |
| Date (as zero-padded decimal) | %d | 31 |
| Hour (as zero-padded decimal with 24-hour clock) | %H | 14 |
| Minute (as zero-padded decimal) | %M | 45 |
| Second (as zero-padded decimal) | %S | 37 |

Now that date\_string and format\_string are defined, you can use them to create a datetime instance. Here’s an example of how .strptime() works:

3 >>> from datetime import datetime

4 >>> datetime.strptime(date\_string, format\_string)

5 datetime.datetime(2020, 1, 31, 14, 45, 37)

In this code, you import datetime on **line 3** and use datetime.strptime() with date\_string and format\_string on **line 4**. Finally, **line 5** shows the values of the attributes in the datetime instance created by .strptime(). You can see that they match the values shown in the table above.

**Note:** There are more advanced ways to create datetime instances, but they involve using third-party libraries that must be installed. One particularly neat library is called dateparser, which allows you to provide natural language string inputs. The input is even supported in a number of languages:

1 >>> import dateparser

2 >>> dateparser.parse("yesterday")

3 datetime.datetime(2020, 3, 13, 14, 39, 1, 350918)

4 >>> dateparser.parse("morgen")

5 datetime.datetime(2020, 3, 15, 14, 39, 7, 314754)

In this code, you use dateparser to create two datetime instances by passing two different string representations of time. On **line 1**, you import dateparser. Then, on **line 2**, you use .parse() with the argument "yesterday" to create a datetime instance twenty-four hours in the past. At the time of writing, this was March 13, 2020, at 2:39 PM.

On **line 3**, you use .parse() with the argument "morgen". *Morgen* is the German word for tomorrow, so dateparser creates a datetime instance twenty-four hours in the future. At the time of writing, this was March 15 at 2:39 PM.

## Working With Time Zones

As you saw earlier, storing the time zone in which a date occurs is an important aspect of ensuring your code is correct. Python datetime provides tzinfo, which is an abstract base class that allows datetime.datetime and datetime.time to include time zone information, including an idea of daylight saving time.

However, datetime does not provide a direct way to interact with the IANA time zone database. The Python datetime.tzinfo documentation recommends using a third-party package called dateutil. You can install dateutil with pip:

$ python -m pip install python-dateutil

Note that the name of the package that you install from PyPI, python-dateutil, is different from the name that you use to import the package, which is just dateutil.

### Using dateutil to Add Time Zones to Python datetime

One reason that dateutil is so useful is that it includes an interface to the IANA time zone database. This takes the hassle out of assigning time zones to your datetime instances. Try out this example to see how to set a datetime instance to have your local time zone:

>>> from dateutil import tz

>>> from datetime import datetime

>>> now = datetime.now(tz=tz.tzlocal())

>>> now

datetime.datetime(2020, 1, 26, 0, 55, 3, 372824, tzinfo=tzlocal())

>>> now.tzname()

'Eastern Standard Time'

In this example, you import tz from dateutil and datetime from datetime. You then create a datetime instance set to the current time using .now().

You also pass the tz keyword to .now() and set tz equal to tz.tzlocal(). In dateutil, tz.tzlocal() returns a concrete instance of datetime.tzinfo. This means that it can represent all the necessary time zone offset and daylight saving time information that datetime needs.

You also print the name of the time zone using .tzname(), which prints 'Eastern Standard Time'. This is the output for Windows, but on macOS or Linux, your output might read 'EST' if you’re in the US Eastern time zone during the winter.

You can also create time zones that are not the same as the time zone reported by your computer. To do this, you’ll use tz.gettz() and pass the official IANA name for the time zone you’re interested in. Here’s an example of how to use tz.gettz():

>>> from dateutil import tz

>>> from datetime import datetime

>>> London\_tz = tz.gettz("Europe/London")

>>> now = datetime.now(tz=London\_tz)

>>> now

datetime.datetime(2020, 1, 26, 6, 14, 53, 513460, tzinfo=tzfile('GB-Eire'))

>>> now.tzname()

'GMT'

In this example, you use tz.gettz() to retrieve the time zone information for London, United Kingdom and store it in London\_tz. You then retrieve the current time, setting the time zone to London\_tz.

On Windows, this gives the tzinfo attribute the value tzfile('GB-Eire'). On macOS or Linux, the tzinfo attribute will look something like tzfile('/usr/share/zoneinfo/Europe/London), but it might be slightly different depending on where dateutil pulls the time zone data from.

You also use tzname() to print the name of the time zone, which is now 'GMT', meaning Greenwich Mean Time. This output is the same on Windows, macOS, and Linux.

In an earlier section, you learned that you shouldn’t use .utcnow() to create a datetime instance at the current UTC. Now you know how to use dateutil.tz to supply a time zone to the datetime instance. Here’s an example modified from the recommendation in the Python documentation:

>>> from dateutil import tz

>>> from datetime import datetime

>>> datetime.now(tz=tz.UTC)

datetime.datetime(2020, 3, 14, 19, 1, 20, 228415, tzinfo=tzutc())

In this code, you use tz.UTC to set the time zone of datetime.now() to the UTC time zone. This method is recommended over using utcnow() because utcnow() returns a naive datetime instance, whereas the method demonstrated here returns an aware datetime instance.

### Comparing Naive and Aware Python datetime Instances

Python datetime instances support two types of operation, naive and aware. The basic difference between them is that naive instances don’t contain time zone information, whereas aware instances do.

## Doing Arithmetic With Python datetime

Python datetime instances support several types of arithmetic. As you saw earlier, this relies on using timedelta instances to represent time intervals. timedelta is very useful because it’s built into the Python standard library. Here’s an example of how to work with timedelta:

>>> from datetime import datetime, timedelta

>>> now = datetime.now()

>>> now

datetime.datetime(2020, 1, 26, 9, 37, 46, 380905)

>>> tomorrow = timedelta(days=+1)

>>> now + tomorrow

datetime.datetime(2020, 1, 27, 9, 37, 46, 380905)

In this code, you create now, which stores the current time, and tomorrow, which is a timedelta of +1 days. Next, you add now and tomorrow to produce a datetime instance one day in the future. Note that working with naive datetime instances, as you are here, means that the day attribute of the datetime increments by one and does not account for any repeated or skipped time intervals.

timedelta instances also support negative values as the input to the arguments:

yesterday = timedelta(days=-1)

>>> now + yesterday

datetime.datetime(2020, 1, 25, 9, 37, 46, 380905)

In this example, you provide -1 as the input to timedelta, so when you add now and yesterday, the result is a decrease by one in the days attribute.

timedelta instances support addition and subtraction as well as positive and negative integers for all arguments. You can even provide a mix of positive and negative arguments. For instance, you might want to add three days and subtract four hours:

>>> delta = timedelta(days=+3, hours=-4)

>>> now + delta

datetime.datetime(2020, 1, 29, 5, 37, 46, 380905)

In this example, you add three days and subtract four hours, so the new datetime is at January 29 at 5:37 AM. timedelta is very useful in this way, but it’s somewhat limited because it cannot add or subtract intervals larger than a day, such as a month or a year. Fortunately, dateutil provides a more powerful replacement called [**relativedelta**](https://dateutil.readthedocs.io/en/stable/relativedelta.html).

The basic syntax of relativedelta is very similar to timedelta. You can provide keyword arguments that produce changes of any number of years, months, days, hours, seconds, or microseconds. You can reproduce the first timedelta example with this code:

>>> from dateutil.relativedelta import relativedelta

>>> tomorrow = relativedelta(days=+1)

>>> now + tomorrow

datetime.datetime(2020, 1, 27, 9, 37, 46, 380905)

In this example, you use relativedelta instead of timedelta to find the datetime corresponding to tomorrow. Now you can try adding five years, one month, and three days to now while subtracting four hours and thirty minutes:

>>> delta = relativedelta(years=+5, months=+1, days=+3, hours=-4, minutes=-30)

>>> now + delta

datetime.datetime(2025, 3, 1, 5, 7, 46, 380905)

Notice in this example that the date ends up as March 1, 2025. This is because adding three days to now would be January 29, and adding one month to that would be February 29, which only exists in a leap year. Since 2025 is not a leap year, the date rolls over to the next month.

You can also use relativedelta to calculate the difference between two datetime instances. Earlier, you used the subtraction operator to find the difference between two Python datetime instances, PYCON\_DATE and now. With relativedelta, instead of using the subtraction operator, you need to pass the two datetime instances as arguments:

>>> now

datetime.datetime(2020, 1, 26, 9, 37, 46, 380905)

>>> tomorrow = datetime(2020, 1, 27, 9, 37, 46, 380905)

>>> relativedelta(now, tomorrow)

relativedelta(days=-1)

In this example, you create a new datetime instance for tomorrow by incrementing the days field by one. Then, you use relativedelta and pass now and tomorrow as the two arguments. dateutil then takes the difference between these two datetime instances and returns the result as a relativedelta instance. In this case, the difference is -1 days, since now happens before tomorrow.

dateutil.relativedelta objects have countless other uses. You can use them to find complex calendar information, such as the next year in which October the 13th falls on a Friday or what the date will be on the last Friday of the current month. You can even use them to replace attributes of a datetime instance and create, for example, a datetime one week in the future at 10:00 AM.

## Alternatives to Python datetime and dateutil

Python datetime and dateutil are a powerful combination of libraries when you’re working with dates and times. dateutil is even recommended in the Python documentation. However, there are many other libraries that you can use to work with dates and times in Python. Some of these rely on datetime and dateutil, while others are completely independent replacements:

* [**pytz**](https://pypi.org/project/pytz/) provides time zone information similar to dateutil. It uses a somewhat different interface than the standard datetime.tzinfo, so be aware of the [potential problems](https://blog.ganssle.io/articles/2018/03/pytz-fastest-footgun.html) if you decide to use it.
* [**Arrow**](https://arrow.readthedocs.io/en/latest/) provides a drop-in replacement for datetime. It’s inspired by moment.js, so if you’re coming from web development, then this might be a more familiar interface.
* [**Pendulum**](https://pendulum.eustace.io/) provides another drop-in replacement for datetime. It includes a time zone interface and an improved timedelta implementation.
* [**Maya**](https://github.com/timofurrer/maya) provides a similar interface as datetime. It relies on Pendulum for parts of the parsing library.
* [**dateparser**](https://dateparser.readthedocs.io/en/latest/) provides an interface to generate datetime instances from human-readable text. It’s flexible and supports many languages.

In addition, if you work heavily with [NumPy](https://realpython.com/tutorials/numpy/), [Pandas](https://realpython.com/courses/introduction-pandas-and-vincent/), or other [data science](https://realpython.com/tutorials/data-science/) packages, then there are a few options that might be useful to you:

* [**NumPy**](https://numpy.org/doc/1.18/reference/arrays.datetime.html) provides a similar API to the built-in Python datetime library, but the NumPy version can be used in arrays.
* [**Pandas**](https://pandas.pydata.org/pandas-docs/stable/user_guide/timeseries.html) provides support for time-series data in [DataFrames](https://realpython.com/courses/pandas-dataframes-101/), usually sequential values of time-based events, by using the NumPy datetime module.
* [**cftime**](https://unidata.github.io/cftime/api.html) provides support for calendars other than the [proleptic Gregorian calendar](https://en.wikipedia.org/wiki/Proleptic_Gregorian_calendar) as well as other time units conforming to the Climate and Forecasting (CF) conventions. It’s used by the [xarray](http://xarray.pydata.org/en/stable/time-series.html) package to provide time-series support.

# Python RegEx

A RegEx, or Regular Expression, is a sequence of characters that forms a search pattern.

RegEx can be used to check if a string contains the specified search pattern.

## RegEx Module

Python has a built-in package called re, which can be used to work with Regular Expressions.

Import the re module:

import re

## RegEx in Python

When you have imported the re module, you can start using regular expressions:

**Example**

Search the string to see if it starts with "The" and ends with "Spain":

import re  
  
txt = "The rain in Spain"

x = re.search("^The.\*Spain$", txt)

## RegEx Functions

The re module offers a set of functions that allows us to search a string for a match:

|  |  |
| --- | --- |
| **Function** | **Description** |
| findall | Returns a list containing all matches |
| search | Returns a Match object if there is a match anywhere in the string |
| split | Returns a list where the string has been split at each match |
| sub | Replaces one or many matches with a string |

## Metacharacters

Metacharacters are characters with a special meaning:

|  |  |  |
| --- | --- | --- |
| **Character** | **Description** | **Example** |
| [] | A set of characters | "[a-m]" |
| \ | Signals a special sequence (can also be used to escape special characters) | "\d" |
| . | Any character (except newline character) | "he..o" |
| ^ | Starts with | "^hello" |
| $ | Ends with | "world$" |
| \* | Zero or more occurrences | "aix\*" |
| + | One or more occurrences | "aix+" |
| {} | Exactly the specified number of occurrences | "al{2}" |
| | | Either or | "falls|stays" |
| () | Capture and group |  |

## Special Sequences

A special sequence is a \ followed by one of the characters in the list below, and has a special meaning:

|  |  |  |
| --- | --- | --- |
| **Character** | **Description** | **Example** |
| \A | Returns a match if the specified characters are at the beginning of the string | "\AThe" |
| \b | Returns a match where the specified characters are at the beginning or at the end of a word (the "r" in the beginning is making sure that the string is being treated as a "raw string") | r"\bain" r"ain\b" |
| \B | Returns a match where the specified characters are present, but NOT at the beginning (or at the end) of a word (the "r" in the beginning is making sure that the string is being treated as a "raw string") | r"\Bain" r"ain\B" |
| \d | Returns a match where the string contains digits (numbers from 0-9) | "\d" |
| \D | Returns a match where the string DOES NOT contain digits | "\D" |
| \s | Returns a match where the string contains a white space character | "\s" |
| \S | Returns a match where the string DOES NOT contain a white space character | "\S" |
| \w | Returns a match where the string contains any word characters (characters from a to Z, digits from 0-9, and the underscore \_ character) | "\w" |
| \W | Returns a match where the string DOES NOT contain any word characters | "\W" |
| \Z | Returns a match if the specified characters are at the end of the string | "Spain\Z" |

## Sets

A set is a set of characters inside a pair of square brackets [] with a special meaning:

|  |  |
| --- | --- |
| **Set** | **Description** |
| [arn] | Returns a match where one of the specified characters (a, r, or n) are present |
| [a-n] | Returns a match for any lower case character, alphabetically between a and n |
| [^arn] | Returns a match for any character EXCEPT a, r, and n |
| [0123] | Returns a match where any of the specified digits (0, 1, 2, or 3) are present |
| [0-9] | Returns a match for any digit between 0 and 9 |
| [0-5][0-9] | Returns a match for any two-digit numbers from 00 and 59 |
| [a-zA-Z] | Returns a match for any character alphabetically between a and z, lower case OR upper case |
| [+] | In sets, +, \*, ., |, (), $,{} has no special meaning, so [+] means: return a match for any + character in the string |

## The findall() Function

The findall() function returns a list containing all matches.

**Example**

Print a list of all matches:

import re  
  
txt = "The rain in Spain"

x = re.findall("ai", txt)

print(x)

The list contains the matches in the order they are found. If no matches are found, an empty list is returned.

>>> s = 'foo123bar'

>>> '123' in s

True

>>> s = 'foo123bar'

>>> s.find('123')

3

>>> s.index('123')

3

## The search() Function

The search() function searches the string for a match, and returns a Match object if there is a match.

If there is more than one match, only the first occurrence of the match will be returned:

**Example**

Search for the first white-space character in the string:

import re  
  
txt = "The rain in Spain"

x = re.search("\s", txt)\

print("The first white-space character is located in position:",

x.start())

If no matches are found, the value None is returned.

## The split() Function

The split() function returns a list where the string has been split at each match:

**Example**

Split at each white-space character:

import re  
  
txt = "The rain in Spain"

x = re.split("\s", txt)

print(x)

# split with comma as the delimter.

txt2 = "The,rain,in,Spain"

x2 = re.split("\,", txt2)

print(x2)

You can control the number of occurrences by specifying the maxsplit parameter:

Example

Split the string only at the first occurrence:

import re  
  
txt = "The rain in Spain"

x = re.split("\s", txt, 1)

print(x)

## The sub() Function

The sub() function replaces the matches with the text of your choice:

**Example**

Replace every white-space character with the number 9:

import re  
  
txt = "The rain in Spain"

x = re.sub("\s", "9", txt)

print(x)

You can control the number of replacements by specifying the count parameter:

Example

Replace the first 2 occurrences:

import re  
  
txt = "The rain in Spain"

x = re.sub("\s", "9", txt, 2)

print(x)

## Match Object

A Match Object is an object containing information about the search and the result.

**Note:** If there is no match, the value None will be returned, instead of the Match Object.

**Example**

Do a search that will return a Match Object:

import re  
  
txt = "The rain in Spain"

x = re.search("ai", txt)

print(x) #this will print an object

The Match object has properties and methods used to retrieve information about the search, and the result:

* .span() returns a tuple containing the start-, and end positions of the match.
* .string returns the string passed into the function
* .group() returns the part of the string where there was a match

**Example**

Print the position (start- and end-position) of the first match occurrence.

The regular expression looks for any words that starts with an upper case "S":

import re  
  
txt = "The rain in Spain"

x = re.search(r"\bS\w+", txt)

print(**x.span()**)

**Example**

Print the string passed into the function:

import re  
  
txt = "The rain in Spain"

x = re.search(r"\bS\w+", txt)

print(**x.string**)

**Example**

Print the part of the string where there was a match.

The regular expression looks for any words that starts with an upper case "S":

import re  
  
txt = "The rain in Spain"

x = re.search(r"\bS\w+", txt)

print(**x.group()**)

**Note:** If there is no match, the value None will be returned, instead of the Match Object.

**More examples:**

>>> s = 'foo123bar'

>>> re.search('[0-9][0-9][0-9]', s)

<\_sre.SRE\_Match object; span=(3, 6), match='123'>

>>> re.search('[0-9][0-9][0-9]', 'foo456bar')

<\_sre.SRE\_Match object; span=(3, 6), match='456'>

>>> re.search('[0-9][0-9][0-9]', '234baz')

<\_sre.SRE\_Match object; span=(0, 3), match='234'>

>>> re.search('[0-9][0-9][0-9]', 'qux678')

<\_sre.SRE\_Match object; span=(3, 6), match='678'>

>>> print(re.search('[0-9][0-9][0-9]', '12foo34'))

None

Take a look at another regex metacharacter. The dot (.) metacharacter matches any character except a newline, so it functions like a wildcard:

>>> s = 'foo123bar'

>>> re.search('1.3', s)

<\_sre.SRE\_Match object; span=(3, 6), match='123'>

>>> s = 'foo13bar'

>>> print(re.search('1.3', s))

None

[] Specifies a specific set of characters to match.

>>> re.search('ba[artz]', 'foobarqux')

<\_sre.SRE\_Match object; span=(3, 6), match='bar'>

>>> re.search('ba[artz]', 'foobazqux')

<\_sre.SRE\_Match object; span=(3, 6), match='baz'>

>>> re.search('[a-z]', 'FOObar')

<\_sre.SRE\_Match object; span=(3, 4), match='b'>

[0-9] matches any digit character:

>>> re.search('[0-9][0-9]', 'foo123bar')

<\_sre.SRE\_Match object; span=(3, 5), match='12'>

[0-9a-fA-F] matches any hexadecimal digit character:

>>> re.search('[0-9a-fA-f]', '--- a0 ---')

<\_sre.SRE\_Match object; span=(4, 5), match='a'>

[^0-9] matches any character that isn’t a digit:

>>> re.search('[^0-9]', '12345foo')

<\_sre.SRE\_Match object; span=(5, 6), match='f'>

What if you want the character class to include a literal hyphen character? You can place it as the first or last character or escape it with a backslash (\):

>>> re.search('[-abc]', '123-456')

<\_sre.SRE\_Match object; span=(3, 4), match='-'>

>>> re.search('[abc-]', '123-456')

<\_sre.SRE\_Match object; span=(3, 4), match='-'>

>>> re.search('[ab\-c]', '123-456')

<\_sre.SRE\_Match object; span=(3, 4), match='-'>

If you want to include a literal ']' in a character class, then you can place it as the first character or escape it with backslash:

>>> re.search('[]]', 'foo[1]')

<\_sre.SRE\_Match object; span=(5, 6), match=']'>

>>> re.search('[ab\]cd]', 'foo[1]')

<\_sre.SRE\_Match object; span=(5, 6), match=']'>

dot (.): Specifies a wildcard.

The . metacharacter matches any single character except a newline:

>>> re.search('foo.bar', 'fooxbar')

<\_sre.SRE\_Match object; span=(0, 7), match='fooxbar'>

>>> print(re.search('foo.bar', 'foobar'))

None

>>> print(re.search('foo.bar', 'foo\nbar'))

None

\w or \W: Match based on whether a character is a word character.

\w matches any alphanumeric word character. Word characters are uppercase and lowercase letters, digits, and the underscore (\_) character, so \w is essentially shorthand for [a-zA-Z0-9\_]:

>>> re.search('\w', '#(.a$@&')

<\_sre.SRE\_Match object; span=(3, 4), match='a'>

>>> re.search('[a-zA-Z0-9\_]', '#(.a$@&')

<\_sre.SRE\_Match object; span=(3, 4), match='a'>

\W is the opposite. It matches any non-word character and is equivalent to [^a-zA-Z0-9\_]:

>>> re.search('\W', 'a\_1\*3Qb')

<\_sre.SRE\_Match object; span=(3, 4), match='\*'>

>>> re.search('[^a-zA-Z0-9\_]', 'a\_1\*3Qb')

<\_sre.SRE\_Match object; span=(3, 4), match='\*'>

\d or \D: Match based on whether a character is a decimal digit.

\d matches any decimal digit character. \D is the opposite. It matches any character that *isn’t* a decimal digit:

>>> re.search('\d', 'abc4def')

<\_sre.SRE\_Match object; span=(3, 4), match='4'>

>>> re.search('\D', '234Q678')

<\_sre.SRE\_Match object; span=(3, 4), match='Q'>

\s or \S: Match based on whether a character represents whitespace.

\s matches any whitespace character:

>>> re.search('\s', 'foo\nbar baz')

<\_sre.SRE\_Match object; span=(3, 4), match='\n'>

\S is the opposite of \s. It matches any character that *isn’t* whitespace:

>>> re.search('\S', ' \n foo \n ')

<\_sre.SRE\_Match object; span=(4, 5), match='f'>

Again, \s and \S consider a newline to be whitespace. In the example above, the first non-whitespace character is 'f'.

The character class sequences \w, \W, \d, \D, \s, and \S can appear inside a square bracket character class as well:

>>> re.search('[\d\w\s]', '---3---')

<\_sre.SRE\_Match object; span=(3, 4), match='3'>

>>> re.search('[\d\w\s]', '---a---')

<\_sre.SRE\_Match object; span=(3, 4), match='a'>

>>> re.search('[\d\w\s]', '--- ---')

<\_sre.SRE\_Match object; span=(3, 4), match=' '>

In this case, [\d\w\s] matches any digit, word, or whitespace character. And since \w includes \d, the same character class could also be expressed slightly shorter as [\w\s].

backslash (\): Removes the special meaning of a metacharacter.

>>> re.search('.', 'foo.bar')

2<\_sre.SRE\_Match object; span=(0, 1), match='f'>

3

4>>> re.search('\.', 'foo.bar')

5<\_sre.SRE\_Match object; span=(3, 4), match='.'>

Using backslashes for escaping can get messy. Suppose you have a string that contains a single backslash:

>>> s = r'foo\bar'

>>> print(s)

foo\bar

>>> re.search('\\', s)

Traceback (most recent call last):

File "<pyshell#3>", line 1, in <module>

re.search('\\', s)

File "C:\Python36\lib\re.py", line 182, in search

return \_compile(pattern, flags).search(string)

File "C:\Python36\lib\re.py", line 301, in \_compile

p = sre\_compile.compile(pattern, flags)

File "C:\Python36\lib\sre\_compile.py", line 562, in compile

p = sre\_parse.parse(p, flags)

File "C:\Python36\lib\sre\_parse.py", line 848, in parse

source = Tokenizer(str)

File "C:\Python36\lib\sre\_parse.py", line 231, in \_\_init\_\_

self.\_\_next()

File "C:\Python36\lib\sre\_parse.py", line 245, in \_\_next

self.string, len(self.string) - 1) from None

sre\_constants.error: bad escape (end of pattern) at position 0

1. The Python interpreter is the first to process the string literal '\\'. It interprets that as an escaped backslash and passes only a single backslash to re.search().
2. The regex parser receives just a single backslash, which isn’t a meaningful regex, so the messy error ensues.

There are two ways around this. First, you can escape *both* backslashes in the original string literal:

>>> re.search('\\\\', s)

<\_sre.SRE\_Match object; span=(3, 4), match='\\'>

>>> re.search(r'\\', s)

<\_sre.SRE\_Match object; span=(3, 4), match='\\'>

^ or \A: Anchor a match to the start of <string>.

>>> re.search('^foo', 'foobar')

<\_sre.SRE\_Match object; span=(0, 3), match='foo'>

>>> print(re.search('^foo', 'barfoo'))

None

>>> re.search('\Afoo', 'foobar')

<\_sre.SRE\_Match object; span=(0, 3), match='foo'>

>>> print(re.search('\Afoo', 'barfoo'))

None

$ or \Z: Anchor a match to the end of <string>.

>>> re.search('bar$', 'foobar')

<\_sre.SRE\_Match object; span=(3, 6), match='bar'>

>>> print(re.search('bar$', 'barfoo'))

None

>>> re.search('bar\Z', 'foobar')

<\_sre.SRE\_Match object; span=(3, 6), match='bar'>

>>> print(re.search('bar\Z', 'barfoo'))

None

As a special case, $ (but not \Z) also matches just before a single newline at the end of the search string:

>>> re.search('bar$', 'foobar\n')

<\_sre.SRE\_Match object; span=(3, 6), match='bar'>

\b: Anchors a match to a word boundary.

>>> re.search(r'\bbar', 'foo bar')

2<\_sre.SRE\_Match object; span=(4, 7), match='bar'>

3>>> re.search(r'\bbar', 'foo.bar')

4<\_sre.SRE\_Match object; span=(4, 7), match='bar'>

5

6>>> print(re.search(r'\bbar', 'foobar'))

7None

8

9>>> re.search(r'foo\b', 'foo bar')

10<\_sre.SRE\_Match object; span=(0, 3), match='foo'>

11>>> re.search(r'foo\b', 'foo.bar')

12<\_sre.SRE\_Match object; span=(0, 3), match='foo'>

13

14>>> print(re.search(r'foo\b', 'foobar'))

15None

Using the \b anchor on both ends of the <regex> will cause it to match when it’s present in the search string as a whole word:

>>> re.search(r'\bbar\b', 'foo bar baz')

<\_sre.SRE\_Match object; span=(4, 7), match='bar'>

>>> re.search(r'\bbar\b', 'foo(bar)baz')

<\_sre.SRE\_Match object; span=(4, 7), match='bar'>

>>> print(re.search(r'\bbar\b', 'foobarbaz'))

None

\B: Anchors a match to a location that isn’t a word boundary.

\B does the opposite of \b. It asserts that the regex parser’s current position must *not* be at the start or end of a word:

1>>> print(re.search(r'\Bfoo\B', 'foo'))

2None

3>>> print(re.search(r'\Bfoo\B', '.foo.'))

4None

5

6>>> re.search(r'\Bfoo\B', 'barfoobaz')

7<\_sre.SRE\_Match object; span=(3, 6), match='foo'>

In this case, a match happens on **line 7** because no word boundary exists at the start or end of 'foo' in the search string 'barfoobaz'.

\*: Matches zero or more repetitions of the preceding regex.

For example, a\* matches zero or more 'a' characters. That means it would match an empty string, 'a', 'aa', 'aaa', and so on.

Consider these examples:

1>>> re.search('foo-\*bar', 'foobar') # Zero dashes

2<\_sre.SRE\_Match object; span=(0, 6), match='foobar'>

3>>> re.search('foo-\*bar', 'foo-bar') # One dash

4<\_sre.SRE\_Match object; span=(0, 7), match='foo-bar'>

5>>> re.search('foo-\*bar', 'foo--bar') # Two dashes

6<\_sre.SRE\_Match object; span=(0, 8), match='foo--bar'>

+: Matches one or more repetitions of the preceding regex.

This is similar to \*, but the quantified regex must occur at least once:

1>>> print(re.search('foo-+bar', 'foobar')) # Zero dashes

2None

3>>> re.search('foo-+bar', 'foo-bar') # One dash

4<\_sre.SRE\_Match object; span=(0, 7), match='foo-bar'>

5>>> re.search('foo-+bar', 'foo--bar') # Two dashes

6<\_sre.SRE\_Match object; span=(0, 8), match='foo--bar'>

?: Matches zero or one repetitions of the preceding regex.

Again, this is similar to \* and +, but in this case there’s only a match if the preceding regex occurs once or not at all:

1>>> re.search('foo-?bar', 'foobar') # Zero dashes

2<\_sre.SRE\_Match object; span=(0, 6), match='foobar'>

3>>> re.search('foo-?bar', 'foo-bar') # One dash

4<\_sre.SRE\_Match object; span=(0, 7), match='foo-bar'>

5>>> print(re.search('foo-?bar', 'foo--bar')) # Two dashes

6None

>>> re.match('foo[1-9]\*bar', 'foobar')

<\_sre.SRE\_Match object; span=(0, 6), match='foobar'>

>>> re.match('foo[1-9]\*bar', 'foo42bar')

<\_sre.SRE\_Match object; span=(0, 8), match='foo42bar'>

>>> print(re.match('foo[1-9]+bar', 'foobar'))

None

>>> re.match('foo[1-9]+bar', 'foo42bar')

<\_sre.SRE\_Match object; span=(0, 8), match='foo42bar'>

>>> re.match('foo[1-9]?bar', 'foobar')

<\_sre.SRE\_Match object; span=(0, 6), match='foobar'>

>>> print(re.match('foo[1-9]?bar', 'foo42bar'))

None

{m}: Matches exactly m repetitions of the preceding regex.

This is similar to \* or +, but it specifies exactly how many times the preceding regex must occur for a match to succeed:

>>> print(re.search('x-{3}x', 'x--x')) # Two dashes

None

>>> re.search('x-{3}x', 'x---x') # Three dashes

<\_sre.SRE\_Match object; span=(0, 5), match='x---x'>

>>> print(re.search('x-{3}x', 'x----x')) # Four dashes

None

{m,n}: Matches any number of repetitions of the preceding regex from m to n, inclusive.

In the following example, the quantified <regex> is -{2,4}. The match succeeds when there are two, three, or four dashes between the 'x' characters but fails otherwise:

>>> for i in range(1, 6):

... s = f"x{'-' \* i}x"

... print(f'{i} {s:10}', re.search('x-{2,4}x', s))

...

1 x-x None

2 x--x <\_sre.SRE\_Match object; span=(0, 4), match='x--x'>

3 x---x <\_sre.SRE\_Match object; span=(0, 5), match='x---x'>

4 x----x <\_sre.SRE\_Match object; span=(0, 6), match='x----x'>

5 x-----x None

Omitting m implies a lower bound of 0, and omitting n implies an unlimited upper bound.

m.groups(): Returns a tuple containing all the captured groups from a regex match.

Consider this example:

>>> m = re.search('(\w+),(\w+),(\w+)', 'foo,quux,baz')

>>> m

<\_sre.SRE\_Match object; span=(0, 12), match='foo:quux:baz'>

Each of the three (\w+) expressions matches a sequence of word characters. The full regex (\w+),(\w+),(\w+) breaks the search string into three comma-separated tokens.

Because the (\w+) expressions use grouping parentheses, the corresponding matching tokens are **captured**. To access the captured matches, you can use .groups(), which returns a tuple containing all the captured matches in order:

>>> m.groups()

('foo', 'quux', 'baz')

m.group(<n>): Returns a string containing the <n>th captured match.

>>> m = re.search('(\w+),(\w+),(\w+)', 'foo,quux,baz')

>>> m.groups()

('foo', 'quux', 'baz')

>>> m.group(1)

'foo'

>>> m.group(2)

'quux'

>>> m.group(3)

'baz'

>>> m.group(0)

'foo,quux,baz'

>>> m.group()

'foo,quux,baz'

m.group(<n1>, <n2>, ...): Returns a tuple containing the specified captured matches.

>>> m.groups()

('foo', 'quux', 'baz')

>>> m.group(2, 3)

('quux', 'baz')

>>> m.group(3, 2, 1)

('baz', 'quux', 'foo')

>>> (m.group(3), m.group(2), m.group(1))

('baz', 'quux', 'foo')

# Python Modules and Packages

Python **modules** and Python **packages**, two mechanisms that facilitate **modular programming**.

**Modular programming** refers to the process of breaking a large, unwieldy programming task into separate, smaller, more manageable subtasks or **modules**. Individual modules can then be cobbled together like building blocks to create a larger application.

There are several advantages to **modularizing** code in a large application:

* **Simplicity:** Rather than focusing on the entire problem at hand, a module typically focuses on one relatively small portion of the problem. If you’re working on a single module, you’ll have a smaller problem domain to wrap your head around. This makes development easier and less error-prone.
* **Maintainability:** Modules are typically designed so that they enforce logical boundaries between different problem domains. If modules are written in a way that minimizes interdependency, there is decreased likelihood that modifications to a single module will have an impact on other parts of the program. (You may even be able to make changes to a module without having any knowledge of the application outside that module.) This makes it more viable for a team of many programmers to work collaboratively on a large application.
* **Reusability:** Functionality defined in a single module can be easily reused (through an appropriately defined interface) by other parts of the application. This eliminates the need to duplicate code.
* **Scoping:** Modules typically define a separate **namespace**, which helps avoid collisions between identifiers in different areas of a program. (One of the tenets in the Zen of Python is Namespaces are one honking great idea—let’s do more of those!)

**Functions**, **modules** and **packages** are all constructs in Python that promote code modularization.

## Python Modules: Overview

There are actually three different ways to define a **module** in Python:

1. A module can be written in Python itself.
2. A module can be written in **C** and loaded dynamically at run-time, like the re (**regular expression**) module.
3. A **built-in** module is intrinsically contained in the interpreter, like the itertools module.

A module’s contents are accessed the same way in all three cases: with the import statement.

Here, the focus will mostly be on modules that are written in Python. The cool thing about modules written in Python is that they are exceedingly straightforward to build. All you need to do is create a file that contains legitimate Python code and then give the file a name with a .py extension. That’s it! No special syntax or voodoo is necessary.

For example, suppose you have created a file called mod.py containing the following:

# mod.py

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

Several objects are defined in mod.py:

* s (a string)
* a (a list)
* foo() (a function)
* Foo (a class)

Assuming mod.py is in an appropriate location, which you will learn more about shortly, these objects can be accessed by **importing** the module as follows:

>>> import mod

>>> print(mod.s)

If Comrade Napoleon says it, it must be right.

>>> mod.a

[100, 200, 300]

>>> mod.foo(['quux', 'corge', 'grault'])

arg = ['quux', 'corge', 'grault']

>>> x = mod.Foo()

>>> x

<mod.Foo object at 0x03C181F0>

### The Module Search Path

Continuing with the above example, let’s take a look at what happens when Python executes the statement:

import mod

When the interpreter executes the above import statement, it searches for mod.py in a list of directories assembled from the following sources:

* The directory from which the input script was run or the **current directory** if the interpreter is being run interactively
* The list of directories contained in the PYTHONPATH environment variable, if it is set. (The format for PYTHONPATH is OS-dependent but should mimic the PATH environment variable.)
* An installation-dependent list of directories configured at the time Python is installed

The resulting search path is accessible in the Python variable sys.path, which is obtained from a module named sys:

>>> import sys

>>> sys.path

['', 'C:\\Users\\john\\Documents\\Python\\doc', 'C:\\Python36\\Lib\\idlelib',

'C:\\Python36\\python36.zip', 'C:\\Python36\\DLLs', 'C:\\Python36\\lib',

'C:\\Python36', 'C:\\Python36\\lib\\site-packages']

**Note:** The exact contents of sys.path are installation-dependent. The above will almost certainly look slightly different on your computer.

Thus, to ensure your module is found, you need to do one of the following:

* Put mod.py in the directory where the input script is located or the **current directory**, if interactive
* Modify the PYTHONPATH environment variable to contain the directory where mod.py is located before starting the interpreter
  + **Or:** Put mod.py in one of the directories already contained in the PYTHONPATH variable
* Put mod.py in one of the installation-dependent directories, which you may or may not have write-access to, depending on the OS

There is actually one additional option: you can put the module file in any directory of your choice and then modify sys.path at run-time so that it contains that directory. For example, in this case, you could put mod.py in directory C:\Users\john and then issue the following statements:

>>> sys.path.append(r'C:\Users\john')

>>> sys.path

['', 'C:\\Users\\john\\Documents\\Python\\doc', 'C:\\Python36\\Lib\\idlelib',

'C:\\Python36\\python36.zip', 'C:\\Python36\\DLLs', 'C:\\Python36\\lib',

'C:\\Python36', 'C:\\Python36\\lib\\site-packages', 'C:\\Users\\john']

>>> import mod

Once a module has been imported, you can determine the location where it was found with the module’s \_\_file\_\_ attribute:

>>> import mod

>>> mod.\_\_file\_\_

'C:\\Users\\john\\mod.py'

>>> import re

>>> re.\_\_file\_\_

'C:\\Python36\\lib\\re.py'

The directory portion of \_\_file\_\_ should be one of the directories in sys.path.

### The import Statement

**Module** contents are made available to the caller with the import statement. The import statement takes many different forms, shown below.

### **import <module\_name>**

The simplest form is the one already shown above:

import <module\_name>

Note that this *does not* make the module contents *directly* accessible to the caller. Each module has its own **private symbol table**, which serves as the global symbol table for all objects defined *in the module*. Thus, a module creates a separate **namespace**, as already noted.

The statement import <module\_name> only places <module\_name> in the caller’s symbol table. The *objects* that are defined in the module *remain in the module’s private symbol table*.

From the caller, objects in the module are only accessible when prefixed with <module\_name> via **dot notation**, as illustrated below.

After the following import statement, mod is placed into the local symbol table. Thus, mod has meaning in the caller’s local context:

>>> import mod

>>> mod

<module 'mod' from 'C:\\Users\\john\\Documents\\Python\\doc\\mod.py'>

But s and foo remain in the module’s private symbol table and are not meaningful in the local context:

>>> s

NameError: name 's' is not defined

>>> foo('quux')

NameError: name 'foo' is not defined

To be accessed in the local context, names of objects defined in the module must be prefixed by mod:

>>> mod.s

'If Comrade Napoleon says it, it must be right.'

>>> mod.foo('quux')

arg = quux

Several comma-separated modules may be specified in a single import statement:

import <module\_name>[, <module\_name> ...]

### from <module\_name> import <name(s)>

An alternate form of the import statement allows individual objects from the module to be imported directly into the caller’s symbol table:

from <module\_name> import <name(s)>

Following execution of the above statement, <name(s)> can be referenced in the caller’s environment without the <module\_name> prefix:

>>> from mod import s, foo

>>> s

'If Comrade Napoleon says it, it must be right.'

>>> foo('quux')

arg = quux

>>> from mod import Foo

>>> x = Foo()

>>> x

<mod.Foo object at 0x02E3AD50>

Because this form of import places the object names directly into the caller’s symbol table, any objects that already exist with the same name will be *overwritten*:

>>> a = ['foo', 'bar', 'baz']

>>> a

['foo', 'bar', 'baz']

>>> from mod import a

>>> a

[100, 200, 300]

It is even possible to indiscriminately import everything from a module at one fell swoop:

from <module\_name> import \*

This will place the names of *all* objects from <module\_name> into the local symbol table, with the exception of any that begin with the underscore (\_) character.

**For example:**

>>> from mod import \*

>>> s

'If Comrade Napoleon says it, it must be right.'

>>> a

[100, 200, 300]

>>> foo

<function foo at 0x03B449C0>

>>> Foo

<class 'mod.Foo'>

This isn’t necessarily recommended in large-scale production code. It’s a bit dangerous because you are entering names into the local symbol table en masse. Unless you know them all well and can be confident there won’t be a conflict, you have a decent chance of overwriting an existing name inadvertently. However, this syntax is quite handy when you are just mucking around with the interactive interpreter, for testing or discovery purposes, because it quickly gives you access to everything a module has to offer without a lot of typing.

### from <module\_name> import <name> as <alt\_name>

It is also possible to import individual objects but enter them into the local symbol table with alternate names:

from <module\_name> import <name> as <alt\_name>[, <name> as <alt\_name> …]

This makes it possible to place names directly into the local symbol table but avoid conflicts with previously existing names:

>>> s = 'foo'

>>> a = ['foo', 'bar', 'baz']

>>> from mod import s as string, a as alist

>>> s

'foo'

>>> string

'If Comrade Napoleon says it, it must be right.'

>>> a

['foo', 'bar', 'baz']

>>> alist

[100, 200, 300]

### import <module\_name> as <alt\_name>

You can also import an entire module under an alternate name:

import <module\_name> as <alt\_name>

>>> import mod as my\_module

>>> my\_module.a

[100, 200, 300]

>>> my\_module.foo('qux')

arg = qux

Module contents can be imported from within a function definition. In that case, the import does not occur until the function is called:

>>> def bar():

... from mod import foo

... foo('corge')

...

>>> bar()

arg = corge

However, **Python 3** does not allow the indiscriminate import \* syntax from within a function:

>>> def bar():

... from mod import \*

...

SyntaxError: import \* only allowed at module level

Lastly, a try statement with an except ImportError clause can be used to guard against unsuccessful import attempts:

>>> try:

... # Non-existent module

... import baz

... except ImportError:

... print('Module not found')

...

Module not found

>>> try:

... # Existing module, but non-existent object

... from mod import baz

... except ImportError:

... print('Object not found in module')

...

Object not found in module

### The dir() Function

The built-in function dir() returns a list of defined names in a namespace. Without arguments, it produces an alphabetically sorted list of names in the current **local symbol table**:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> qux = [1, 2, 3, 4, 5]

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'qux']

>>> class Bar():

... pass

...

>>> x = Bar()

>>> dir()

['Bar', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'qux', 'x']

Note how the first call to dir() above lists several names that are automatically defined and already in the namespace when the interpreter starts. As new names are defined (qux, Bar, x), they appear on subsequent invocations of dir().

This can be useful for identifying what exactly has been added to the namespace by an import statement:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> import mod

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'mod']

>>> mod.s

'If Comrade Napoleon says it, it must be right.'

>>> mod.foo([1, 2, 3])

arg = [1, 2, 3]

>>> from mod import a, Foo

>>> dir()

['Foo', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'a', 'mod']

>>> a

[100, 200, 300]

>>> x = Foo()

>>> x

<mod.Foo object at 0x002EAD50>

>>> from mod import s as string

>>> dir()

['Foo', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'a', 'mod', 'string', 'x']

>>> string

'If Comrade Napoleon says it, it must be right.'

When given an argument that is the name of a module, dir() lists the names defined in the module:

>>> import mod

>>> dir(mod)

['Foo', '\_\_builtins\_\_', '\_\_cached\_\_', '\_\_doc\_\_', '\_\_file\_\_', '\_\_loader\_\_',

'\_\_name\_\_', '\_\_package\_\_', '\_\_spec\_\_', 'a', 'foo', 's']

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from mod import \*

>>> dir()

['Foo', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'a', 'foo', 's']

### Executing a Module as a Script

Any .py file that contains a **module** is essentially also a Python **script**, and there isn’t any reason it can’t be executed like one.

Here again is mod.py as it was defined above:

# mod.py

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

This can be run as a script:

C:\Users\john\Documents>python mod.py

C:\Users\john\Documents>

There are no errors, so it apparently worked. Granted, it’s not very interesting. As it is written, it only defines objects. It doesn’t do anything with them, and it doesn’t generate any output.

Let’s modify the above Python module so it does generate some output when run as a script:

# mod.py

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

print(s)

print(a)

foo('quux')

x = Foo()

print(x)

Now it should be a little more interesting:

C:\Users\john\Documents>python mod.py

If Comrade Napoleon says it, it must be right.

[100, 200, 300]

arg = quux

<\_\_main\_\_.Foo object at 0x02F101D0>

Unfortunately, now it also generates output when imported as a module:

>>> import mod

If Comrade Napoleon says it, it must be right.

[100, 200, 300]

arg = quux

<mod.Foo object at 0x0169AD50>

This is probably not what you want. It isn’t usual for a module to generate output when it is imported.

Wouldn’t it be nice if you could distinguish between when the file is loaded as a module and when it is run as a standalone script?

Ask and ye shall receive.

When a .py file is imported as a module, Python sets the special **dunder** variable \_\_name\_\_ to the name of the module. However, if a file is run as a standalone script, \_\_name\_\_ is (creatively) set to the string '\_\_main\_\_'. Using this fact, you can discern which is the case at run-time and alter behavior accordingly:

# mod.py

s = "If Comrade Napoleon says it, it must be right."

a = [100, 200, 300]

def foo(arg):

print(f'arg = {arg}')

class Foo:

pass

if (\_\_name\_\_ == '\_\_main\_\_'):

print('Executing as standalone script')

print(s)

print(a)

foo('quux')

x = Foo()

print(x)

Now, if you run as a script, you get output:

C:\Users\john\Documents>python mod.py

Executing as standalone script

If Comrade Napoleon says it, it must be right.

[100, 200, 300]

arg = quux

<\_\_main\_\_.Foo object at 0x03450690>

But if you import as a module, you don’t:

>>> import mod

>>> mod.foo('grault')

arg = grault

Modules are often designed with the capability to run as a standalone script for purposes of testing the functionality that is contained within the module. This is referred to as **unit testing.** For example, suppose you have created a module fact.py containing a **factorial** function, as follows:

# fact.py

def fact(n):

return 1 if n == 1 else n \* fact(n-1)

if (\_\_name\_\_ == '\_\_main\_\_'):

import sys

if len(sys.argv) > 1:

print(fact(int(sys.argv[1])))

The file can be treated as a module, and the fact() function imported:

>>> from fact import fact

>>> fact(6)

720

But it can also be run as a standalone by passing an integer argument on the command-line for testing:

C:\Users\john\Documents>python fact.py 6

720

### Reloading a Module

For reasons of efficiency, a module is only loaded once per interpreter session. That is fine for function and class definitions, which typically make up the bulk of a module’s contents. But a module can contain executable statements as well, usually for initialization. Be aware that these statements will only be executed the first time a module is imported.

Consider the following file mod.py:

# mod.py

a = [100, 200, 300]

print('a =', a)

>>> import mod

a = [100, 200, 300]

>>> import mod

>>> import mod

>>> mod.a

[100, 200, 300]

The print() statement is not executed on subsequent imports. (For that matter, neither is the assignment statement, but as the final display of the value of mod.a shows, that doesn’t matter. Once the assignment is made, it sticks.)

If you make a change to a module and need to reload it, you need to either restart the interpreter or use a function called reload() from module importlib:

>>> import mod

a = [100, 200, 300]

>>> import mod

>>> import importlib

>>> importlib.reload(mod)

a = [100, 200, 300]

<module 'mod' from 'C:\\Users\\john\\Documents\\Python\\doc\\mod.py'>

## Python Packages

Suppose you have developed a very large application that includes many modules. As the number of modules grows, it becomes difficult to keep track of them all if they are dumped into one location. This is particularly so if they have similar names or functionality. You might wish for a means of grouping and organizing them.

**Packages** allow for a hierarchical structuring of the module namespace using **dot notation**. In the same way that **modules** help avoid collisions between global variable names, **packages** help avoid collisions between module names.

Creating a **package** is quite straightforward, since it makes use of the operating system’s inherent hierarchical file structure. Consider the following arrangement:
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Here, there is a directory named pkg that contains two modules, mod1.py and mod2.py. The contents of the modules are:

**mod1.py**

def foo():

print('[mod1] foo()')

class Foo:

pass

**mod2.py**

def bar():

print('[mod2] bar()')

class Bar:

pass

Given this structure, if the pkg directory resides in a location where it can be found (in one of the directories contained in sys.path), you can refer to the two **modules** with **dot notation** (pkg.mod1, pkg.mod2) and import them with the syntax you are already familiar with:

import <module\_name>[, <module\_name> ...]

>>> import pkg.mod1, pkg.mod2

>>> pkg.mod1.foo()

[mod1] foo()

>>> x = pkg.mod2.Bar()

>>> x

<pkg.mod2.Bar object at 0x033F7290>

from <module\_name> import <name(s)>

>>> from pkg.mod1 import foo

>>> foo()

[mod1] foo()

from <module\_name> import <name> as <alt\_name>

>>> from pkg.mod2 import Bar as Qux

>>> x = Qux()

>>> x

<pkg.mod2.Bar object at 0x036DFFD0>

You can import modules with these statements as well:

from <package\_name> import <modules\_name>[, <module\_name> ...]

from <package\_name> import <module\_name> as <alt\_name>

>>> from pkg import mod1

>>> mod1.foo()

[mod1] foo()

>>> from pkg import mod2 as quux

>>> quux.bar()

[mod2] bar()

You can technically import the package as well:

>>> import pkg

>>> pkg

<module 'pkg' (namespace)>

But this is of little avail. Though this is, strictly speaking, a syntactically correct Python statement, it doesn’t do much of anything useful. In particular, it *does not place* any of the modules in pkg into the local namespace:

>>> pkg.mod1

Traceback (most recent call last):

File "<pyshell#34>", line 1, in <module>

pkg.mod1

AttributeError: module 'pkg' has no attribute 'mod1'

>>> pkg.mod1.foo()

Traceback (most recent call last):

File "<pyshell#35>", line 1, in <module>

pkg.mod1.foo()

AttributeError: module 'pkg' has no attribute 'mod1'

>>> pkg.mod2.Bar()

Traceback (most recent call last):

File "<pyshell#36>", line 1, in <module>

pkg.mod2.Bar()

AttributeError: module 'pkg' has no attribute 'mod2'

To actually import the modules or their contents, you need to use one of the forms shown above.

### Package Initialization

If a file named \_\_init\_\_.py is present in a package directory, it is invoked when the package or a module in the package is imported. This can be used for execution of package initialization code, such as initialization of package-level data.

For example, consider the following \_\_init\_\_.py file:

***\_\_init\_\_.py***

print(f'Invoking \_\_init\_\_.py for {\_\_name\_\_}')

A = ['quux', 'corge', 'grault']

Let’s add this file to the pkg directory from the above example:
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Now when the package is imported, the global list A is initialized:

>>> import pkg

Invoking \_\_init\_\_.py for pkg

>>> pkg.A

['quux', 'corge', 'grault']

A **module** in the package can access the global variable by importing it in turn:

***mod1.py***

def foo():

from pkg import A

print('[mod1] foo() / A = ', A)

class Foo:

pass

>>> from pkg import mod1

Invoking \_\_init\_\_.py for pkg

>>> mod1.foo()

[mod1] foo() / A = ['quux', 'corge', 'grault']

\_\_init\_\_.py can also be used to effect automatic importing of modules from a package. For example, earlier you saw that the statement import pkg only places the name pkg in the caller’s local symbol table and doesn’t import any modules. But if \_\_init\_\_.py in the pkg directory contains the following:

***\_\_init\_\_.py***

print(f'Invoking \_\_init\_\_.py for {\_\_name\_\_}')

import pkg.mod1, pkg.mod2

then when you execute import pkg, modules mod1 and mod2 are imported automatically:

>>> import pkg

Invoking \_\_init\_\_.py for pkg

>>> pkg.mod1.foo()

[mod1] foo()

>>> pkg.mod2.bar()

[mod2] bar()

**Note:** Much of the Python documentation states that an \_\_init\_\_.py file **must** be present in the package directory when creating a package. This was once true. It used to be that the very presence of \_\_init\_\_.py signified to Python that a package was being defined. The file could contain initialization code or even be empty, but it **had** to be present.

Starting with **Python 3.3**, Implicit Namespace Packages were introduced. These allow for the creation of a package without any \_\_init\_\_.py file. Of course, it **can** still be present if package initialization is needed. But it is no longer required.

### Importing \* From a Package

For the purposes of the following discussion, the previously defined package is expanded to contain some additional modules:

![Illustration of hierarchical file structure of Python packages](data:image/png;base64,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)

There are now four modules defined in the pkg directory. Their contents are as shown below:

***mod1.py***

def foo():

print('[mod1] foo()')

class Foo:

pass

***mod2.py***

def bar():

print('[mod2] bar()')

class Bar:

pass

***mod3.py***

def baz():

print('[mod3] baz()')

class Baz:

pass

***mod4.py***

def qux():

print('[mod4] qux()')

class Qux:

pass

(Imaginative, aren’t they?)

You have already seen that when import \* is used for a **module**, all objects from the module are imported into the local symbol table, except those whose names begin with an underscore, as always:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg.mod3 import \*

>>> dir()

['Baz', '\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'baz']

>>> baz()

[mod3] baz()

>>> Baz

<class 'pkg.mod3.Baz'>

The analogous statement for a **package** is this:

from <package\_name> import \*

What does that do?

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg import \*

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

Hmph. Not much. You might have expected (assuming you had any expectations at all) that Python would dive down into the package directory, find all the modules it could, and import them all. But as you can see, by default that is not what happens.

Instead, Python follows this convention: if the \_\_init\_\_.py file in the **package** directory contains a **list** named \_\_all\_\_, it is taken to be a list of modules that should be imported when the statement from <package\_name> import \* is encountered.

For the present example, suppose you create an \_\_init\_\_.py in the pkg directory like this:

***pkg/\_\_init\_\_.py***

\_\_all\_\_ = [

'mod1',

'mod2',

'mod3',

'mod4'

]

Now from pkg import \* imports all four modules:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg import \*

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'mod1', 'mod2', 'mod3', 'mod4']

>>> mod2.bar()

[mod2] bar()

>>> mod4.Qux

<class 'pkg.mod4.Qux'>

Using import \* still isn’t considered terrific form, any more for **packages** than for **modules**. But this facility at least gives the creator of the package some control over what happens when import \* is specified. (In fact, it provides the capability to disallow it entirely, simply by declining to define \_\_all\_\_ at all. As you have seen, the default behavior for packages is to import nothing.)

By the way, \_\_all\_\_ can be defined in a **module** as well and serves the same purpose: to control what is imported with import \*. For example, modify mod1.py as follows:

***pkg/mod1.py***

\_\_all\_\_ = ['foo']

def foo():

print('[mod1] foo()')

class Foo:

pass

Now an import \* statement from pkg.mod1 will only import what is contained in \_\_all\_\_:

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_']

>>> from pkg.mod1 import \*

>>> dir()

['\_\_annotations\_\_', '\_\_builtins\_\_', '\_\_doc\_\_', '\_\_loader\_\_', '\_\_name\_\_',

'\_\_package\_\_', '\_\_spec\_\_', 'foo']

>>> foo()

[mod1] foo()

>>> Foo

Traceback (most recent call last):

File "<pyshell#37>", line 1, in <module>

Foo

NameError: name 'Foo' is not defined

foo() (the function) is now defined in the local namespace, but Foo (the class) is not, because the latter is not in \_\_all\_\_.

In summary, \_\_all\_\_ is used by both **packages** and **modules** to control what is imported when import \* is specified. But *the default behavior differs*:

* For a package, when \_\_all\_\_ is not defined, import \* does not import anything.
* For a module, when \_\_all\_\_ is not defined, import \* imports everything (except—you guessed it—names starting with an underscore).

### Subpackages

Packages can contain nested **subpackages** to arbitrary depth. For example, let’s make one more modification to the example **package** directory as follows:
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The four modules (mod1.py, mod2.py, mod3.py and mod4.py) are defined as previously. But now, instead of being lumped together into the pkg directory, they are split out into two **subpackage** directories, sub\_pkg1 and sub\_pkg2.

Importing still works the same as shown previously. Syntax is similar, but additional **dot notation** is used to separate **package** name from **subpackage** name:

>>> import pkg.sub\_pkg1.mod1

>>> pkg.sub\_pkg1.mod1.foo()

[mod1] foo()

>>> from pkg.sub\_pkg1 import mod2

>>> mod2.bar()

[mod2] bar()

>>> from pkg.sub\_pkg2.mod3 import baz

>>> baz()

[mod3] baz()

>>> from pkg.sub\_pkg2.mod4 import qux as grault

>>> grault()

[mod4] qux()

In addition, a module in one **subpackage** can reference objects in a **sibling subpackage** (in the event that the sibling contains some functionality that you need). For example, suppose you want to import and execute function foo() (defined in module mod1) from within module mod3. You can either use an **absolute import**:

***pkg/sub\_\_pkg2/mod3.py***

def baz():

print('[mod3] baz()')

class Baz:

pass

from pkg.sub\_pkg1.mod1 import foo

foo()

>>> from pkg.sub\_pkg2 import mod3

[mod1] foo()

>>> mod3.foo()

[mod1] foo()

Or you can use a **relative import**, where .. refers to the package one level up. From within mod3.py, which is in subpackage sub\_pkg2,

* .. evaluates to the parent package (pkg), and
* ..sub\_pkg1 evaluates to subpackage sub\_pkg1 of the parent package.

***pkg/sub\_\_pkg2/mod3.py***

def baz():

print('[mod3] baz()')

class Baz:

pass

from .. import sub\_pkg1

print(sub\_pkg1)

from ..sub\_pkg1.mod1 import foo

foo()

>>> from pkg.sub\_pkg2 import mod3

<module 'pkg.sub\_pkg1' (namespace)>

[mod1] foo()

# Python Unit Testing

## The unittest Framework

Unit Testing is the first level of software testing where the smallest testable parts of a software are tested. This is used to validate that each unit of the software performs as designed.  
The unittest test framework is python’s xUnit style framework.

**Method:**  
White Box Testing method is used for Unit testing.

**OOP concepts supported by unittest framework:**

* **test fixture:**

A test fixture is used as a baseline for running tests to ensure that there is a fixed environment in which tests are run so that results are repeatable.

Examples:

* + **creating temporary databases.**
  + **starting a server process.**
* **test case:**

A test case is a set of conditions which is used to determine whether a system under test works correctly.

* **test suite:**

Test suite is a collection of testcases that are used to test a software program to show that it has some specified set of behaviours by executing the aggregated tests together.

* **test runner:**

A test runner is a component which set up the execution of tests and provides the outcome to the user.

**Basic Test Structure:**unittest defines tests by the following two ways:

* Manage test “fixtures” using code.
* test itself.

import unittest

class SimpleTest(unittest.TestCase):

    # Returns True or False.

    def test(self):

        self.assertTrue(True)

if \_\_name\_\_ == '\_\_main\_\_':

    unittest.main()

This is the basic test code using unittest framework, which is having a single test. This test() method will fail if TRUE is ever FALSE.

**Running Tests**

if \_\_name\_\_ == '\_\_main\_\_':

unittest.main()

The last block helps to run the test by running the file through the command line.

.

----------------------------------------------------------------------

Ran 1 test in 0.000s

OK

Here, in the output the “.” on the first line of output means that a test passed.  
“-v” option is added in the command line while running the tests to obtain more detailed test results.

test (\_\_main\_\_.SimpleTest) ... ok

----------------------------------------------------------------------

Ran 1 test in 0.000s

OK

**Outcomes Possible:**

There are three types of possible test outcomes:

* OK – This means that all the tests are passed.
* FAIL – This means that the test did not pass and an AssertionError exception is raised.
* ERROR – This means that the test raises an exception other than AssertionError.

Let’s walk through an example to understand the implementation of unittest framework.

# Python code to demonstrate working of unittest

import unittest

class TestStringMethods(unittest.TestCase):

    def setUp(self):

        pass

    # Returns True if the string contains 4 a.

    def test\_strings\_a(self):

        self.assertEqual( 'a'\*4, 'aaaa')

    # Returns True if the string is in upper case.

    def test\_upper(self):

        self.assertEqual('foo'.upper(), 'FOO')

    # Returns TRUE if the string is in uppercase

    # else returns False.

    def test\_isupper(self):

        self.assertTrue('FOO'.isupper())

        self.assertFalse('Foo'.isupper())

    # Returns true if the string is stripped and

    # matches the given output.

    def test\_strip(self):

        s = 'geeksforgeeks'

        self.assertEqual(s.strip('geek'), 'sforgeeks')

    # Returns true if the string splits and matches

    # the given output.

    def test\_split(self):

        s = 'hello world'

        self.assertEqual(s.split(), ['hello', 'world'])

        with self.assertRaises(TypeError):

            s.split(2)

if \_\_name\_\_ == '\_\_main\_\_':

    unittest.main()

The above code is a short script to test 5 string methods. **unittest.TestCase** is used to create test cases by subclassing it. The last block of the code at the bottom allows us to run all the tests just by running the file.

Basic terms used in the code:

* **assertEqual() –** This statement is used to check if the result obtained is equal to the expected result.
* **assertTrue() / assertFalse() –**This statement is used to verify if a given statement is true or false.
* **assertRaises() –**This statement is used to raise a specific exception.

Description of tests:

* **test\_strings\_a**  
  This test is used to test the property of string in which a character say ‘a’ multiplied by a number say ‘x’ gives the output as x times ‘a’. The assertEqual() statement returns true in this case if the result matches the given output.
* **test\_upper**  
  This test is used to check if the given string is converted to uppercase or not. The assertEqual() statement returns true if the string returned is in uppercase.
* **test\_isupper**  
  This test is used to test the property of string which returns TRUE if the string is in uppercase else returns False. The assertTrue() / assertFalse() statement is used for this verification.
* **test\_strip**  
  This test is used to check if all chars passed in the function have been stripped from the string. The assertEqual() statement returns true if the string is stripped and matches the given output.
* **test\_split**  
  This test is used to check the split function of the string which splits the string through the argument passed in the function and returns the result as list. The assertEqual() statement returns true in this case if the result matches the given output.

**unittest.main()** provides a command-line interface to the test script.On running the above script from the command line, following output is produced:

.....

----------------------------------------------------------------------

Ran 5 tests in 0.000s

OK

## Using PyTest

A unit test is atomic- it just tests one unit of code. Typically one function or one method of a class. As an example, let’s say we want to test math\_functions.py which contains the Fibonacci function and a function for the Collatz sequence:

**Note**: The **Collatz conjecture** is a conjecture in mathematics that concerns sequences defined as follows: start with any positive integer *n*. Then each term is obtained from the previous term as follows: if the previous term is even, the next term is one half of the previous term. If the previous term is odd, the next term is 3 times the previous term plus 1. The conjecture is that no matter what value of *n*, the sequence will always reach 1.

def fib(n):

a, b = 0, 1

for \_ in range(n):

a, b = b, a + b

return a

def next\_collatz\_element(n):

if n % 2 == 0:

return n / 2

else:

return 3 \* n + 1

We want to test this function. I will explain the reasons for testing and what testing means later. For now, let’s just say we want to avoid programming errors.

First, create a file test\_math\_functions.py:

from math\_functions import fib, next\_collatz\_element

def test\_fib\_basic\_initial():

assert fib(0) == 0

assert fib(1) == 1

def test\_fib\_2():

assert fib(2) == 1

def test\_fib\_3():

assert fib(3) == 2

def test\_collatz\_1():

assert next\_collatz\_element(1) == 4

def test\_collatz\_2():

assert next\_collatz\_element(1) == 4

Now, you have to install pytest:

$ pip install pytest

And run it:

$ pytest

============ test session starts ===================================

platform linux -- Python 3.8.1, pytest-5.4.3, py-1.9.0, pluggy-0.13.1  
rootdir: /home/moose/GitHub/MartinThoma/algorithms/medium/unit-testing

collected 5 items

test\_math\_functions.py ..... [100%]

============ 5 passed in 0.03s =====================================

Awesome! You can see that it took 0.03 seconds to execute. There are 5 dots after the test\_math\_functions.py . Those indicate that 5 tests were executed and successful.

Let’s break one test, e.g. test\_fib\_3 by setting assert fib(3) == 1337 . Then you see this:

============ test session starts =================================  
platform linux -- Python 3.8.1, pytest-5.4.3, py-1.9.0, pluggy-0.13.1  
rootdir: /home/moose/GitHub/MartinThoma/algorithms/medium/unit-testing  
collected 5 items

test\_math\_functions.py ..F.. [100%]

================== FAILURES =======================================  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ test\_fib\_3 \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

def test\_fib\_3():  
> assert fib(3) == 3  
E assert 2 == 3  
E + where 2 = fib(3)

test\_math\_functions.py:14: AssertionError  
============ short test summary info ===============================  
FAILED test\_math\_functions.py::test\_fib\_3 - assert 2 == 3  
============ 1 failed, 4 passed in 0.03s ===========================

### Vocabulary

The ***units*** we are testing in the section above are functions — fib andnext\_collatz\_element.

We have 5 ***unit tests***; all of them in test\_math\_functions.py: The test\_\* functions.

The pytest command-line executable is called a ***test runner***. It executes (runs) the tests.

A ***test suite*** is an arbitrary collection of tests. Usually, you mean all tests.

## Test Coverage

I hope at this point we agree that having tests is a good idea. But how many tests do you need? When did you test everything?

A group of measures for this is the test coverage. There are two relevant types of test coverage: Line coverage and branch coverage.

If you look at the Collatz function from above, there are 4 lines to test:

If I execute next\_collatz\_element(4) , then it will execute lines 1–3. Line 4 and 5 will not be hit. This means a unit test like that could not detect an issue on line 4 or 5. It only covers 3 of 5 lines. One says that it has 60% line coverage.

But sometimes 100% line coverage is not enough. Take a look at this example:

def greet(first\_name, last\_name=None):

if last\_name is not None:

return f"Hello, {first\_name} {last\_name}"

If you test greet("Angela", "Merkel") you will have 100% line coverage. But you miss that if the last name is not given, the return value is None . In the given test, the if-statement in line 2 always evaluates to “True”. You don’t cover a branch in the execution graph. So you have only 50% branch coverage.

pytest-cov is a pytest plugin to measure branch coverage.

* Install it with pip install pytest-cover
* Use it by adding --cov=path/to/file or --cov=packagename to the pytest execution
* Get output to terminal by adding to pytest --cov-report term
* Get HTML output by adding --cov-report html:tests/reports/coverage

**Examples**:

coverage run -m pytest

coverage run -m pytest .\test\_greet.py

coverage run -m pytest .\test\_greet.py

coverage html

coverage html --include=greeting.py

### Good Tests

It’s pretty hard to write good tests and when you measure your test coverage it is tempting to quickly write a couple of bad tests. Worst is no testing at all.

A little bit better is a test that just executes a function but does not check if the return value/the side effects are what you expect. So, you simply run it to check if the code crashes.

Happy-Tests where you check the output of the tested function and a typical input is even better. I call them happy because they test what you expect to get.

In contrast, an unhappy execution path is dealing with unwanted inputs. This is also called negative testing. You check if you actually throw an error. Not throwing an error and silently failing is bad as it hides bugs.

## Alternatives to pytest: unittest and nose

unittest is a core Python module and as such, I would prefer to use it. unittest feels pretty similar to JUnit which I would say is a disadvantage. Python is a different language with different patterns and expectations. One weirdness is that you have to put your tests in a class, even if you don’t need to setUp() or tearDown() anything. It uses camelCase for the method names which is against the Python conventions. You cannot simply assert Expression , but instead, have to use self.assertEqual , self.assertTrue , … (see the [complete list of assert methods](https://docs.python.org/3/library/unittest.html#assert-methods)). And the error messages are not as expressive as the ones you get from Pytest.

TL;DR: unittest and nose are no alternatives. pytest is the way to go.

## Mocking and Patching

### The Abstract Pattern of the Problem

A dependency of the function we want to test can have an effect in three different ways: By side-effects, return values or exceptions.

Problem 1: A dependencies side-effect

def a\_function():  
 ... # Application code to be tested  
 a\_dependency()  
 ... # Application code to be tested

Problem 2: A dependencies return value

def a\_function():  
 ... # Application code to be tested  
 foo = a\_dependency()  
 ... # Application code to be tested; it might use foo

Problem 3: A dependency throws an Exception

def a\_function():  
 ... # Application code to be tested  
 try:  
 foo = a\_dependency()  
 except:  
 ... # Application code to be tested  
 ... # this might depend on the type of Exception  
 ... # Application code to be tested

### The Problem — Simple Examples

Most examples in the wild are way more complex and usually they also need some refactoring to make the code easier to maintain. So, I created three examples which are a bit closer to real applications while still keeping the bloat of real applications away.

**Example 1**: We want to add a user to a database. You can see that db does not return anything, but we change the state of our system. And we want to be sure that we don’t actually change our production system when the unit tests are running!

import bcrypt  
from models import db, Userdef insert\_user\_into\_db(username, password):  
 password\_hash = bcrypt.hashpw(password.encode('utf-8'), bcrypt.gensalt(12))  
 user = User(password=password\_hash, username=username)  
 db.session.add(user)  
 db.session.commit()

**Example 2**: Generate a file name based on the current date. You can see that the dependency datetime returns a value:

import datetimedef generate\_filename():  
 return f"{datetime.datetime.now():%Y-%m-%d}.png"

Similarly, you could imagine a function which returns the weather in an English sentence and uses an API to get the actual weather ([example](https://gist.github.com/MartinThoma/5c7224ceae47e74645e0145d26dc03ec)).

**Example 3**: In my project [edapy](https://github.com/MartinThoma/edapy) I looked at metadata from PDF files. I use the dependency PdfFileReader and have the file itself as a dependency. As the PDF file could be broken, PyPDF2 might throw an exception. So you can imagine code like this:

import PyPDF2.utils  
from PyPDF2 import PdfFileReaderdef get\_pdf\_info(pdf\_path):  
 info = {}  
 try:  
 pdf\_toread = PdfFileReader(fp, strict=False)  
 except PyPDF2.utils.PdfReadError:  
 info["is\_errornous"] = True  
 return info# a lot more  
 return info

When you want to test such functions, you have the problem that the expected output is not only dependent on the function itself, but also on something external. In the cases above, the system time, an external service, and the file system.

### Examples for External Dependencies

There are lots of external dependencies your tests might have:

* Date or time
* Internet: A web service you need to use
* File System: A file you need to create / read / edit / delete
* Database: Data you select / insert / update/ delete
* Randomness: Your code might make use of random or np.random

Just like the example above, they make isolated unit testing hard or even impossible.

|  |
| --- |
| from external\_dependency import dark\_magic |
| def is\_credit\_card\_fraud(transaction): |
| fraud\_probability = dark\_magic(transaction) |
| if fraud\_probability > 0.99: |
| return True |
| else: |
| return False |

|  |
| --- |
| def dark\_magic(transaction): |
| raise ValueError() |

No matter which transaction you would use, the function is\_credit\_card\_fraud would throw a ValueError.

This is how you patch that dependency away with a decorator @patch:

|  |
| --- |
| from unittest.mock import patch, MagicMock |
| def the\_mock(input): |
| return 0.999 |
| @patch("fraud\_example.dark\_magic", the\_mock) |
| def test\_is\_credit\_card\_fraud(): |
| import fraud\_example |
|  |
| transaction = {"amount\_usd": "9999.99", "overnight\_shipping": True} |
| is\_fraud = fraud\_example.is\_credit\_card\_fraud(transaction) |
| assert is\_fraud == True |

And this is how you patch the dependency fraud\_example.dark\_magic away with a context handler ( with ... ):

|  |
| --- |
| def test\_is\_credit\_card\_fraud\_context\_handler(): |
|  |
| transaction = {"amount\_usd": "9999.99", "overnight\_shipping": True} |
| with patch("fraud\_example.dark\_magic", the\_mock): |
| is\_fraud = fraud\_example.is\_credit\_card\_fraud(transaction) |
| assert is\_fraud == True |

When you now execute pytest , the test will succeed. You will always get 0.999 as a return value of dark\_magic 🎉

pytest -v

pytest –verbose

pytest -v -k cc

A part that might be surprising in this example is the first parameter of the patch decorator: It’s "fraud\_example.dark\_magic" and NOT "external\_dependency.dark\_magic" ! The target of your replacement is always what was loaded within the file you want to test, not where it was loaded from.

### Direct replacement: Don’t do this!

The following is an example which does not use patch and seems to work, but it has a big flaw. If you directly replace datetime.datetime instead of patching it, it will be overwritten in all other contexts after that as well!

|  |
| --- |
| # Core Library modules |
| import datetime |
| from unittest import mock |
| # First party modules |
| from mock\_example import generate\_filename |
| class NewDate(datetime.datetime): |
| @classmethod |
| def now(cls): |
| return cls(1990, 4, 28) |
| def test\_generate\_filename(): |
| datetime.datetime = NewDate |
| assert generate\_filename() == "1990-04-28.png" |

## Mock and MagicMock

You now know how to replace a dependency, hence it is time to talk about what to replace it with. This is where unittest.mock.Mock and unittest.mock.MagicMock come into play.

Everything you do with Mock will return a Mock. Call a function? Get a Mock as a return value. Access an attribute? Get a Mock as a value.

Python has so called “magic” methods. I like the term “dunder” methods better — it just means all methods which start and end with a **d**ouble **under**score. Examples are \_\_iter\_\_ or \_\_contains\_\_ . MagicMock has those defined, Mock doesn’t. I would use MagicMock everywhere, except if the mocked object doesn’t define any of the magic functions.

A core feature of mock classes is that they allow you to not only remove a dependency which is hard to test, but also to assert on the way the mock was interacted with. Typical methods are assert\_called(), assert\_called\_with(), assert\_not\_called().

### spec, autospec & spec\_set

A part that is really bad about MagicMock is that you can do anything with it — including accessing non-existing attributes, calling non-existing methods or calling existing methods with the wrong count of parameters. The mock object is missing a **spec**ification. If you don’t like that, use autospec=True when patching the object:

patch.object(Foo, 'foo', autospec=True)

Or you can create a Mock like this:

>>> import datetime  
>>> from unittest.mock import Mock  
>>> a = Mock(spec=datetime)# Not Ok!  
>>> a.foo  
Traceback (most recent call last):  
 File "<stdin>", line 1, in <module>  
 File "/home/moose/.pyenv/versions/3.8.1/lib/python3.8/unittest/mock.py", line 635, in \_\_getattr\_\_  
 raise AttributeError("Mock object has no attribute %r" % name)  
AttributeError: Mock object has no attribute 'foo'# That is ok:  
>>> a.datetime  
<Mock name='mock.datetime' id='139883597784544'>

The next parameter of patchis autospec. Where spec looks at the mocked object, autospec also looks at the attributes of that object (and their attributes and those attributes, …).

Finally, there is spec\_set . That one prevents you from setting attributes that don’t exist.

Usually, I would use autospec=True and spec\_set=True everywhere. Code which uses introspection might be an example where you don’t want that.

### pytests monkeypatch

monkeypatch is a fixture from pytest. I will explain what a fixture is in the next article. For now, just accept it as a parameter you can give to your tests without specifying it and pytest will take care of it. You don’t even need to import anything.

For the credit card fraud example, it looks like this:

|  |
| --- |
| def test\_is\_credit\_card\_fraud\_monkeypatch(monkeypatch): |
| monkeypatch.setattr("fraud\_example.dark\_magic", the\_mock) |
| import fraud\_example |
|  |
| transaction = {"amount\_usd": "9999.99", "overnight\_shipping": True} |
| is\_fraud = fraud\_example.is\_credit\_card\_fraud(transaction) |
| assert is\_fraud == True |

The question when you should use unittest.mock.patch and — if necessary — unittest.mock.Mock or pytests monkeypatch boils pretty much down to personal taste nowadays. The core Pythons patch / Mock only exist since Python 3.3 which, I guess, is a big part of the reason why monkeypatch exists in the first place.

### Dependency Injection

If the above sounded complicated, there is a simpler alternative: Dependency Injection. Essentially adding the external state explicitly as a parameter which makes it easy to adjust in tests. For example, the code from above could be:

import datetimedef generate\_filename(now=None):  
 if now is None:  
 now = datetime.datetime.now()  
 return f"{now:%Y-%m-%d}.png"

Now testing is trivial:

import datetime  
from mock\_example import generate\_filenamedef test\_generate\_filename():  
 now = datetime.datetime(1990, 4, 28)  
 assert generate\_filename(now) == "1990-04-28.png"

In some cases it feels very natural to apply such a pattern, in others it doesn’t. Do this only when it feels natural. For example, it’s very unlikely that I would ever pass a module as a parameter although it’s possible. That would just feel very weird.

### Terminology

* **Patching vs Mocking**: Patching a function is adjusting it’s functionality. In the context of unit testing we patch a dependency away; so we replace the dependency. Mocking is imitating. Usually we patch a function to use a mock we control instead of a dependency we don’t control.
* **Monkey patching vs Mocking**: Within a development context, mocking is pretty clearly about unit testing ([example](https://stackoverflow.com/a/2666006/562769)). However, monkey patching has several applications besides unit testing. For example, you can patch third party code during runtime if there is a small functionality missing or a part of the code is broken. You just extend the code. Monkey patching is used in the PyCharm debugger.
* **Monkey patching vs pytest.monkeypatch**: The first one is a general concept, the second one is a concrete function within pytest which applies monkey patching for unit tests.
* **unittest.mock.patch vs pytest.monkeypatch**: This is personal preference. I prefer to stick with built-ins whenever the third-party option does not have big advantages. In this case, I even think that the core Python unittest.mock.patch is cleaner. For this reason I didn’t explain pytest.monkeypatch so far. If you like to see the differences, there is a nice [blog post](https://krzysztofzuraw.com/blog/2016/mocks-monkeypatching-in-python.html) about it.

# PyPi & pip

## PyPi

The Python Package Index (PyPI) is the official repository of software for the Python programming language.

## Packaging Python Projects

<https://packaging.python.org/tutorials/packaging-projects/>

## pip

The most popular tool for installing Python packages, and the one included with modern versions of Python.

[**Ensure you can run pip from the command line**](https://packaging.python.org/tutorials/installing-packages/#id13):

You’ll need to make sure you have pip available. You can check this by running:

On Windows: py -m pip --version

On Unix/MacOS: python3 -m pip --version

If you installed Python from source, with an installer from python.org, or via Homebrew you should already have pip. If you’re on Linux and installed using your OS package manager, you may have to install pip separately

If pip isn’t already installed, then first try to bootstrap it from the standard library:

Windows: py -m ensurepip --default-pip

Unix/MacOS: python3 -m ensurepip --default-pip

If that still doesn’t allow you to run python -m pip:

* Securely Download [get-pip.py](https://bootstrap.pypa.io/get-pip.py) [1](https://packaging.python.org/tutorials/installing-packages/#id7)
* Run python get-pip.py. This will install or upgrade pip. Additionally, it will install [setuptools](https://packaging.python.org/key_projects/#setuptools) and [wheel](https://packaging.python.org/key_projects/#wheel) if they’re not installed already.

**Warning:** Be cautious if you’re using a Python install that’s managed by your operating system or another package manager. get-pip.py does not coordinate with those tools, and may leave your system in an inconsistent state. You can use python get-pip.py --prefix=/usr/local/ to install in /usr/local which is designed for locally-installed software.

[**Ensure pip, setuptools, and wheel are up to date**](https://packaging.python.org/tutorials/installing-packages/#id14)**:**

While pip alone is sufficient to install from pre-built binary archives, up to date copies of the setuptools and wheel projects are useful to ensure you can also install from source archives:

python3 -m pip install --upgrade pip setuptools wheel

### Download a Package

Download a package named "camelcase":

$pip install camelcase

### Using a Package

Once the package is installed, it is ready to use.

Import the "camelcase" package into your project.

import camelCase

c = camelcase.CamelCase()

txt = "hello world"

print(c.hump(txt))

### Find Packages

Find more packages at <https://pypi.org/>.

### Remove a Package

Use the uninstall command to remove a package:

Uninstall the package named "camelcase":

$pip uninstall camelcase

The PIP Package Manager will ask you to confirm that you want to remove the camelcase package:

Uninstalling camelcase-02.1:

Would remove:

c:\python\python39\lib\site-packages\camecase-0.2-py3.6.egg-info

c:\ python\python39\lib\site-packages\camecase\\*

Proceed (y/n)?

Press y and the package will be removed.

### List Packages

Use the list command to list all the packages installed on your system:

List installed packages:

$>pip list

Result:

Package         Version

-----------------------

camelcase       0.2

mysql-connector 2.1.6

pip             18.1

pymongo         3.6.1

setuptools      39.0.1

# Pylint

**It’s not just a linter that annoys you!**

<https://pypi.org/project/pylint/>

Pylint is a Python static code analysis tool which looks for programming errors, helps enforcing a coding standard, sniffs for code smells and offers simple refactoring suggestions.

It’s highly configurable, having special pragmas to control its errors and warnings from within your code, as well as from an extensive configuration file. It is also possible to write your own plugins for adding your own checks or for extending pylint in one way or another.

It’s a free software distributed under the GNU General Public Licence unless otherwise specified.

Development is hosted on GitHub: <https://github.com/PyCQA/pylint/>

## Install

Pylint can be simply installed by running:

pip install pylint

If you are using Python 3.6+, upgrade to get full support for your version:

pip install pylint --upgrade

If you're reading this in (or after) 2020 and are still having issues with Pylint in Visual Studio Code for **Windows 10**, here is a quick solution that worked for me:

Make sure Python is installed for Windows, and note the installation path.

From an elevated command prompt, go to the installation directory for Python:

cd <Path to Python installation folder>

Install Pylint:

python -m pip install pylint

Pylint is now installed in the 'Python\Python[version]\Scripts\' directory, note/copy the path for later.

## Your First Pylint’ing

We'll use a basic Python script as fodder for our tutorial. The starting code we will use is called simplecaesar.py and is here in its entirety:

*#!/usr/bin/env python3*

**import** **string**;

shift = 3

choice = input("would you like to encode or decode?")

word = input("Please enter text")

letters = string.ascii\_letters + string.punctuation + string.digits

encoded = ''

**if** choice == "encode":

**for** letter **in** word:

**if** letter == ' ':

encoded = encoded + ' '

**else**:

x = letters.index(letter) + shift

encoded = encoded + letters[x]

**if** choice == "decode":

**for** letter **in** word:

**if** letter == ' ':

encoded = encoded + ' '

**else**:

x = letters.index(letter) - shift

encoded = encoded + letters[x]

print(encoded)

If we run this:

$ pylint simplecaesar.py

\*\*\*\*\*\*\*\*\*\*\*\*\* Module simplecaesar

simplecaesar.py:3:0: W0301: Unnecessary semicolon (unnecessary-semicolon)

simplecaesar.py:1:0: C0114: Missing module docstring (missing-module-docstring)

simplecaesar.py:5:0: C0103: Constant name "shift" doesn't conform to UPPER\_CASE naming style (invalid-name)

simplecaesar.py:9:0: C0103: Constant name "encoded" doesn't conform to UPPER\_CASE naming style (invalid-name)

simplecaesar.py:13:12: C0103: Constant name "encoded" doesn't conform to UPPER\_CASE naming style (invalid-name)

-----------------------------------

Your code has been rated at 7.37/10

Previous experience taught me that the default output for the messages needed a bit more info. We can see the second line is:

"simplecaesar.py:1:0: C0114: Missing module docstring (missing-module-docstring)"

This basically means that line 1 violates a convention C0114. It's telling me I really should have a docstring. I agree, but what if I didn't fully understand what rule I violated. Knowing only that I violated a convention isn't much help if I'm a newbie. Another piece of information there is the message symbol between parens, missing-module-docstring here.

If I want to read up a bit more about that, I can go back to the command line and try this:

robertk01 Desktop$ pylint --help-msg=missing-module-docstring

:missing-module-docstring (C0114): \*Missing module docstring\*

Used when a module has no docstring.Empty modules do not require a docstring.

This message belongs to the basic checker.

# Referecnces

<https://code.visualstudio.com/docs/languages/python>

<https://code.visualstudio.com/docs/python/python-tutorial>

<https://www.geeksforgeeks.org/python-keywords-and-identifiers/>

<https://codesteps.com/2018/09/02/python-simple-and-compound-statements/>

<http://makemeanalyst.com/python-programming/>

<https://www.geeksforgeeks.org/namespaces-and-scope-in-python/>

https://realpython.com/

<https://realpython.com/python-namespaces-scope/>

<https://realpython.com/python3-object-oriented-programming/>

<https://realpython.com/defining-your-own-python-function/#pass-by-value-vs-pass-by-reference-in-pascal>

<https://realpython.com/python-lambda/>

<https://realpython.com/python-exceptions/#the-try-and-except-block-handling-exceptions>

<https://realpython.com/python-lists-tuples/>

<https://www.geeksforgeeks.org/python-list/>

<https://realpython.com/python-sets/>

<https://careerkarma.com/blog/python-collections/>

<https://www.geeksforgeeks.org/python-collections-module/>

<https://realpython.com/python-datetime/>

<https://www.w3schools.com/python/python_regex.asp>

<https://realpython.com/regex-python/>

<https://www.geeksforgeeks.org/file-handling-python/>

<https://realpython.com/python-modules-packages/>

<https://realpython.com/python-logging/>

<https://www.geeksforgeeks.org/unit-testing-python-unittest/>

<https://medium.com/swlh/unit-testing-in-python-basics-21a9a57418a0\>

<https://levelup.gitconnected.com/unit-testing-in-python-mocking-patching-and-dependency-injection-301280db2fed>

<https://realpython.com/pytest-python-testing/>

<https://www.tutorialspoint.com/pytest/index.htm>

<http://pylint.pycqa.org/en/latest/tutorial.html>

<https://www.w3schools.com/python/numpy/default.asp>

<https://www.w3schools.com/python/matplotlib_getting_started.asp>